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ABSTRACT
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In this dissertation the basic techniques for designing more sophisticated
adaptive array systems are first developed. Then several systolic architec-
tures based on numerically stable and computationally efficient algorithms
are proposed for adaptive array systems. Compared to the existing archi-
tectures proposed elsewhere in the literature, our new systolic architectures
are more efficient structures for real-time signal processing applications and
VLSI hardware implementation. The reasons are: (1) the proposed systolic
architectures are based on numerically stable and computationally efficient
systolic algorithms, (2) there is no bottleneck in the whole architecture since
QR decomposition by the square root free fast Givens method is used, (3) the
whole architecture has a fully pipelined design since backward substitution is
avoided, (4) it is a single fully pipelined open-loop system without any feed-
back arrangement, and (5) the systolic architectures function recursively to
update the result for each new snapshot. Therefore, the new VLSI systolic
architectures proposed in this dissertation using QR-recursive least squares
(QR-RLS) and QR-constrained recursive least squares (QR-CRLS) techniques
achieve minimal memory and maximal parallelism for real-time signal process-
ing applications and VLSI hardware implementation.
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Chapter 1

Introduction and Motivation

The problem of designing an adaptive array system is an important part of gen-
eral radar and communication systems. The performance of conventional sig-
nal reception systems is sensitive to decreases in signal-to-noise (SNR) caused
by undesired interference signals which may enter the system either by the
beam pattern sidelobes or by the mainlobe. These interference signals which
include waveforms from point sources in other than the look direction are
lightning, jammers, noise from nearby vehicles, and localized incoherent clut-
ter. Such SNR degradation may be further aggravated by antenna motion,
poor siting conditions, multipath ray effects, and a constantly changing inter-
ference environment. As radar and communication traffic increases, the sup-
pression of interference becomes more important in all applications. In radar,

sonar, seismic, and communication systems, adaptive arrays can be utilized to
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preserve the desired signal in the presence of interference signals. Moreover,
adaptive array systems have the ability to automatically sense the presence of
interference signals and to suppress precisely these interference signals while
simultaneously enhancing the desired signal without prior knowledge of the
signal/interference environment. Therefore, an adaptive array system consists
of an array of sensors and a real-time computational processor to automati-
cally adjust the array sensitivity beam pattern so that the array performance
is improved. As a result, adaptive array systems offer enhanced reliability

compared to that of conventional multi-sensor systems [1].

In designing adaptive array systems, the recursive least-squares (RLS) and
constrained recursive least-squares (CRLS) approaches are adopted to achieve
faster convergence compared to that of least-mean-square (LMS) approaches
because the RLS and CRLS algorithms utilize all the information contained
in the input data from the start of the adaptation up to the present whereas
the LMS algorithm does not. The price to be paid for this improvement is
increased complexity. Algorithms based on the RLS or CRLS criterion are
considered to be the best candidates for adaptive filters. They have two fun-
damental properties [2]. First, the LS estimate is the best linear unbiased
estimate under the condition of white with zero mean for the measurement
error process. That is, it has minimum variance among the class of all linear

unbiased estimates. Second, if the noise involved satisfies the independent and
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Gaussian condition, the RLS or CRLS estimate is the most efficient estimate
among all unbiased estimates. In other words, it achieves the Cramer-Rao
bound. In the radar and communication community, the conventional ap-
proach for solving RLS or CRLS problems generally uses direct sample matrix
inversion (SMI). Although the direct SMI solution is straightforward, it has
two major disadvantages. One of the disadvantages is that the SMI method
has undesirable numerical characteristics when the sample covariance matrix
is ill conditioned. Extremely high arithmetic precision is required when using
the direct SMI method to prevent numerical instability. Another disadvantage
is that the SMI algorithm can not be implemented as parallel/pipelined array
processors for real-time signal processing applications. To remedy the prob-
lems of ill-conditioning and VLS implementation, a family of algorithms based
on orthogonalization techniques can be used. They are the Givens, modified
Givens, Householder, Gram-Schmidt, and modified Gram-Schmidt methods.
The QR-based algorithms which deal directly with the observed data matrix
achieve the requirements of computational efficiency, robust numerical stabil-
ity and VLSI parallel/pipelined architecture implementation. Therefore, the
subject of mapping orthogonalization algorithms onto systolic arrays has be-
come very important for real-time signal processing applications with VLSI

hardware.

The importance of developing numerically stable and computationally effi-
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cient systolic algorithms as well as mapping them into VLSI parallel /pipelined
architectures will be demonstrated in this dissertation. Modern signal pro-
cessing algorithms, especially adaptive arrays and multichannel algorithms,
are well structured to share the common attributes of regularity, recursive-
ness, and local communication. These properties are effectively exploited in
VLSI parallel/pipelined architectures. In VLSI hardware devices, memory and
processing power are relatively cheap and the main emphasis of the design is
concentrated on reducing the overall interconnection complexity and on keep-
ing the overall architecture highly regular, parallel, and pipelined. Moreover,

these devices offer massive concurrent computing which is essential to real-time

high throughput signal processing [7,30,44,45,46,48].

Among existing algorithms and their related systolic architectures, the QR-
based RLS and CRLS methods have proven to be very useful and effective
in adaptive array systems used for system identification, channel equalization,
adaptive antenna arrays, spectrum estimation, etc. [1,2,3,4,6,7,8,9,10,11,12,14,
15,16,17,22,23,24,27,28,31,32,33,34,35,36,37,45,49,63,61,62,63,64,65,66.,68,69,72,
73]. In this dissertation, the design of numerically stable and computation-
ally efficient systolic algorithms using QQR-based RLS and CRLS techniques
with implementation by VLSI systolic array architectures is the major sub-
ject. The dissertation begins with a design for a parallel /pipelined weight

extraction systems based on systolic RLS and CRLS techniques. Then an er-
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ror in McWhirter’s MVDR systolic array processors is pointed out and a new
design for MVDR systolic array processors is presented. Finally systolic array
architecture design using the Householder transformation which is the best
computational efficient and numerical stable method among the family of QR

decomposition for adaptive array system is discussed.

This dissertation is organized as follows. In Chapter 2, the theory for
the QR decomposition-based Givens and fast Givens methods is stated in
detail and the new developments of the systolic array matrix computations
are described for designing matrix-based parallel signal processing. Chapter
3 is divided into two parts. The first part consists of the QR-based RLS
weight extraction algorithm and its related systolic array architecture. The
second part consists of the QR-based CRLS weight extraction algorithm and
its systolic array architecture. Since the proposed systolic architectures based
on numerically stable algorithms are the only known fully pipelined structures
without the need for a back substitution processor, they are considered to be

the best design.

In Chapter 4 we point out an error in McWhirter’s MVDR systolic algo-
rithm and architecture and propose the correct MVDR, systolic algorithm and
architecture. In Chapter 5, the most computationally efficient and numeri-
cally stable Houscholder method in the family of QR decompositions with the

systolic array architecture is presented and the application to an RLS array
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system is described along with systolic array implementation. Finally, Chapter

6 is devoted to conclusions and suggestions for future research.



Chapter 2

Systolic Array Linear Algebra

Processing

2.1 Introduction

In the emerging field of algorithmic engineering introduced by McWhirter [11],
the hybrid disciplines of designing numerically stable parallel algorithms suit-
able for parallel computation and mapping them onto VLSI systolic architec-
tures to achieve high throughput rates and VLSI hardware implementation
are demanded for sophisticated, high performance real-time modern signal
processing. In real-time modern signal processing applications, numerically re-
liable and computationally efficient algorithms for techniques such as recursive

least squares estimation (RLS), constrained recursive least squares estimation
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(CRLS), solving linear systems, and performing singular value decomposition
are required. Furthermore, in these applications it is also necessary to design a
highly parallel/pipelined structure for the use in parallel supercomputers and

for implementation by systolic processors.

In this chapter some key processors are developed as the basic tools for de-
signing sophisticated adaptive array systems. Moreover, the parallel /pipelined
techniques invented here make it possible to design more advance adaptive ar-
ray systems such as the RLS and CRLS arrays studied in this dissertation.
A detailed description of linear-algebra-based parallel algorithms with systolic
array processors is provided in the following sections. In the first two sections,
QR decompositions based on the Givens and fast Givens method with systolic
array processors are described in detail. In the third section a brief descrip-
tion of how a QR decomposition updates a system is presented. In the rest of
the sections the important matrix computations used in the array systems are
studied and the associated systolic array processors are designed. By using the
parallel/pipelined techniques developed in this chapter, we are able to design

more complicated adaptive array systems.
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2.2 Systolic Array QR Decomposition by Com-

plex Givens Method

An N x N data matrix X(n) can be reduced to an upper triangular matrix

R(n) by a transformation of the form
= Q(n)X(n) (2.1)

where R(n) is the upper triangular matrix

7"11(tn) 7‘12(tn) T13(tn) T T1N(tn)
0 7"22(tn) 7"23(tn) T T2N(tn)
0 0 ras(tn) --- ran(te) |-
O O O v TNN<tn)

and (n) is an n X N unitary matrix.

2.2.1 Givens Algorithm

To illustrate how a complex Givens orthogonalization triangularizes the data
matrix X, we apply a 2 by 2 unitary matrix to the two rows of X to zero out

an element.

—8 ¢ Toy Ty rr Ta N 0 =z, - Tyn
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where
Ty =\t + |22 ? (2.3)
r
c=— (2.4)
T11
x
s == (2.5)
T
and
7",1]- :Crlj—{—s*ij forj :2,...,]\/'_ (26)
Ty; = —8T1; + CToj forj=2---,N. (2.7)
Note that ¢, ry;, and ry, are real and s, $/1j7 :c;j are complex for j = 2,.-., N.

In addition, the diagonal elements of R can be made real because X can be
also expressed as (QD)(D~'R) which is also a QR decomposition when D is

any unitary diagonal matrix [29].

2.2.2 Givens Based Systolic Array Processors

A Givens upper triangular systolic array processor is illustrated in Figure 2.1.
The symbols for the boundary and internal cells for a Givens upper triangu-
lar structure are depicted in Figure 2.2. In Table 2.1 the algorithms for the

boundary cell and internal cell are described.



x](t 2
x](t ])

X[ t,) N
x3(t2) x4(t‘)

x{t) X5(t )

2
xz(t )
r r r - — —
21t gz 4 —— rlN
r r —_ — - r
237"  241-P e IEPY
r —_— — — r
34T — SN
- — _ r

Figure 2.1: Givens Based Upper Triangular Systolic Array
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x(t) X(t )
I M
X(t) x(t
2 i+
X(t,) x( ti)

c c c

5 5 —P r] —

y(t )
M
y(t )

Figure 2.2: The Boundary and Internal Cells of Givens Based Systolic Array
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Boundary Cell: Internal Cell:

d— r2 4 |z(t)]? y(t;) « —sr+ cz(t;)

ce= r o cr + s*z(t;)

Table 2.1: Givens Algorithms for the Boundary Cell and Internal Cell

2.3 Systolic Array QR Decomposition by Com-

plex Fast Givens Method

One of the important subjects in implementing QR decomposition onto VLSI
hardware is to avoid the square root. Since the computation of the square root
is complicated, it creates the bottleneck in the QR systolic processor. To speed
up the system, a square root free version of Givens method is necessitated and
leads to the name fast Givens method as first proposed by Gentleman [19] and
Hammarling [20]. Since the square root can be stored in the diagonal elements,

the upper triangular matrix D%—Rupper is expressed as follows.

VI

D¥(n)R(n) = Q(n)X (n) 2.8)



where D(n) is a N by N diagonal matrix which has form

di(t) 0 .- 0
0 dy(tn) -+ 0
0 0 dn(t,)

and R(n) is an upper triangular matrix which is given

1 ria(tn) ris(tn) -+ rin(tn)
0 1 ng(tn) s TZN(tn)
0 0 1 < ran(tn)
0 0 0 1

2.3.1 Fast Givens Algorithm

The following example of 2 x 2 matrix will show how the fast Givens method
works. A complex fast Givens method triangularizes the data matrix as fol-
lows: First let

™M1 Tz - TIN \/E 0 I rg -+ ry

Ty Tz o TaN 0 V6 Yi Y2 o YN

where d = r?, and §=k?

r;==2 for ;j=2,---,N.

I zn
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yj==L for ;j=2,---,N.

Then, the complex fast Givens method applied to the data matrix to zero an

element is [19,20]

¢ s ||V oo |1 m oy VI 0 |1
—s c 0 V6 Yi Y2 - YN 0 V& 0 y; ;y}\,
(2.10)

An analogous algorithm for fast Givens orthogonalization is given as

d =d+ 8y (2.11)

v dé
§ = — 2.12
. 2.12)
¢ =y (2.13)
) (2.14)

§ = — L.
d/yl
and

r;. :rj+s“y;~ forj=2,--- N. (2.15)
y;z —clrj-I-y]' forj=2--- N. (2.16)

2.3.2 Fast Givens Based Systolic Array Processors

The upper triangular systolic array processor based on the fast Givens tech-

nique is illustrated in Figure 2.3. The symbols for the boundary and internal



Boundary Cell

6out « %

C — x(tl)

Internal Cell:

k14 6,|2t)? y(t;) « —cr + z(t;)

r—r+ s*y(t;)

16

Table 2.2: Fast Givens Algorithms for the Boundary Cell and Internal Cell

cells for this upper triangular structure are described in Figure 2.4. The algo-

rithms for the boundary cell and internal cell are stated in Table 2.2.

2.4 Systolic Array for Forward Substitution

In [21] the computation of R~# X by the Comon-Robert’s algorithm is carried

out in two steps when an upper triangular matrix R and a matrix X are given.

In the first step, a matrix R™! is computed when the matrix R is fed into the

systolic array. In the second step, the vector X is given as input to compute

XHR1. As a result, the complex conjugate of R~ X is computed by a systolic

parallelogram structure. In [14,22] the same computation of R~ X requires

only one step with the matrix R prestored in the systolic array and the matrix

X as input fed into the array. A more detailed description of the computation



X (t
x Ut
X, (t,) N
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Figure 2.3: Fast Givens Based Upper Triangular Systolic Array
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X(ti) x(t )
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Figure 2.4: The Boundary Cell and Internal Cell for Fast Givens Based Systolic

Array
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of R""X can be easily generalized from Liu-Yao’s algorithm [22]. We give
below a brief description of the algorithm for computation R~# X .

Assume r;; = (R);; and r;-j = (R™f);;, where R is an upper triangular
matrix and R~ is a lower triangular matrix. It is known that the relationship

! .
between r;; and r;; is

l . _ .
. = for 1= N
i frued . (44.17)
J=1 0 Tk . .

The following equations show how to compute ¥ = R™7 X recursively where
R is a n x n matrix and X is a n x m matrix. Assume yi; = (R7HX);;

where z;; = (X);;. Hence, y;; is given by
Yij = Zr;lxlj for 1=1,---n. and 7=1,---,m. (2.18)
I=1

Since we want to use R and X to compute R~7 X, let us express y;; in terms
of r;; and z;;. By substituting Equation 2.17 into Equation 2.18 and rewriting
the equation, we have

1 =
Yij = (T35 — D vinTi;) (2.19)

73

The pipelined data-parallel algorithm presented in Table 2.3 computes Y =
R X where Y is n x m matrix, R is n x n upper triangular matrix, and X
is n X m matrix. A systolic parallelogram structure for computing R™# X is

illustrated in Figure 2.5.



Table 2.3:

An Algorithm for Computing ¥ = R°H X

for 1=1 ton
begin
Yn = 7}‘1‘1'@'1
wn parallel for j=2 to m
begin
Zij = Tij
i parallel for k=1 to j—1
Zij = Zij — YikTk;
Yij — f;L
end

end

The Parallel/Pipelined Algorithm for Forward Substitution



R™ X

Figure 2.5: Systolic Array Processors for Forward Substitution
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2.5 Systolic Array for Backward Substitution

In adaptive array systems, we have to compute backward substitution for
the system. Since the vector z and the lower triangular matrix R~ are the
given data, the question now is how to design a systolic structure to compute
R7'z, backward substitution, by using the given vector z and the given lower
triangular matrix R=#. Fortunately, this can be easily carried out on a systolic
array recursively. A more detailed description of this computation is given and
the systolic structure is described below.

Assume that a 3 x 3 matrix B~! has the form

11 Ti12 Z13

R =10 24 (2.20)
] 0 0 33 |
and a 3 x 1 vector z is given by
_ i -
2= 1 (2:21)
L %3 J
The computation of R71z is
F T1121 + Z1222 + T13%3 _
Rlz= T2y + L2373 (2.22)

T3323
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Let us employ a lower triangular matrix R~ to carry out the computation of

R7'z. Then, R~ has the form

z;; 0 0

R =1 gr 2z 0 (2.23)

| Tls T3z Tag |

In Table 2.4, a pipelined data-parallel algorithm for computing R~z is
described. The systolic array shown in Figure 2.6 is designed by concurrently
sending each element of the vector z to multiply the complex conjugate of each

element of the matrix R~ and then by summing them together to obtain the

vector R71z.



An Algorithm for Computing R™'z

i parallel for 1=1to m, j=1 to m
begin
temp(i, j) = 2(j) * z*(3, j)
end in parallel
in parallel for i=1 to m
begin
w(z) =0
wmn parallel for 7=1 to m
begin
w(i) = w(i) + temp(i, )
end in parallel

end in parallel

Table 2.4: The Parallel/Pipelined Algorithm for Backward Substitution
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Figure 2.6: Systolic Array Processors for Backward Substitution
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Chapter 3

Parallel /Pipelined Weight
Extraction for RLS and CRLS

Adaptive Array Systems

3.1 Introduction

The problem of parallel/pipelined weight extraction for systolic adaptive beam-
forming systems has been the subject of intense research since the first well
known work of Gentleman and Kung on recursive least squares (RLS) systolic
arrays [6,7]. As shown in Figure 3.1, although QR-updates are pipelined on
a triangular array proposed in [6], a fully parallel/pipelined weight extraction

from the RLS systolic array consists of the two separate steps of QR-updates

26
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and backsolve and has been shown to be unrealizable.

A major issue in implementing the algorithm for adaptive beamforming by
systolic array processors is to design a single fully pipelined structure. The
critical obstruction appears because the process of QR-updates runs from the
upper-left corner to lower-right corner and the process of the backsolve runs
in exactly the opposite direction as pointed out in [8]. Much research has
been done on this subject recently [9,10,11]. In [9], Hudson and Shepherd
proposed a theoretically equivalent open-loop system and a closed-loop sys-
tem for parallel weight extraction. Compared to the unstable theoretically
equivalent open-loop system, a Kalman closed-loop feedback structure shown
in Figure 3.2 which consists of a systolic QR decomposition post-processor to
compute least squares weighting vector is considered to be more promising in
systolic implementation. However, it is shown in Figure 3.2 that the paral-
lel RLS weight extraction system proposed is not efficient for VLSI hardware
implementation. The major hurdles are (1) this system, which requires two
modes to update the data and to freeze the updated data for computing the
weight vector error at same time, has a significant problem in obtaining the in-
stant weight vector recursively, and (2) the feedback configuration may create

serious routing problems in VLSI hardware implementation.

A brief description of Hudson-Shepherd’s algorithm is presented next using

the same notation as in Section 3.2. The associated weight vector update called
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Figure 3.1: Gentleman and Kung’s Systolic Architecture [6]
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the “Kalman state update” has a form which is adopted from a recent paper

[9]. The equation for using the Kalman state update method to update the

RLS weighting vector is
w(n) = w'(n —1) = M7 ()2 (ta)ens(m-1) (3.1)
where M, the data covariance matrix, is
M=Xx"Xx
€n/(n—-1), the residual error, is given by

enfn-1) = 2 (ta)w(n — 1) — 2(n),

and z7(¢,) is given as a input data vector. By applying QR decomposition to

the observed data X, Equation 3.1 can be rewritten as follows:
w(n) = w(n —1) = R (n) R (n)z" (tn)enj(n1) (3.2)
According to Figure 3.2, a vector f(n) and a vector g(n) are defined as follows:
f(m) = B (n)z (1) (3.3)

and
g(n) = R_l(n)i(n) (3.4)

It can be seen from Equation 3.3 that zT(¢,) used to update the upper tri-

angular matrix R(n) in one mode is employed again as the input sent to the
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updated matrix R(n) for computing the vector f(n) in a different mode. As a
consequence, Hudson-Shepherd’s algorithm is not suitable for real-time appli-

cation and VLSI hardware implementation.

In [11] McWhirter introduced a parallelogram fixed matrix operator struc-
ture for the parallel weight extraction problem shown in Figure 3.3. As men-
tioned by McWhirter, however, to update his RLS systolic array and to avoid
freezing the array, a more complicated post-processor cell is required. As de-
scribed in Figure 3.3, McWhirter’s RLS weight extraction system does not
function recursively to update the weight vector since the system requires
freezing the array to compute the weight vector. By improving McWhirter’s
parallel weight extraction fixed operator algorithm and adding the updating
processor to avoid freezing the array, a new algorithm will be derived to up-
date the whole parallelogram systolic arrays and at same time to compute the

RLS adaptive weight vector recursively.

In a recent paper [12], a numerically stable and computationally efficient al-
gorithm for weight extraction for a constrained recursive least squares (CRLS)
problem has been described by Schreiber. Although the algorithm shown in
[12] has robust numerical properties, it is difficult to arrange the whole algo-
rithm into a single fully pipelined structure as pointed out in [28,14]. The
difficulty, which is the same as that in the RLS case, arises because the CRLS

algorithm consists of several steps particularly involving the backsolve step.
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Many CRLS systolic array structures proposed in [28,14,15] are designed to
avoid the extra backsolve processor for computing the residual. Unfortunately,
for the problem of parallel/pipelined weight extraction, very little has been
done in implementing the CRLS algorithm into a single fully pipelined systolic
array structure without the need of the backsolve processor. In recent research
[16,17] Owsley developed an adaptive CRLS beamformer with a systolic ar-
ray implementation using Schreiber’s algorithm for parallel weight extraction.
Nevertheless, Owsley’s CRLS systolic array structure which consists of sev-
eral block processors including a backsolve processor has been shown to be

unpipelinable.

In this chapter a single fully parallel/pipelined systolic array for weight
extraction for RLS and CRLS adaptive array systems without the need of the
backsolve is described. There are two procedures required in both systems.
First, for a parallel/pipelined RLS weight extraction system, the initializa-
tion procedure computes the initial upper triangular matrix R(N), a vector
u(N), and a lower triangular matrix R~#(N) for time 0 < n < N where
N is the number of sensors. Second, the recursive procedure is employed
to update the whole system and to compute the optimal weight vector re-
cursively. For the parallel/pipelined CRLS weight extraction algorithm, the
initialization procedure computes the initial upper triangular matrix R(N),

a parameter vector z(N), and a lower triangular matrix R=7(N). The re-
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cursive procedure is used to update the system and to compute the optimal
weight vector for CRLS adaptive beamforming. It is well-known [2] that the
solution of the parallel/pipelined weight extraction problem is defined only in
the recursive procedure during time n > N. The proposed RLS and CRLS
adaptive array systems have four advantages: (1) there is no bottleneck in
the whole architecture since QR decomposition by the square root free fast
Givens method is used, (2) the whole architecture has a fully pipelined design
since backward substitution is avoided, (3) it is a single fully pipelined open-
loop system without any feedback arrangement, and (4) the parallel /pipelined
weight extraction system functions recursively to update the instantaneous
optimal weight vector since only one mode is required in the recursive proce-
dure. Therefore, the new VLSI systolic architectures achieve minimal memory
and maximal parallelism for real-time signal processing applications and VLSI
hardware implementation. A similar architectural concept without mathemat-
ics details for updating optimal weights presented independently by Shepherd,
McWhirter, and Hudson recently [10]. Their proposed architecture reinforces

our work in this chapter.

This chapter is organized as follows: In Section 2, the background and the
new techniques implementing the RLS and CRLS adaptive array systems into
systolic arrays structures are introduced. The problem of arranging an RLS

adaptive array system into a systolic array structure is presented in Sections 3
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to 6. In Section 3 the recursive least squares (RLS) array problem is discussed.
Then in sections 4 and 5, a parallel/pipelined RLS weight extraction algorithm
with an initialization procedure and recursive procedure and their systolic
array processors which do not need backsolving are described. In Section 6 the
fast Givens method is employed for RLS array systems. This has the advantage
of the speeding up the systems. Another important adaptive array system, the
constrained recursive least squares (CRLS) system, is presented in Section 7.
In Sections 8 and 9, the parallel/pipelined CRLS weight extraction algorithm
1s presented without the need for a backsolving algorithm and systolic array
processors are illustrated. In the last section, the fast Givens method is used

for a CRLS adaptive array system to speed it up.

3.2 RLS Adaptive Array System

In this section we address the partially adaptive beamforming problem by
considering the recursive least squares (RLS) method for choosing statistically
optimal weights to generate the output residual. The block diagram of a
partially adaptive beamforming system such as a sidelobe noise cancellation
system is shown in Figure 3.4.

The sidelobe cancellation technique is employed to suppress the sidelobe
interference and noise by subtracting the estimate from the radar main channel

output. It is easy to see from Figure 3.4 that the output at ¢¢h snapshot can
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be expressed as
N
y(i) = Y mi(i)w — (i)
=1

Equation 3.5 can be represented in the matrix form.

where y(n) is an n by 1 output vector matrix

y(t)

y(tz)

X(n) is an n by N observed input data matrix

z1(t) xa(th) -+ xn(ty)

ZUl(tQ) .’Eg(tz) .’L‘N(tQ)

z(tn) za(tn) -+ zn(tn)

37
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(3.6)

(3.9)
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an w(n) is an N by 1 weight vector

w(n) = ' . (3.10)

The aim of the optimal adaptive array system is to minimize the output
residual of the total interferences and noises by adjusting the weights while
maintaining a fixed gain in the direction of the desired signal; i.e. to minimize
the sum of the squares of the elements of the n by 1 output residual vector
y(n). This leads to a maximization of output residual signal to noise (including
interferences and receiver noises) ratio. Therefore, we have the least-squares

problem

min [fy(n)ll: = min [|X(n)w(n) - z(n)|l2 (3.11)

The solution to this minimization problem is
wrs(n) = (XH(n)X(n))7 X7 (n)z(n) (3.12)

This is called the normal equation.

This solution using the normal equation, generally known as the sample ma-
trix inversion (SMI) method in adaptive array and multichannel applications,
may sometimes be sensitive to roundoff errors and can not be implemented

by systolic arrays for VLSI hardware implementation. Therefore, the major
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issues in this chapter are: (1) to compute the optimal weight vector based on
the QR decomposition for improved numerical accuracy and (2) to map the
QR-based weight extraction algorithm into a systolic array processors which

does not need backward substitution.

3.3 QR Based RLS Algorithm

The least squares problem introduced may be solved by the numerically sta-
ble QR decomposition which will now be described [6,11]. Applying the QR

decomposition to the data X(n), we have

Q(n)X (n) (3.13)

i

where R(n) is an N X N upper triangular matrix and Q)(n) is a unitary matrix

which has the property Q¥ (n)Q(n) = I.

Applying the same unitary matrix @Q(n) to the desired data z(n) gives

Q(n)z = (3.14)

where u(n) is an N x 1 vector and p(n) is an (n — N) x 1 vector. The
optimal weight vector is obtained by substituting Equations 3.13 and 3.14

into Equation 3.12. The resulting QR-based weight vector is

wrs(n) = R_l(”)ﬂ(n) (3.15)
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3.3.1 Initialization Procedure

The initial upper triangular matrix R(N) given by applying QR decomposition

to the data X (V) has the form
R(N) = Q(N)X(N) (3.16)

Then by applying the same Q(N) to the desired data z(/N), the initial data

vector of u( V) is given by
u(N) = Q(N)z(N) (3.17)
Combining Equations 3.16 and 3.17, we obtain
[ R(N) u(N) ] =Q(N) [ X(N) z(N) } (3.18)

Finally, the initial lower triangular matrix R~ (V) is computed by using the

systolic forward substitution algorithm described in 2.4 which is

RH(N)=RH(N)I (3.19)

3.3.2 Recursive Updating

In this subsection the parallel/ pipelined RLS weight extraction system is
computed recursively to update the instantaneous optimal weight vector for

each new data sample vector. It is known [24] that the unitary matrix @(n)
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can be applied to update the upper triangular matrix R(n — 1) as follows

BR(n —1) R(n)
om| o =] o (3.20)
I I I U

The same unitary matrix @(n) is used to update u(n — 1) by the equation

Bu(n — 1) u(n)
Q"(n) | po(n—1) | = | Bu(n—1) (3.21)
BRONEEON

It is necessary to update the lower triangular matrix R=#(n —1) for computing
the instantaneous optimal RLS weighting vector. It is also known [9] that the
same unitary matrix @(n), which updates the upper triangular matrix R(n—1),
can also be used to update the lower triangular matrix R~ (n—1). The reason

is explained by following equation.

= | BRE(n—1) 0 z*(t,) | @"(n)Q(n) 4 (3.22)
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where # denotes an arbitrary vector of no interest in mathematical and phys-

ical concept. Therefore,

%R‘H(n —1) R~H(n)

Q(n) 4 = # (3.23)
0 #

L. - L B

Let us summarize the updating procedure for the upper triangular matrix

R(n — 1), the vector u(n — 1), and the lower triangular matrix R~ (n — 1) at

same time.
BR(—1) ¢ fu(n—1)  LR(n—1)
Q(n) 0 : PBu(n —1) #
i zT(t,) z(tn) 0 ]
R(n) u(n) R~ (n)
= 0 Bo(n —1) : # (3.24)
L 0 o # _

Therefore, the weight vector for RLS problem is given by

wirs(n) = R~ (n)u(n) (3.25)

3.4 Systolic RLS Weight Extraction System

In this section we first summarize the systolic RLS weight extraction algorithm

shown in Table 3.1. Then, a single fully pipelined structure is illustrated for
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the case of four sensors to receive the observed data and a desired data and
is shown in Figure 3.5 [10]. Our systolic RLS architecture consists of four
processor elements which are shown in Figure 3.6. The mode 1 algorithm for
the RLS systolic array for each processor element is described in Table 3.2 and
the mode 2 algorithm is presented in Table 3.3. To operate the RLS systolic
array processors, the initialization procedure is used for time 0 < n < N to
obtain the initial upper triangular matrix R(/N), the initial parameter vector
u(N), and the lower triangular matrix R~¥(N). It is shown in Figure 3.5
that the two different modes described in Table 3.2 and 3.3 are used in the
initialization procedure. The recursive procedure for parallel/pipelined weight
extraction used at times n > N only requires mode 1. Since the optimal
weight vector only occurs in the recursive procedure, the parallel/pipelined
RLS weight extraction system described is very promising for VLSI hardware

implementation and real-time signal processing applications.

3.5 Fast Givens Based RLS Algorithm

As mentioned in Section 2, QR decomposition by the fast Givens method is

carried out by a diagonal matrix and an upper triangular matrix as follows.
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1. Initialize Conditions at n = 0 by setting

R(0)=0 2(0)=0 R-H(0)=0

2. Initialization Procedure for 0 <n < N:

BR(n-1) | | R(n)
() Q(n) 0 =| o
:T—T(tn) 0
Pu(n —1) u(n)
(b) Q(n) Bu(n—1) | = | Bv
2(t,) a
%R‘H(n - 1) RH(n)
(c) Q(n) # =
0

(d) wrrs(n) = B~ (n)u(n)

(Mode 1)

Table 3.1: Summary of Parallel/Pipelined QRD-RLS Algorithm
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R H(n)=D7TR "(n) (3.28)

According to the RLS algorithm based on fast Givens method, in the initializa-
tion procedure, a diagonal matrix D%(N ), an upper triangular matrix R(N),

and a vector T(N) are generated in the same mode.

(3.29)

Q(N)[X(N) : g(N)]:D%(N)[—R(N) : @(N)}

By using the other mode, the initial lower triangular matrix F—H( N) is then

computed as follows.

(3.30)

In order to update the optimal weight vector recursively, a vector w(n—1) and a
lower triangular matrix R~ (n —1) must be updated at each new data sample.

The following equation shows how to update the whole system together.

-

BDIR(n ~1) i fu(n—1) i LR "(n—1)
Q(n) 0 Bi(n — 1) 4
2T (t) y(tn) 0 |
DwRe) i aw) ¢ E ) |
= 0 Bu(n —1) 4 (3.31)
L 0 # # _

where # denotes an arbitrary matrix or vector with no special interest.

Finally, the optimal weight vector, which can be updated recursively, has
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the form

w(n) =R (n)u(n) (3.32)

The algorithm and systolic array processors for the fast Givens-RLS algo-
rithm with modifications from those of Givens-RLS algorithm are described
in Table 3.4 and Figure 3.7. The proposed fast RLS weight extraction system
consists of four processor elements with two modes. The symbols of these
four processor elements are illustrated in Figure 3.8 and the functions of each

processor element in the two modes are also described in Tables 3.5 and 3.6.
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. Initialize Conditions at n = 0 by setting

item D3(0)E(0) =0 m(0)=0 B 7(0)=0

. Imitialization Procedure for 0 <n < N:

(a) Q(N)[X(N) : _z_(N)] = DE(N)| R(N)
(Mode 1)
(b) BNy =R (V)1 (Mode 2)

. Recursive Procedure for n > N (Mode 1 only):

BDz(n — 1)R(n —1) D%(n)ﬁ(n)
(a) Q(n) 0 = 0
z7(t,) 0
ﬂD%(n —1Dz(n —1) D%(n)_@(n)
(b) Q(n) 4 = 4
z(t,) #
IR (n-1)
(c) B (n) = Q(n) 4
0

—-1

(d) w(n) =R (n)u(n)

wN)

Table 3.4: Summary of Fast Givens-RLS Algorithm
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PE1

PE?2 PE3

PE4

k— B + binlz|? y — —cBr+z

1

Tout —Cﬁ?" + Tin Tout < —ﬁCT + Tin

2 8
Sout — —ﬁ% re fBr+sy r— Br+ 8T T %r + 8 T out
7
cCe— =z Yye—z Woyt «— Yr™ + Wiy
Sin®
§
r«k

Table 3.5: The Fast Givens-RLS Algorithm of Mode 1

PE1  PE2 PE3

PE4

S4— T Y & CT — 8" Tous ¢ Tin

c—1

LTout ¢ Lin

then 7 «— sx%

Table 3.6: The Fast Givens-RLS Algorithm of Mode 2
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3.6 CRLS Adaptive Array System

In this section, we consider a constrained recursive least squares (CRLS) prob-
lem for a fully adaptive beamforming system. The block diagram of a general
adaptive beamforming system is shown in Figure 3.9. An adaptive beam-
former is a processor used in conjunction with an array of sensors to adjust its

weights based on a certain criterion so as to provide versatile beam patterns



35

to suppress the interference signals. From Figure 3.9 an output y at the kth
snapshot of the adaptive beamformer is expressed as a linear combination of
weighted inputs,
N
Yk = ) Thgwy (3.33)
=1
Furthermore, if n snapshots of input data flow into the system, the output of

the adaptive beamformer is
y(n) = X(n)w(n) (3.34)

where X (n) is an n by N input matrix which consists of n row vectors. Each

row vector results from a snapshot by N sensors, so

zi(t) @a(t) - an(l)
X(n) _ I (tg) (I}Q(tg) s ZCN(tQ) 7 (335)
i z1(tn) xo(tn) -+ 2n(ts) ]

w(n) is an N by 1 weight vector given by

wl(n) = [ wi(tn) wa(tn) - -wi(ty) } : (3.36)

y(n) is an n by 1 output vector given by

y'(n) = [ y(t) y(ta) - y(t) ] : (3.37)
and the superscript T' denotes transpose. A signal received from the direction

of interest 6; is called a beamformer response r* given by

H

rr=d w (3.38)
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where ¢ is the N by 1 mainbeam steering direction vector given by

gz =11 6]%\ﬂDsm(O;) 6]2;"12Dszn(9,') 6]3)-"5(N—1)Dsm(6',')

where D is the distance between two sensors in the array, A is the wavelength,
and the superscript H denotes Hermitian. Taking expectation of y”(n)y(n)

yields
Ely" (n)y(n)] = Elw™(n) X" (n)X (n)w(n)] = w" (n)M(n)w(n)  (3.39)

where M(n) is the n by n covariance matrix for X (n).
In general, to design a fully adaptive array beamforming system is to solve a

constrained optimization problem where a beamformer response is constrained

by a fixed gain. Then the CRLS problem is
min w"” Mw

subject to ¢ = for 1=1,2,--- K.

Using the method of Lagrange multipliers, the optimal weight vector, Qf)pt, is

found to be
. z'M—l )
" r (n)c

7 —— : ) — R 3.4
_opt(n) g’HM‘l(n)g‘ fOT' ! 17 7]\ (3 O)

In practice, M(n) used in Equation 3.40 is the sample covariance matrix of

the observed data X(n),

M(n) = X"(n)X (n) (3.41)
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not the covariance matrix of X(n) used in Equation 3.39.

Pipelined data-parallel algorithms that can be implemented on systolic ar-
ray processors (SAPs) are called systolic algorithms (SAs). The SAs designed
in this thesis not only can be implemented by SAPs but also are numerically
stable, an important property which the Sample Matrix Inversion method
does not possess. SAPs have additional nice properties such as simplicity,
modularity, and expandability which are very attractive for implementations
of CRLS adaptive beamforming systems. As shown in Equation 3.40, adaptive
beamforming involves a procedure for inverting a sample covariance matrix.
It is known that a commonly used method, the sample matrix inversion (SMI)
method, generally leads to some undesirable numerical characteristics if the
sample covariance matrix is ill-conditioned. In order to alleviate this difficulty,
the QR decomposition can be used. In the rest of this chapter, we introduce
a systolic CRLS algorithm based on a QR decomposition approach. Our algo-

rithms will be designed by using the Givens method and fast Givens method.

3.7 QR Based CRLS Algorithm

In this section, a numerically stable and fully pipelined algorithm is intro-

duced for weight extraction in a systolic CRLS adaptive array system. A QR
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decomposition is applied to the input observed data X(n), so that

R(n)
Q)X (n) = (3.42)

Substituting Equation 3.42 into 3.41, we have

M(n) = R¥(n)R(n) (3.43)

On substituting Equation 3.43 into 3.40, the CRLS adaptive weight vector

becomes

i r'R7 ()R~ (n)¢ : . .
WerLs = FTR(n)R-H(n)o for i =1,--- K. (3.44)

where the lower triangular matrix R is equal to (R7)~!.

Define a parameter vector z(n), so that
2'(n) = R7H(n)¢ (3.45)

The weight vector of CRLS adaptive array system is given by

QERLS - I%‘I‘é‘R_l(n)gl(n) for 7 = 1, RN K. (346)

3.7.1 Initialization Procedure

By applying the QR decomposition to the observed data X (N), the initial

upper triangular matrix R(N) is given by

R(N) = Q(N)X(N) (3.47)
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where X(N) is an N by N observed data matrix consisting of N row vectors
and each row vector is a snapshot of N sensors, and () is an N by N unitary
matrix which satisfies the property of @Q#Q = I. Then the initial parameter
vector z'(N) can be computed by using the systolic forward substitution (F'S)

algorithm

£(N) = RI(N)E (3.48)

Finally, the initial lower triangular matrix R~ (V) is obtained by replacing

the steering vector in Equation 3.48 by an identity matrix, so that

RH(N)=RH(N)I (3.49)

Z(N) R-H(N)]=R‘H(N)[ci 5 1} (3.50)

3.7.2 Recursive Updating

It has been shown in [14] that a QR decomposition of X (n) can be carried out
recursively. To update the upper triangular matrix R(n —1), a unitary matrix

@(n) is used with form

Q(n) 0 =1 o0 (3.51)
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where 3, the forgetting factor, is defined as the weight factor applied to the

previous data. To update a parameter vector z(n — 1), notice that

o,

R (n —1)z(n —1)

-~

BRE(m —1) 0 2°(t,) | Q" (n)Q(n)

Therefore, we have

&

(3.52)

(3.53)

where # denotes an arbitrary vector of no interest in mathematical and phys-

ical concept.

As described in Section 3.3.2, the same unitary matrix used to update

the upper triangular matrix R(n — 1) can be employed to update the lower

triangular R~ . Therefore,

L)
o~
3
N

(3.54)

Let us summarize the updating procedure for an upper triangular matrix R(n—
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1), a vector z(n — 1), and a lower triangular R~ (n — 1) at same time.

BR(n —1) : %g(n -1) %R‘H(n —1)

Q(n) 0 P # 5 #

=l 0 i # 1 # (3.55)

w'(n) = R™'(n)z'(n) (3.56)

It is straightforward to obtain the @'(n) by using the updated z'(n) and the
updated R~ (n) in the systolic arrays. As a result, the weight vector @'(n) is
also updated. Finally, the weight vector for the CRLS adaptive array system

is given by

,r.l

WorLs(n) = W@i(n) for i=1,--- K. (3.57)

3.8 Systolic CRLS Weight Extraction System

A single fully pipelined structure is shown for the case of three sensors and
one constraint in Figure 3.10. Another single fully pipelined structure is shown
for three sensors and two constraints in Figure 3.11. There are five processor

elements shown in Figure 3.12 for our proposed fully pipelined structure.
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1. Initialize Conditions at n = 0 by setting

R(0)=0 z(0)=0 R-H(0)=0

2. Initialization Procedure for 0 <n < N:

:R-H(N)[gi : [} (Mode 2)

3. Recursive Procedure for n > N (Mode 1 only):

BR(n —1) R(n)
(a) Q(n) 0 =1 0
g’ (tn) | 0]
52'(n—1) Z'(n)
(b) Q(n) 4 =
0 || #
%R‘H(n —1) R~H(n)
(©) Q(n) 4 =| g
0 ] #

‘

(d) w(n) = R~ ()2 (n)

Table 3.7: Summary of Parallel/Pipelined QRD-CRLS Algorithm
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PFE1 PE2 PE3 PFE4

de— (B2 + |z2)7 y— —sfr+cx Tou — —%sr + CTin  Tout — —%57‘ + ¢z
C — % re—cfr+sct re —é—cr + 5™z, T %cr + s*z;,
$e 2 yer Wour = Y1~ + Win,
red Nout < |7|* + 7in

PE5 Wout — 531

Table 3.8: The Givens Based-CRLS Algorithm of Mode 1

PE1 PE2 PE3 PE4 PES
8 % Y € €T — ST Tout < Tin Loyt ¢— Tin Weout — Win
c—1 if T =1 if x4 1

then r «— sx then r « sx%

Table 3.9: The Givens Based-CRLS Algorithm of Mode 2
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To demonstrate how the parallel /pipelined weight extraction system func-
tions, the summary of the whole system to obtain the optimal weight vector for
CRLS adaptive beamforming is described in Table 3.7. The algorithm for each
processor element for mode 1 of the CRLS systolic array system is provided in
Table 3.8 and the algorithm for mode 2 is provided in Table 3.9. To operate
the CRLS systolic array processors, the initialization procedure is used for
time 0 < n < N to obtain the initial upper triangular matrix R(/V), the initial
parameter vector z(N), and the lower triangular matrix R=#(N). Two dif-
ferent modes described in Table 3.8 and 3.9 are also used in the initialization
procedure. The recursive procedure for parallel/pipelined weight extraction
used at time n > N only requires mode 1. The solution of the proposed
CRLS adaptive array system only occurs in the recursive procedure. Since
only one mode is required to update the weight vector recursively, the CRLS
adaptive array system described should be very promising for VLSI hardware

implementation and real-time high throughput array processing applications.

3.9 Fast Givens Based CRLS Algorithm

QR decomposition by the fast Givens method is easy to carry out by replacing

the following matrices and vectors with a product of a diagonal matrix and
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new matrices and vectors.

R(n) = D*(n)R(n) (3.58)
Z(n) = DT Z(n) (3.59)
R Hn)=DTR "(n) (3.60)

In the initialization procedure, the initial upper triangular matrix can be ob-

tained by applying a QR decomposition with the form.
QU)X (N) = R(N) (3.61)

The initial vector Z'(N) and the initial lower triangular matrix E—H( N) are

then computed as follows.

Z(N) @ B } =1 " (N) [ ¢ i } (3.62)
It is required to update the system for computing the optimal weight vector.

The following equation shows how the whole system can be updated to obtain

the optimal weight vector.

BD3R(n—1) i tzn—1) i R (n-1)
Q(n) 0 P# #
i 2T (tn) : 0 : 0 ]

= 0 Po# o # (3.63)
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For convenience, let
@i(n) = R '(n)D7(n)Z(n) (3.64)

Finally,

@'(n) for i=1,--- K (3.65)

; r
w

= DR
The algorithm and systolic array processors for the fast Givens-CRLS algo-
rithm with modifications from those of the Givens-CRLS algorithm are de-
scribed in Table 3.10 and Figures 3.13 3.14. There are five processor elements
of two modes in our systolic array. The symbols of processor elements are
illustrated in Figure 3.15 and the functions of each processor element in two

modes are also described in Tables 3.11 and 3.12.
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Initialize Conditions at n = 0 by setting

——H

item DZ(0)R(0) =0 2(0)=0 B "(0)=0

Initialization Procedure for 0 <n < N:

(Mode 2)

Recursive Procedure for n > N (Mode 1 only):

P BDz(n —1)R(n —1) -
(n)

(a) Q

L

r—=(n)R ' (n)D~'(n)Z(n)

= A m)D(n)z

Table 3.10: Summary of Fast Givens-CRLS Algorithm
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PE1

PE?2

PE3

PE4

ke Br+églzf y——cbr+z

1
Tout “Ecr + Zin

1
Tout < —ECT + Tip

Sout ﬁz?l;ﬂ repfr+sty re %7’ + $*Tous T %7’ + $*Tout
C— 2z Yye—r wouﬂ—%%-wm
S<_§Lg£ nout(_J","]'CE"l‘nin
r«k
PE5 Woyt 1‘;;;;1
Table 3.11: The Fast Givens-CRLS Algorithm of Mode 1
PE1 PE2 PE3 PF4 PE5

c—1

ST Y CT — 8T Toyp < Tip
Zf :Ein(——l

then r « &

Loyt < Tin

Sk

k

then r « sx

Wout < Wip

Table 3.12: The Fast Givens-CRLS Algorithm of Mode 2




Chapter 4

Fully Parallel and Pipelined
CRLS Systolic Array for

MVDR Beamforming

4.1 Introduction

Research in implementing the minimum variance distortionless response (MVDR)
algorithm by systolic array processors to compute the residual has been very
active in the last few years. This is due to the advancements in VLSI circuit
technology and the demand for sophisticated systems with high throughput
rate and superior numerical accuracy. The major issues in implementing the

algorithm are (1) numerical stability, (2) computational efficiency, and (3)

75
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a single fully pipelined structure. Recently, McWhirter and Shepherd [14]
proposed a systolic array for a linearly constrained least-squares problem con-
sisting of a pre-processor and canonical least-squares processor which can only
handle one constraint. Yang and Bohme [15] also proposed a close-loop sys-
tolic array processors consisting of CORDIC-based processor elements with a
feedback configuration for MVDR beamforming. However, those architectures
are not designed as a single fully pipelined structure. Therefore, such struc-
tures may face difficulties in VLSI circuit design such as the use of available
chip area and the control of propagation delays.

In a recent paper a numerically stable and computationally efficient algo-
rithm for MVDR beamforming was introduced by Schreiber [12]. His algorithm
only requires O(N?+ K N) arithmetic operations per sample time, where N is
the number of sensors from an adaptive antenna array and K is the number of
look direction constraints. It has robust numerical properties. However, it is
difficult to implement the whole algorithm as a single fully pipelined structure
as described in [28,14]. Recently, Bojanczyk and Luk [28] suggested an algo-
rithm for MVDR beamforming which modifies McWhirter’s previous work in
[14], extends it to many constraints, and avoids the back substitution. Lately,
McWhirter and Shepherd [14] proposed a single fully pipelined systolic ar-
ray processor for MVDR beamforming by implementing Schreiber’s algorithm

without the need of an extra back substitution processor for computing the
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residual. Moreover, they also presented an algorithm for MVDR beamforming
using the recursive least squares algorithm proposed in McWhirter’s previous
paper [24]. According to McWhirter and Shepherd’s paper, by comparing
the residual for MVDR and RLS algorithms, it seems easy to obtain MVDR
beamforming from the recursive least squares algorithm by forcing the desired
input data to be zero. Unfortunately, the residual of the recursive least squares
algorithm described in [24] is derived by employing the lower part of a unitary
matrix, S, while the residual of MVDR beamforming is obtained by using the

upper part of a unitary matrix, P, where the upper part and lower part of

P(n)
the unitary matrix @Q(n) is defined as Q(n) = . Therefore, the algo-

S(n)
rithm for MVDR beamforming can not be obtained directly by adopting the

recursive least squares algorithm.

In this chapter, the problem of MVDR beamforming using an RLS systolic
array is addressed and a new algorithm for MVDR beamforming to compute
the residual is also presented. In the next section Mcwhirter’s RLS and MVDR
algorithms are summarized and the problem of using the RLS algorithm for
MVDR beamforming to compute the residual is discussed. In the third section
a newly developed MVDR beamforming algorithm with single fully pipelined
systolic array processors is described in detail. Mcwhirter’s MVDR and our

newly developed MVDR beamforming methods are compared. Compared to

McWhirter’s MVDR method, the new MVDR beamforming algorithm not only
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has the advantage with a single fully pipelined structure but also is numerically

stable.

4.2 Comparison Between McWhirter’s RLS

and MVDR Algorithms

In this section, the problem of using the RLS algorithm for MVDR beam-
forming is addressed and McWhirter’s RLS algorithm and MVDR adaptive
beamforming are summarized. We claim that MVDR beamforming can not
use RLS algorithm simply by driving the desired data z(t,) to zero. The cor-
rect algorithm for McWhirter’s MVDR beamforming will be rederived since
the RLS algorithm can not be used directly. To understand why the solution
of the MVDR algorithm for computing the residual can not use the RLS al-
gorithm, McWhirter’s famous RLS systolic arrays and MVDR systolic arrays
are necessarily examined in detail. Comparison between the two McWhirter
architectures is very important to get a clear picture of the approach described
in this chapter. Therefore, we start a the detailed description of McWhirter’s
work and then present a better solution for computing the residual in MVDR
beamforming. In the next two subsections Mcwhirter’s algorithm for RLS
approximation is summarized and the MVDR algorithm for computing the

residual by driving the desired data to be zero is described [24].
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4.2.1 McWhirter’s RLS Algorithm

McWhirter’s RLS algorithm is summarized as follows. The n x 1 residual

vector for the least squares problem is
gn) = X(n)w(n) — z(n) (4.1)

where X(n), is a given n X p observed data matrix
XT(0) = B0) | 1) 2l - 2o |
z(n), is a given n x 1 desired data vector
z(n) = B(n) [ 2(th) 2(ty) -+ z(t) }
w(n), is a given p x 1 weight vector

w'(n) = [ wi(tn) wa(ty) - wN(t”)]

e(n), the residual vector, is

—e-(n)T = [ e(tl) e(tg) s e(tn) }
and where B(n), an exponential forget factor which emphasizes the statistical

weight on the new data and gradually scales down the old data in the least

squares computation, is given by

gt 0 0 0 0
0 B2 0 0 0
B(n)=1{ o 0 . 0 0

0 60 0 poO
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A QR decomposition can be applied to the data matrix X (n), so that

R(n)
Qn)X(n) = (4.2)
0

The unitary matrix @(n) can be partitioned into two submatrices which

are a p x n matrix P(n) and a (n — p) X n matrix S(n) as follows

Qn) = (4.3)

The QR decomposition can be also be applied to the desired data vector

z. Then
P(n)z(n
Qn)z(n) = (n)z(n)
5(n)z(n)
= uln) (4.4)
v(n)
The L, norm of the residual is
lle(m)l] = [|X(n)w(n) - z(n)|
R(n) u(n)
= ]|1Q™( w(n) — ||
0 v
R(n)w(n) —u(n)
= | 1 (4.5)

wys(n) = R (n)u(n) (4.6)
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Hence the minimized ||e|], is

lle(m)]lz = [lo(n)]l2 (4.7)

where v(n) = S(n)z(n).

It was shown in [24] that the unitary matrix @(n) which can be applied to

update the whole system is

Q(n) = Q()Q(n — 1) (4.8)
where Q(n — 1) is
P(n—1) 0
Qn—1)=| S(n-1) 0 (4.9)
0 1
and Q(n) is
A(n) 0 a
Qn)=| o 1 0 (4.10)
0 o

P(n) =] A(n)P(n—1) a(n) (4.11)
and

S(n) = (4.12)
F(n)P(n 1) 7
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By substituting Equation 4.6 into Equation 4.1, the residual vector is found
to be

ers(n) = X(n)R™ (n)u(n) — z(n) (4.13)

The nt* element of the residual vector of recursive least squares described by

McWhirter is given as follows.

R u
ers(n) = Q"(n) R~ (n)u(n) — Q" (n) (4.14)
0 v(n)

Therefore, the residual vector has the form
ers(n) = Q"(n)
= ST (n)y(n) (4.15)

where ST(n) has the form

and v(n) has the form
Bu(n —1)
a(n)

The n'* element of the residual vector ez ¢ described in [24] has the form

e(tn) = 1(n)a(n) (4.16)

Equation 4.15 shows that the residual for the recursive least squares prob-

lem is obtained from the lower part of the unitary matrix S(n). Notice that
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the upper part of unitary matrix, P(n), is not used to compute the residual.
We will describe in the next section that without the desired data the up-
per part of the unitary matrix P(n) is used to compute the residual for the
case of MVDR beamforming. According to the RLS algorithm discussed in
this section, McWhirter’s systolic array for the recursive least-squares problem

illustrated in [24] is shown in Figure 4.1.

4.2.2 McWhirter’s MVDR Beamforming

MVDR beamforming can be formulated as follows. The n x 1 residual vector

for the MVDR problem is
e(n) = X(n)w(n) (4.17)

where X (n) and w(n) are the same as in the least squares problem.

The MVDR problem is to find w(n) so that

min w? (n) Mw(n)

w(n) B
subject to gin(n) =r for i=1,2--- K.
Using the method of Lagrange multipliers the optimal weight vector _ﬁgf)pt is

TAf—1 1
. Mg
w

~~opt giHM—lgi

for i=1,---. K. (4.18)

where

M=Xx"x (4.19)
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By applying QR decomposition to the input observed data X(n), we have

Q(n)X(n) = (4.20)
Substituting Equation 4.20 into 4.19, we have
M(n) = R*(n)R(n) (4.21)
Therefore, the optimal weight vector is
r'R™Y(n)R~H(n)¢'

W = AR Ay O LK 42

Let us define a parameter vector z(n) given by
z(n) = R (n)¢ (4.23)

On substituting Equation 4.23 into 4.22, the residual vector for MVDR beam-

forming is
,’.l

NEOLE

For convenience, define a vector €(n) as

e(n) X(n) R~ (m)z(n) (4.24)

&n) = X(n)R™(n)z(n) (4.25)

Unfortunately, rather than directly computing Equation 4.25 for the n'* term
of the residual vector, the following equation is used to match the RLS algo-
rithm by driving the desired data to zero in McWhirter and Shepherd’s paper
[14].

emvpr(ts) = 27 (t.) R (n)z(n) (4.26)
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By changing the data matrix X(n) into a data vector at the n'® snapshot in

Equation 4.13, the n'* residual of the RLS algorithm can be written as

erps(tn) = 2" (ta) R (n)u(n) — 2(t,) (4.27)

Comparing to Equations 4.26 and 4.27, it seems that by forcing the desired
data z(t,) to be zero, the residual for MVDR beamforming can be obtained by
using the RLS algorithm. Therefore, according to Equation 4.16, the residual

for MVDR beamforming seems to be

emvpr(tn) = 7v(n)a(n)

= CpCp_y - Cycra(n) (4.28)

Comparing the two residual equations for RLS and MVDR shown in [14],
McWhirter’s MVDR beamforming seems to have the same residual for RLS
by driving the desired data to zero. Therefore, it looks as if the MVDR systolic
array could employ the RLS systolic array by inputting zeroes. In [14], the
systolic array processor for MVDR, beamforming has the structure given by
Figure 4.2.

The question arises “Can MVDR beamforming use the RLS algorithm by
driving the desired data to zero to compute the residual?” The question will
be answered negatively because given the zero desired data, the algorithm to
compute the n** residual is not the same as McWhirter’s RLS algorithm de-

scribed in this section. By a simple derivation in the next section, we point out
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that the algorithm for McWhirter’s MVDR beamforming, using Equation 4.28

to compute the residual by forcing the desired data z(t,) in the Equation 4.27

to be zero, is not correct. The modified algorithm to compute the nt* element

of the residual vector for MVDR beamforming will be given in the next section.

4.3 A Novel MVDR algorithm

Recall that the residual vector for MVDR beamforming is

(n) = WX(")R—l(n)i(n)

€

For convenience, define a vector €(n) as

) Clrm |
) = Q"(n) B (n)u(n)
I 0
= oy | 2

I 0
= PP(n)z(n)

where P (n) is

PH(n — 1) A (n)

a(n)

(4.29)

(4.30)

(4.31)
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Therefore, the n** element of the residual vector for the case of MVDR

beamforming has the form

é(t,) = QH(n) (n) (4.32)

S

where a”(n) has the form

H _
a’(n) = S§1 8201 $3C3C1 -+ SNCN—1'--C1

Comparing Equations 4.15 and 4.31, we see that instead of using McWhirter’s
RLS algorithm, the MVDR beamforming should use our newly developed al-
gorithm for computing the residual. The n'* element of the residual vector
18

eftn) = a(n)z(n) (4.33)

The solution obtained by the MVDR algorithm for the residual is used only
for time n > N for which the data matrix X (n) is of full rank. However, the
initial constant which sets the whole system to be zero requires an initialization
algorithm. The exact initialization procedure is used for the period 0 < n <
N. Initialization algorithm must be used first before the recursive algorithm
is employed. The initialization procedure and the recursive procedure are

described in the following subsection.



90

4.3.1 Initialization Procedure

The initialization procedure for data samples taken for 0 < n < N will now
be introduced to obtain the initial upper triangular matrix R(/N) and a vector
z(N). Mode 1 and mode 2 for computing the upper triangular matrix R(N)
and a parameter vector z(/N) are described.

The QR decomposition applied to the first NV data snapshots to obtain the

initial upper triangular matrix under mode 1 has the form

Q(N)X(N) = R(N) (4.34)

z(N) = R7H(N)¢ (4.35)

4.3.2 Recursive Updating

The recursive algorithm is applied for time n > N to update and compute
the residual. It is well known [14] that the QR decomposition of the observed
data X(n) can be implemented recursively on a triangular systolic array. The

upper triangular matrix can be updated by using the QR decomposition given

by

Q(n) 0 =| o0 (4.36)
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where Q(n) has the form
A(n) 0 a(n)
Qm)=| o 1 o

b'(n) 0 4(n)

The matrix A(n), the vector a(n), the vector ', and a scalar v(n) have the

following forms

- -
Cq 0 0 v 0
_S; c2 O PO O
A(n) = —83C3C251 —S83C382 —5383 e 0]
* * * o
—35,Ch—1"""C281 —8,Cn—1"""C382 —85,Cpw1""C483 -+ Cp
(4.37)
al(n)=| ¢ g%, s* . (4.38)
= - Sy S9€1 S3C2C1 +r §,Chq0Cq ) .
T —
b (n) = [ —CpCp_1 - *"C28] —Cp-++0389 —Cp+-C4S83 -+ —3, ] , (4.39)
and,
Y(n) = cpcpy -0 (4.40)
Since

= RH(n—l)

N

(n—1)



BRE(m —1) 0 z*(,)

Q(n)

%g(n - 1)

#

0

Q" (n

r

)Q(n)
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(4.41)

The same QR decomposition can be applied to update the parameter z(n —1).

where # denotes an arbitrary vector of no interest in mathematical and phys-
ical concept.
Recall from Equation 4.33 that the n** element of the residual vector is

i Pf(nxz_(n)

Iz ( ]
- ||225“1

|lz(n

e(tn) =

(4.43)

-(i=1)%j

In this chapter, we found that the equation for the n'* element of the
residual proposed by McWhirter and Shepherd is incorrect. According to the
discussion section in [24], McWhirter’s algorithm requires reinitialization of
the MVDR system every 5000 samples to retain sufficient accuracy for most
practical applications. In conclusion, McWhirter’s algorithm for MVDR beam-
forming using the RLS algorithm has an error in computing the residual which

creates the numerical instability. A robust numerically stable and computa-

tionally efficient MVDR algorithm which is mapped into a single fully pipelined
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systolic array is described in this section. In the next section, a state of the

art systolic array processor is designed for MVDR beamforming.

4.4 MVDR Systolic Array Processors

In this section, first, the newly developed MVDR algorithm is summarized in
Table 4.1. Then, a single fully pipelined structure is described for the case of
four sensors and two constraints in Figure 4.3. To operate the MVDR systolic
array processors, the initialization procedure is required for time 0 < n < N
to obtain the initial upper triangular R(N) and the initial parameter vector
z(N). Two different modes shown in Tables 4.2 and 4.3 are introduced to form
the initial upper triangular matrix and initial parameter vector. The recursive
procedure used for n > N only requires mode 1 to obtain the residuals. In Fig-
ure 4.4, the symbols for four processor elements are depicted and in Tables 4.2

and 4.3, the algorithms for mode 1 and mode 2 are described in detail.

4.5 Fast Givens Based-M VDR Beamforming

The QR decomposition by the fast Givens method is easy to carry out by
replacing the following matrices and vectors with a product of diagonal matrix

and new matrices and vectors as shown in the next equations

R(n) = D*(n)R(n) (4.44)
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1. Initialize Conditions at n = 0 by setting

R0)=0 2(0)=0 R H(0)=0
2. Initialization Procedure for 0 <n < N:
(1) QVX(N) = R(N)  (Mode 1)

(b) 2Y(N) = R7H(N)¢ (Mode 2)

3. Recursive Procedure for n > N (Mode 1 only):

-ﬂR(n—l)- —R(n)-
(2) Q(n) 0 =1 0
| oz'(t) | | 0]
- 1zi(n 1) 1 Z'(n) -
By Q| #  |=| #
_ o | | #
(c) €(tn) = Ty et $5Cio1 *** Cim(i=1)%;

Table 4.1: Summary of Parallel/Pipelined QRD-MVDR Algorithm



95

PE1 PE2 || PE2 | | PE2 PE3 | | PE3
Y Y Y Y Y

PE1 | | PE2 | ] PE2 PE3 | | PE3

Y Y Y Y

PE 1 || PE2 PE3 || PE3

Y Y Y

PE1 PE3 || PE3
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residuals

Figure 4.3: MVDR Systolic Array Processor
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PE1 PE?2 PE3 PFE4
d — (#r* + |x|2)% Y — —SPr+cx Toys — —s%r +cTin € — 52
c<—%’1 r «— cfr + s*zx r<—c%r+3*xm
§ — :i_c Mout < IT‘|2 + Nin
r«d Oout — Coin,
€out = $0inT + €iy,
Table 4.2: The Algorithm for Mode 1

PE1  PE2 PE3 PE4

S L y—cr — ST Tou — Tin Eout < Ein

c—1 of @i — 1

then 1 « s*

Table 4.3: The Algorithm for Mode 2
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_z_’(n) = D_lei(n) (4.45)
For the initialization procedure, the initial upper triangular is first computed

as

Q(N)X(N) = D*(N)R(N) (4.46)

(N)¢' (4.47)

Update the system is required for computing the residual. The following equa-

tion shows how to update the whole system together.

BD:(n—1)R(n —1)  Lz(n —1)

f_Q)
2
O
=

=l 0 i o4 (4.48)

&(n) = d'(n)D1(n)Z'(n) (4.49)

Finally

en) ==z —= e(n) for i=1,--- K (4.50)



99

The algorithm and systolic array processors for the fast Givens-RCLS with
modifications from those of the Givens-RCLS are described in Tables 4.4 and
Figures 4.5. The four processor elements of the fast Givens MVDR. systolic
array are depicted in Figure 4.6 and their algorithms for mode 1 and mode 2

are stated in Table 4.5 and 4.6.
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1. Initialize Conditions at n = 0 by setting

Dz(0)R(0)=0 2(0)=0 R H(0)=0
2. Initialization Procedure for 0 <n < N:

(a) Q(N)X(N) = Dz(N)R(N) (Mode 1)

(b) Z(N) = R-H(N)¢ (Mode 2)

3. Recursive Procedure for n > N (Mode 1 only):

’ BDZ(n —1)R(n —1) | | R(n) _
(a) Q(n) 0 =1 o0
| 2" (L) [
o | |2
(b) Q(n) # =1 #
L 0 J L # B

() e(tn) = D Tz Lom 8361 Ci=G-1 7

Table 4.4: Summary of Parallel/Pipelined Fast Givens-MVDR Algorithm
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Figure 4.5: Fast MVDR Systolic Array Processor
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Table 4.5: The Fast Algorithm of Mode 1

PE1 PE2 PE3 PFE4
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Table 4.6: The Fast Algorithm of Mode 2
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Chapter 5

VLSI Algorithms and
Architectures for Complex
Householder Transformation
with Application to Array

Processing

5.1 Introduction

Mapping QR decomposition algorithms onto systolic arrays has received con-

siderable attention recently. There are several reasons. One of them is that

104
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recent developments in VLSI technology make it possible to build a multi-
processor system on a chip. Another reason is that many real-time signal
processing applications require both a high throughput rate and superior nu-
merical accuracy. Therefore, the combination of numerical analysis problems
and VLSI designs has played an important role in real-time applications of
modern signal processing due to the increasing use of numerical analysis in
these areas. Recently, many issues such as systolic Cholesky decomposition
[63,12], systolic Givens rotation [6,12,14,65], systolic modified Givens rota-
tion [14,11,65,70], systolic-like modified Gram-Schmidt [68], and systolic block
Householder transformation [57,59] have been reported elsewhere in the liter-
ature.

Recently, the problem of designing algorithms based on the Householder
transformation (HT) and its associated systolic architectures has been of great
interest [36,37,57,59,62,64]. This is because the HT generally outperforms the
Givens rotation under finite precision computations [37,57,59,62]. It is also
true that the Householder method requires less computation than the Givens
and modified Gram-Schmidt methods do. Recently, a systolic architecture for
the recursive block Householder transformation has been presented in [57,59].
Compared to the recursive block HT, the developed programmable complex
HT systolic architecture in this paper saves (M —1) x N in computation time

to form the upper triangular matrix during the initialization procedure, where
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N is the number of sensors and M is the block size. Furthermore, rather than
employing the real HT reported in [57,59], the complex HT is considered and
developed since in many signal processing areas we often deal with complex
data. Therefore, it is very important to develop a programmable complex HT
systolic architecture for real-time high throughput modern signal processing
applications.

The QR approaches for recursive least-squares (RLS) problem have played
an important role in adaptive signal processing, such as adaptive beamform-
ing, adaptive equalization, adaptive spectrum estimation, and so on. One of
the reasons is that the apparent robust numerical stability is observed in those
implementations since the rounding error caused by finite word length effect
will not be accumulated by using the QR-RLS approaches. Another reason
is that the QR-RLS algorithms can be mapped onto systolic arrays which are
promising candidates for real-time signal processing applications and VLSI
implementations. Basically, there are three approaches to the QR-RLS prob-
lem, namely, Householder transformations, Givens rotations, and the modified
Gram-Schmidt method. Especially, the Givens rotation is a special case of the
Householder transformation [55].

Systolic array implementations for QR-RLS algorithms have been explored

by numerous researchers [6,4,9,24,36,37,57,59,65,66,68,69]. Gentleman and

Kung introduced the linear least squares problem based on the Givens ro-
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tations with systolic array implementation to derive the optimal weights [6].
Their method for linear least squares computation consists of two steps which
are the orthogonal triangularization and the backward substitution. Step one
was carried out by a triangular systolic array for the QR decomposition and
step two was implemented by a systolic linear array for the back substitution.
However, the triangular systolic array runs from the upper-left corner to the
lower-right corner of the array, while the back solve systolic array runs in pre-
cisely the opposite direction. Although Gentleman-Kung’s systolic architec-
ture is not fully pipelined between the two modules, it was the pioneering work
in discovering the systolic array implementation for the least squares problem.
McWhirter then showed how the proposed Givens rotations based recursive
least squares algorithm can be implemented efficiently on a single systolic array
for directly computing the residual by avoiding the back solve processor [24].
The resulting McWhirter’s Givens based-RLS array is both fully parallel and
pipelined. Ling et al. proposed a recursive modified Gram-Schmidt (RMGS)
algorithm for least-squares estimation [69]. Ling’s RMGS-LS algorithm and
architecture has also been demonstrated to be fully pipelined for computing
the residual. In [70], Kalson and Yao have similar results.

Up to now, most of the systolic array implementations for the QR-RLS
algorithms are based on the Givens rotation method and modified Gram-

Schmidt method except the recently introduced systolic array for the block
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householder transformation based RLS (SBHT-RLS) [57,59]. Compared to
the SBHT-RLS method, the systolic architecture for the complex Householder
transformation based recursive least squares (CHT-RLS) algorithm developed
in this paper saves (N —1)M in computation time to obtain the first residual
vector, where N is the number of sensors and M is the block size. More pre-
cisely, the residuals can be obtained immediately from our CHT-RLS systolic
architecture when an N x N data block is received by the sensors, while an
NM x N data block is needed in [57,59]. In our proposed systolic architec-
ture, the number of data snapshots needed for the initialization and the block
size M for the recursive updating are controlled by simply sending the control
code into the boundary cells and it can be changed freely by sending another
control code into the cells.

This chapter is organized as follows. The first part consists of a com-
plex Householder transformation algorithm and its associated systolic array
processor [3]. We begin with the development of a systolic complex House-
holder algorithm which is programmable to handle both the initialization and
recursive computation. The complex Householder algorithm requires N snap-
shots of data for the initialization to compute the upper triangular matrix
while the recursive Householder algorithm in [57,59] needs N x M snapshots

of data. Then we introduce the systolic architectures for the parallel complex

Householder algorithms. A two-level pipelined implementation of the com-
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plex Householder transformation is also considered. The second part consists
of a complex Householder-based recursive least squares (CHT-RLS) systolic
algorithm and its systolic array implementation. First, a systolic algorithm
for CHT-RLS with fast initialization is described. Then, the systolic array

processor of CHT-RLS systolic algorithm is proposed.

5.2 Systolic Arrays of Complex Householder

Transformation

In many signal processing applications, the QR decomposition can provide
a numerically stable and efficient solution. There are many schemes to per-
form such a decomposition, e.g. Givens/modified Givens, Householder, Gram-
Schmidt/modified Gram-Schmidt. Of particular interest in this paper is a
sample-by-sample form of the Householder orthogonalization technique. Since
in many applications of signal processing, the observed data matrix is complex,
it is necessary to consider the complex case of the Householder transformation.
We assume X is a observed complex data matrix and let X be the number of
snapshots and N is the number of sensors. The initialization is needed for k
less than or equal to N since the upper triangular matrix is still not available
and the recursive computation can be started when there are more than N

data snapshots.
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5.2.1 Systolic Complex Householder Algorithm

The following Lemma shows how a Householder transformation be applied to

a column vector z to zero out all elements except the first one.

Lemma [55]

Suppose £ € CK and that z; = |:c1|ej9 with 0 € R. Assume z # 0 and
define u = z + ejgllg”ze_l where e_1T = [ 10 .- 0 } Then the K by K

complex Householder transformation B defined as

2
B=1- “H—‘MH
uu
is unitary and Bz = —e?’||z||;e; where H is complex conjugate transpose.

Initialization

The factorization of a data matrix X € CV*¥ can be achieved by a sequence of
Householder transformations [57,59] which produces a unitary N by N matrix

() and an upper triangular matrix R such that

R
X =Q" ,
0
where X = | 2 2 , --+ xp |- Thealgorithm for applying successive House-

holder transformations to zero out a given N by N complex observed data

matrix X can be described as follows. Let

Q= GnN-1 Q261 (5.1)
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be a sequence of Householder transformations applied to X where @); is an NV

by N complex Householder Transformation matrix of the form

-

Liixi-1 ¢ 0

Qi = A I for i=1,---,N —1, (5.2)

0 : B;

where B; € CIV=+)x(N=i+1) j5 o ynitary matrix given by [55]

2

H
Bi =1~ mu&i ) (5.3)
and u; is defined as
u = [ zi(ti) + Oyl wiltin) -+ wlin) (5.4)
for 27 = [ zi(ts) - w(ty) ] and the phase 6;(¢;) is given by
Hz(tl) = =7 10ge .
(%)

As a result, applying a sequence of Householder transformations @); to the
data matrix X can be described in two parts. First, foreach i =1,---, N —1,

we apply a Householder transformation to z; and obtain

(Bi‘_r_i)T:[Tii 0o --- 0}

for 1=1,2,--- N —1 (5.5)

where r; = —el%i(t)

LH?



Define a scalar parameter A as

A= ugu = (|laill2(|]zil]2 + |z (t:)]) ™" (5.6)

27 2

Then, the same Householder algorithm Bj is applied to the remaining N — ¢
column vectors zZ = ze(t) -+ ai(tn) | € CN-#*! fork=i+1,---,N.

Thus, the new set of column vectors can be obtained as follows.
Bz, = z), — dwul'zy, =, — 0w, (5.7)
where « is a scalar parameter given by

a=Muf'z, = Nz, + 2 (8:) e |z 12),

-

and

zi(t;) — az;(t;) + ary;

i (tiv1) — owi(tisn)
Bz, = ,  for k=i+1,--- N. (5.8)

i zk(tn) — azi(ty) ]
According to the above procedure, after applying @; to X, the first column of
()1 X is zeroed except for the first element. The second column of .1 X is
zeroed from the third component to the M —th when a chosen N —1 by N —1
unitary matrix H, is applied to the N — 1 by N — 1 lower right submatrix of

@1.X. It is obvious that )2¢)1.X has zeros below the diagonal in both the first

two columns. Continuing in this way, the data matrix X can be transformed
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into a upper triangular form by applying N — 1 unitary transformations to it.
It is well known that the number of arithmetic operations gradually decreases

in each of the subsequent Householder transformations.

Recursive Complex Householder Algorithm

The triangular matrix R can be updated by employing unitary Householder

transformations P which has the form

BR R
P = , (5.9)
X 0
it T2r - TNl
0 ryo -+ rap
where R = , X = Z, Ty - Ty |0 PH represents
0 0 v+ T'NN

a sequence of complex Householder transformations used to zero out the new
complex M by N data matrix X, and J is the forgetting factor.

The sequence of Householder transformations to update the triangular ma-
trix R is given by

P:PNPN—I"'PQPh (510)

where an M + N by M + N complex Householder transformation P; has the



form

Pz': e ) fOT i:1a25"'7N7

where B; € CIMAN=HDX(M+N=i+1) {5 5 ypitary matrix given by

2
H
Bi =1 — —g—uu,".
U u;

i
When given a column vector z; of the form

1T

Ly '—'[ﬂrii 0 --- 0 $i(t1) ’fi(tfu)]’

u; can be defined by

uf:[ﬂ7~ﬁ+eﬂ’m||z;-|lz 0 0 @ilt) - :cl-(tm},

where 0,,; is a real parameter given by 8,., = —j log, k.

Therefore, the Householder transformation B; is readily available as

Hlxl 0 HMxl
Bi = 0 In_ixn—; 0 )
HlxM 0 HMxM

where Hyxy = 1 — M@ rfrii + [zil 5 + 28rilll2i]2),
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(5.11)

(5.12)

(5.13)

(5.14)

(5.15)
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Hypxy = —A(Bri + eiii||z;|[,)zH,
Hisnr = =X(Bri; + 7%z 2)z,
Hyxm =1 — gzl

and

2 o 1
A= —— = (|lzll(|zillz + Blral) ™ (5.16)

U u;

£

Given a column vector z; described in equation (13), a Householder trans-

formation applied to this matrix gives

k23

(Bi.@Q)T:lr’.. 0 ... 0]

for i=1,2,--- N (5.17)

where i, = —e?%nii ||z |,.
When the same Householder transformation is applied to the rest of column

! .
vectors z;, with

Ly =\ Prei -or Prie 0 o0 0 ap(ty) oo aplta) |
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the new set of column vectors can by obtained by

I
Bri; — ar; + ary;

ﬂT'k i+1

Bri

Bz, = , for k=1+1,--- N, (5.18)

zi(ty) — az;(ty)

xk(tM) - oz:ci(tM)

. . ' tH ¢+ 1
where a is given by o = Aullz, = Mz, zp — rii75i).

It is apparent that the upper triangular matrix can be updated by apply-
ing a sequence of N Householder transformations. It is also known that the
number of data to be zeroed is the same for each of the N Householder trans-
formations at updating procedure while the number of data to be zeroed is

reduced at initialization.

5.2.2 VLSI Array Processors Implementation

The parallel complex Householder algorithms with initialization have been

presented so far. We now consider the issue of VLSI systolic implementation.
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Figure 5.1 shows the boundary cell and internal cell of the systolic recursive
Householder transformations. The operation of the boundary cell is given in
‘able 5.1 and that of the internal cell is described in Table 5.2. Based on the
initialization procedure described before, the block size is decreasing such that
only N data rows are needed to obtain the first upper triangular matrix R.
For the systolic array implementation, a control code to change the block size
is sent down to the boundary cells as illustrated in Figure 5.3. In [57,59], a
fixed block size is used instead. As a result, NV x M data rows are used for
the initialization. Figure 5.2 illustrates the operation carried out by a given
pair of boundary and internal cells. The data flowed from the boundary cell
to internal cell is pipelined sample-by-sample. The boundary cell and internal
cell are functioned as follows. In the boundary cell, the previous data r stored
in the processor element is sent to the internal cell first, then the input data z
received is accumulated and added, and also sent to the internal cell. Accord-
ing to Table 5.1, the newly updated data r which replaces the previous r is
also sent to the internal cell. The data flow and computation in both proces-
sor elements are fully pipelined down to the word level to update the previous
data and to produce the output data y to the next cell. A similar two-level
pipelined architecture for the modified Householder transformation algorithm
[60] is given in [59]. The two-level pipelined architectures for the conventional

and modified Householder transformation have some similarities and differ-
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ences. Compared to the two-level pipelined architecture shown in [59], the
architecture based on conventional Householder transformation described in
Figure 5.2 requires one more multiplication and addition computation than
that of the modify Householder transformation. The similarity of two archi-
tectures is that both are fully pipelinable at the vector and word levels. The
triangular systolic architecture for the parallel complex Householder algorithm
is shown in Figure 5.3. In adaptive antenna and radar applications, the period
of updating the optimum weights is significantly larger than the actual com-
putation time [68], and the two-dimensional systolic array processors can be
reduced into one-dimensional systolic array processors by employing a simple
feedback configuration as illustrated in Figure 5.4. The one-dimensional linear
architecture using the feedback configuration and the two-dimensional trian-
gular architecture require their own local memory and some minimal control

circuity and programmable capabilities.
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Initialization : Recursive :
r— z(t1) el = "
el = = s« 0

Irl
s« 0 for ¢=0,M,,
for 1 =1,M;,  w(t;) «r
w(t;) «r S «— s+ r*r

o — /5

r e —elo
Ae—o(o+|r|)
w(ta,41) 7

Mout — Mm -1

g — /s

r o« ——ejeTa
A —o(o+ p|r])
w(tMin+1) T

A{out — Mm
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‘able 5.1: The Algorithm for the Boundary Cell of Complex Householder

Transformation
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Initialization :

Recursive :

T(tMipt1) — —2(t1)
s« 0

for i=1,M;, +1
s — s+ w*(t;)z(t;)
end
a3

r— —a(ty, 1) — ow(ty) + cw(ty, 41)
for i=2,M

y(t:) — z(t;) — aw(t;)

end

z(tp,,41) & —r
s« 0

for 1 =0 M, +1
s — s+ w(t;)r
ro—x(tiy)

end
@t
r o —Ba(tp,+1) — cw(to) + cwllag, +1)
for 1 =1, M

y(ti) « (t;) — ow(ty)

end

‘able 5.2: The Algorithm for the Internal Cell of Complex Householder Trans-

formation
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5.3 Systolic CHT-RLS Algorithm and Archi-

tecture

In this section we consider the recursive least-squares based on the systolic
complex Householder transformations (CHT-LS) derived above.

Assume the observed data and the desired data are received by N + 1
sensors of an adaptive array system for time period of m snapshots. Then, the

k x N observed data matrix and the k x 1 desired data vector are

2" (ty)

2T 2
X(1:k)=| () (5.19)

and

The least-squares residual vector is

e(l:k)=X(1:k)w(k)—y(l:k) (5.21)



where the weights for each of N sensors are

wy(tx)

wy(tx)

wN(tk)

and the residual vector is

e(1:R)" = | e(ty) elty) -+ elty)
The optimal weight vector w,,,(k) minimizes the quantity

B(1: k) = [IX(L: B)(k) - y(1: 8o (5.23)
The solution to this minimization problem is

W (k) = (XH(1:B)X(1: k)T XA K)y(1: k). (5.24)

5.3.1 Systolic CHT-RLS Algorithm

The approach described in (5.24) is generally known as direct sample matrix
inversion (SMI). It is well known that the classical method, the sample matrix
inversion method (SMI), may sometimes lead to undesired numerical charac-
teristics due to ill-conditioned matrices. This means that an extremely high
arithmetic precision is required when employing the sample matrix inversion

method. To alleviate such roundoff sensitivity caused by the SMI method,
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the QR decomposition deserves serious consideration. A family of algorithms
based on the QR decomposition can be employed. These include the Givens,
modified Givens, Householder and modified Gram-Schmidt orthogonalization
techniques. In this section, we introduce complex Householder transformation
based-least squares (CHT-LS) algorithm to compute the residual. In CHT-LS,
as before, the initialization is performed when &, the number of data snapshots,
is less than or equal to NV, and the recursive computation is started when there

are more than N data snapshots.

Initialization Procedure

The initialization procedure for the complex Householder transformation to
form the upper triangular matrix requires only N data snapshots. The factor-
ization of a data matrix X (1 : N) € CNV*¥ described in the last section can be
achieved by a sequence of Householder transformations [57,59] and produces

a unitary N by N matrix Q(N) and an N x N upper triangular matrix R(N)

such that
R(N)
X(IN):QH(N) ’
0
where X(1: N) = 2T(ty) 2T(t) --- 2T(tw) |

The least-squares residual vector for the initialization procedure 1s

e(1:N)=X(1:N)w(N)-y(l:N). (5.25)
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Therefore,

E1:N) = [IQIN)X(L: Nw(N) —Q(N)y(1: N
= [[B(N)w(N) = u(N)]},- (5.26)
Since (V) is unitary, according to (5.26), the optimal weight vector is given
by
R(N)ope(N) — u(N) = 0 (5.27)
Substituting (5.27) into (5.25), the least-squares residual vector for the initial-

ization is given by

e(l:N) = X(1:N)wy(N)—y(1:N)

= 0 (5.28)

Recursive Updating

Given a k x N matrix X(1 : k), where k£ > N, a k x k unitary matrix Q(k)

can be generated such that

R(k)
X(1:k)= Q" (k) (5.29)

0

where R(k) is a N x N upper triangular matrix.

The least-squares residual vector is

e(l1:k)=X(1:k)w(k) —y(l:k) (5.30)
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The CHT-RLS algorithm is formulated to derive the optimal weight vector by

minimizing the following quantity

E(L:k) = [|Q(k)X(1: k)w(k) — Q(R)y(1: k)|
R(k) u(k)
= | w(k) — |2 (5.31)
0 v(k)

where ()(k) can be partitioned into Qi(k), a N x k matrix, and Q.(k), a
(k — N) x k matrix, is

Qk) = (5.32)
Q2

and u(k), a N x 1 vector, and v(k), a (k — N) x 1, vector are defined by

Quy(1: k) = u(k), (5.33)

Quy(1 : k) = v(k). (5.34)

To minimize the quantity £(1 : k), the optimal weight vector obtained from (5.31)

has the form

R(k)w,p (k) = u(k), (5.35)

where the optimal weight vector is given by

wl(tk)

wopt(k) = w2(tk) 9

’U)N(tk)
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Then, substituting (5.35) into (5.31), the residual vector is given by

) | R k)
el k) = Q"(k) Wopi (k) — Q7 (k)
0 v(k)
0
= . (5.36)
—Q2v(k)
Therefore, the residual vector for the least-squares problem is
(N +1):k)=—-QFv(k). (5.37)

When a new M x N data block is received by an adaptive array system,

the observed data matrix becomes

X(1: (h+ M) = AXQL - £) , (5.38)

X((k+1):(k+M))

where the M x N data matrix is given by

E_T(tk+1)
&T(tk+2)
X((k+1):(k+M)) = ,
2" (trymr)
and the desired data vector is given by
y(1: k)
y(L: (k+ M)) = : (5.39)

y((k+1): (k+ M)
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where y((k+ 1) : (k+ M)) is a new desired data vector given by

Y(tks1)

y((k+1): (k+ M)) = Y(thtz)

Y(tesnr)

The new (k+ M) x (k+ M) complex Householder transformation Q(k+ M)

is defined as

Qlk+ M) = P(k+ M)Q(k) (5.40)

where Q(k) is given by

0 Juxm
The desired Householder transformation P(k + M) described in [57,59] for

updating the upper triangular matrix has the form

Hy(k+ M) 0 Hy(k+ M)
P(k + M) - 0 I(k—N)x(k-N) 0 ) (5-41)
Hyy(k + M) 0 Hyy(k + M)

where Hy (k+ M) is an N x N matrix,
Hiy(k + M) is an N x M matrix,
Hyi (k+ M) is an M x N matrix,

and  Hay(k+ M) is an M x M matrix.
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Applying Q(k) € CWWHMXIN+M) t4 the (k4 M) x N data matrix X (1 :

(k+ M)), gives

QR)X(1: (k+ M))

Qk) 0
0 Iarxm
BR(k)

0

X((k+1): (k+ M)

BX(1:k)

X((K +1): (k+ M))

(5.42)

Therefore, the N x N upper triangular matrix R(k + M) can be updated by

employing the new unitary Householder transformation Q(k + M) which has

the form

Q(k+ M)X(L: (k+ M))

BR(k)
0

X((k+1): (k+ M))

(5.43)

where R(k + M) = Hy(k+ M)BR(k) + Hio(k+ M)X((k+ 1) : (k+ M)).

The procedure for applying the updated complex Householder transforma-

tion to the desired data vector g(l : (k4 M)) is the same as that described

for the observed data matrix. First, applying @(k) to the desired data vector
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y(1:(k+ M)), we have

Q Q(k 0 By(l:k
Qk)y(1: (k+M)) = (k) y(1: k)
0 Iuxar | | g((k+1): (k+ M)
Bu(k)
- Bu(k) : (5.44)
| y((k+1): (k+ M)

Then, by employing the new unitary Householder transformation Q(k + M)

to the desired data vector y(1: (k + M)), we have

Bu(k)
Q(k + M)y(1: (k+M)) = P(k+M) Bo(k)

<

y((k+1): (k4 M)) |
u(k+ M)
, (5.45)

v(k + M)

where u(k + M) = Hyy(k + M)Bu(k) + Hip(k + M)y((k+1) : (k+ M)),
Bu(k)

a(k + M)

o(k+ M) =

?

and  a(k + M) = Hy (k4 M)pu(k) + Hy(k + M)y((k+1) : (k+ M)).
The residual vector for the recursive least-squares problem is

e(l:(k+M))=X(1:(k+M)w(k+M)+y(L:(k+ M)), (5.46)
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and by the definition

E(L:(k+M)) = ||Q(k+M)X(L: (k+ M)w(k+ M) —Q(k+ M)y(1:k+ M)l
Rk+ M u(k+ M

= || ( ) w(k+ M) - ( ) |2 (5.47)
0 v(k+ M)

To minimize the quantity F(1: (k+ M)), the optimal weight vector obtained

from the (5.47) is
Rk 4+ M)w, i (k + M) = u(k+ M). (5.48)

Then, substituting (5.48) into (5.47), the optimal residual vector becomes

R(k+ M) u(k+ M)

e1:(k+M) = Q"(k+ M) ok + M) — QU(K + M)
0 v(k+ M)
0
= (5.49)
—QH(k+ M)v(k + M)

Therefore, the most current optimal residual vector is

E(N+1): (k+ M) = —QF(k+ M)v(k+ M)

v(k
= —QU(k+ M) flh . (5.50)

a(k+ M)

The new complex Householder transformation Q(k -+ M) has the form

Q:i(k + M)
Qlk+ M) =

@20k + M)
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= P(k+ M)O(R)
Hu(k + M) 0 Ho(k+ M) | | Qi(k) 0
= 0 Tk—Nyx (k-N) 0 Qa(k) 0
i Hy(k+ M) 0 Hoy(k + M) 1 0 Inrwnr ]

- Hyy(k+ M)Qy(k) Hyo(k+ M) -

Qa(k) 0 . (5.51)

i Hayy(k+ M)Q1(k) Ha(k+ M) |

Therefore, Q2(k + M) has the form

Q2(k+ M) =

Substituting (5.52) into (5.50). we have

e((N+1):(k+ M)

Q2(k) 0
(5.52)
Hoi(k+ M)Q1(k) Hayg(k + M)
e((N+1): k)
(5.53)
e((k+1):(k+ M))
Qi (k) Qi (R)H{(k + M) (k)
0 HE(k+ M) alk + M)

Q' (k)Bu(k) + Q' (k) Hyi (k + M)a(k + M)

HE(k + M)a(k + M)

where the optimal residual vector €((k + 1) : (k 4+ M)) during the time period

from ty4q to txyar 1s given by

e(k+1): (k+ M) =—HE(k+ M)a(k + M), (5.54)
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where

N )
Hg = HHJ(\jI)va

=1

where H](‘ff)x a 18 given in (5.15), 7 denotes the ith Householder transformation,

and

e(tisr/ (ks < thanr))

e((k+1): (k+ M) = Alasal (s Buee)) | (5.56)

e(trpns/(tigr @ trgnr))

L =

Compared to the SBHT-RLS algorithm in [59], our CHT-RLS algorithm
saves (N —1)M computation time in the initialization. Compared to McWhirter’s
GR-RLS algorithm, our algorithm has better estimation of the residuals since
the CHT-RLS algorithm uses a data block to compute the residuals. Then,
the more data information is used for CHT-RLS than GR-RLS to compute
the residuals. For example, from (5.56), it is seen that the data block at time

from t;,4 to tz1ps is used to derive the residual at each instant time.

5.3.2 Systolic Array Implementation

The parallel complex Householder transformation based-recursive least-squares
algorithm with fast initialization has been presented so far. We now consider
the issue of VLSI systolic implementation. The systolic architecture for the

parallel complex Householder transformation based-recursive least-squares al-



137

gorithm is shown in Figure 5.5 which is able to obtain the residual immediately.
However, it involves the matrix by matrix multiplication in the boundary cell
between which a large bandwidth of transmission line is required. Therefore, in
Figure 5.7 a backward propagation array is added into the Figure 5.5 to avoid
the matrix-matrix multiplication and br replaced by vector-vector multiplica-
tion as pointed out in [59]. In Figure 5.7, the delayed buffers are needed for
each row to temperately store w(t;) for vector multiplication. The boundary
cell, internal cell, and the final cell are illustrated in Figure 5.6. The systolic
algorithm for the boundary cell of the CHT-RLS system is shown in Table 5.3,
the algorithm for the internal cell is shown in Table 5.4, and the algorithm for

the final cell is described in Table 5.5.

5.4 Application to Array Processing

Adaptive arrays are currently the subject of extensive investigation for the ap-
plication of automatically suppression of the sidelobe interference or jamming
signals in many military radar, communications, and navigation systems. A
more sophisticated adaptive array system is required to have rapid conver-
gence, high cancellation performance and operational flexibility and is also
necessitated to achieve high throughput rate and instant response in the ap-
plications of real-time signal processing. For those applications it is necessary

to build an open-loop recursive QR decomposition-based systolic array system.
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Initialization :  Recursive :
0y . T

r— z(ty) e’ = 1
elfr = s 0

I
s« 0 for 1 =0,M,,
for e =1,M;, w(t;) «r
w(t;) «r § «— 8+ r¥r

r— z(tiy1)
end
g — S

r« —elbrg
A—o(o+]r])
w(tMin+1) —7r

Mout — Min —1

P
r— —etfra

A —ofo+p8lr|)
W(tM41) < 7

Mout — A[m

— H
HMxM = IMxM - )\L'L-

Yout = 7inHMxM

Table 5.3: The Algorithm for the Boundary Cell of Systolic CHT-RLS
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Initialization :

Recursive :

et +1) — —(t1)
s 0

for i=1,M;, +1
s — s+ w*(t;)x(t;)
end
ot

r e —x(ly, 1) — aw(ty) + aw(ty, 41)
for i=2,M

y(t:) — z(t;) — aw(t;)

end

T(tMi,41) & =T
s«—0

for i =0,M;, +1
s — s+ w(t;)r
e 2(tiy1)

end
@t

r— —Ba(ty,,+1) — aw(ty) + aw(tar, +1)
for i=1,M

y(t;) «— z(t:) — aw(t;)

end

Table 5.4: The Algorithm for the Internal Cell of Systolic CHT-RLS

Tout = P)/wout

Table 5.5: The Algorithm for the Final Cell of Systolic CHT-RLS
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Compared to the conventional adaptive array system, the QR-based systolic
array system not only improves the numerical accuracy but also increases
the computation speed to update the output signal instantly. The research
in designing QR-based systolic arrays for sidelobe cancellation and adaptive
antennas is quit intense. However, most of the work are based on Givens ro-
tations and modified Gram-Schmidt. Only until recently, Householder-based
method has just been considered [59]. In this paper, a CHT-RLS systolic array
is designed for the application to sidelobe cancellation. The sidelobe cancella-
tion technique is employed to suppress the sidelobe interference and noise by
subtracting the estimate from the radar main channel output. It is easy to see

from Figure 3.4 that the output at ith snapshot can be expressed as

N
= > o(t)w —y(z (5.57)

=1

and the matrix form expression which is the same as 5.21 is given by
e(n) = X(n)w(n) — y(n). (5.58)

Therefore, the CHT-RLS systolic algorithm and architecture described in Sec-
tion 5.3 can be directly applied to sidelobe cancellation and adaptive antennas
to achieve high throughput rate and high speed requirements of real-time sig-

nal processing.
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5.5 Conclusions

In order to achieve computational efficiency with robust numerical stability,
the Householder transformation has been shown to be one of the best or-
thogonal factorizations. It is also known that the Householder transformation
outperforms the Givens rotation in numerical stability under finite-precision
implementation, and that it requires fewer arithmetic operations than the
modified Gram-Schmidt does. As a result, the QR decomposition using the
Householder transformation is very promising for VLSI implementation and
real-time high throughput modern signal processing.

In this chapter, the recursive complex Householder algorithm with a fast
initialization which can be programmed for both initialization and recursive
computation is presented. Then a complex Householder transformation based
recursive least squares algorithm with a systolic array processor is also pro-
posed. Compared to the recursive block Householder algorithm described in
[57,59], the complex Householder algorithm saves (M — 1) x N computation
time for the initialization to form the upper triangular matrix. In our proposed
systolic architecture, the number of data snapshots needed for the initialization
and recursive updating is controlled by a control code and it can be changed
freely by sending another code. Our CHT-RLS systolic architecture is a gen-
eralization of McWhirter’s QRD-RLS systolic array since it is well-known that

the Givens rotation is a special case of the Householder transformation [55].
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The algorithm and architecture described in this paper are very promising for
the real-time array processing applications and VLSI hardware implementa-

tion.



Chapter 6

Conclusions and Future

Research

In this dissertation several systolic algorithms are developed and then several
different systolic array architectures are proposed for real-time high through-
put adaptive array processing applications and VLSI hardware implementa-
tions. In Chapter 2 the design techniques and basic background for the field of
algorithmic engineering are developed to serve as the basic elements of more
sophisticated and higher performance array processing systems. In Chapter
3, the only two known systolic array processors for parallel weight extraction
are developed for the recursive least squares (RLS) and constrained recursive

least squares (CRLS) array systems [4]. In Chapter 4 a systolic array proces-

sor for MVDR beamforming is compared to the McWhirter’s MVDR systolic

146
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array. We also point out an error McWhirter and Shepherd made in their
architecture [14]. In Chapter 5 the pipelined data-parallel algorithm for the
Householder orthogonalization technique is described and mapped into a sys-
tolic array for generating the upper triangular matrix. Furthermore, a complex
Householder-based recursive least squares (CHT-RLS) algorithm with systolic
array architecture is presented. As described in [3], it is well-known that the
Householder method outperforms the Givens method in numerical stability
under finite-precision implementation, and that it requires fewer arithmetic
operations than the modified Gram-Schmidt method. As a result, the QR
decomposition using the Householder technique is very promising for VLSI

implementation and real-time high throughput modern signal processing.

The proposed adaptive array systems in this dissertation have the following

advantageous features:

e Since it is well-known that the QR based RLS and CRLS techniques have
robust numerical properties, reduce the rounding error caused by finite
word length effect, and avoid the use of sample matrix inversion. Our
systolic array architecture based on QR decomposition is very promising

for hardware implementation.

e In Chapters 2 and 3 there is no bottleneck in the proposed fast Givens
based systolic array architectures since the fast Givens method is square

root free.
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e The proposed systolic array architectures in this dissertation are fully
pipelined since the backward substitution processor in each proposed

architecture is avoided.

e The proposed systolic array architectures are designed to be single fully

pipelined open-loop systems without any feedback arrangement.

e The proposed systolic array architectures function recursively to update

the output based on each input data snapshot.

e The proposed systolic architectures involve repetition of a simple pro-

cessor element making it relatively easy to design a VLSI chip.

¢ The proposed systolic array architectures only involving regular commu-
nication among the nearest neighbor processor elements without feed-
back arrangement are very promising for the better use of available chip
area, the reduction of propagation delays and the simpler VLSI circuit

design.

e Since the proposed systolic array architectures are highly pipelined, they

achieve the highest possible throughput rate.

Therefore, our proposed systolic array architectures are very promising for
real-time modern signal processing applications and VLSI hardware imple-

mentation.
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Future research will focus on (1) remedying the drawbacks of systolic arrays
and (2) applying the systolic QR decomposition to the singular value decom-
position and the symmetric eigendecomposition for superresolution spectral
analysis and direction finding [29]. A list of the suggested research areas cas-

ily evolving from this dissertation includes:

e Wavefront Array Processors. Since the systolic arrays require global
synchronization, there may be a problem with clock skew for a large
arrays. The concept of wavefront array processors is the solution to
this problem. Instead of using global synchronization, an asynchronous
wavefront technique is used for wavefront array processors [45,46,47].
Systolic arrays studied in this dissertation can be easily extended into

wavefront arrays.

e Fault Tolerance. For large arrays of processors on VLSI chips, the sys-
tolic arrays may have a serious reliability problem due to manufacturing
defects, device failures, etc. Fault tolerance techniques for systolic arrays

is the solution for this problem [26].

e Wafer Scale Integration. It is necessary to connect several chips on
printed circuit boards to yield a large array due to integrated circuit
fabrication limitations. The solution is a wafer scale integration tech-

nique. The advantage of this technique is that it may lead to higher
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speeds of operation and less power consumption. Therefore, the wafer

scale integration deserves study [25].

Singular Value Decomposition by Systolic Arrays. In the ap-
plications of superresolution spectral analysis and direction finding, the
singular value decomposition is one of the most powerful tools in numer-
ical algebra. For real-time signal processing applications, it is important
to study the parallel/pipelined algorithm and architecture for singular
value decomposition [29]. Tt is not difficult to apply the systolic House-
holder method described in this dissertation to systolic singular value

decomposition.
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