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Chapter 1: Introduction

1.1 Motivation and Research Problem

Vulnerabilities in client-side applications that run on user devices such as desktops and mobile devices are on the rise. For instance in 2014, Symantec [1] reported that 17% of all Android applications were malware and 20% of all website vulnerabilities were critical in nature. Typically, software vendors roll out software updates or “patches” to protect users by fixing these vulnerabilities and making changes to the software—such as adding new features, enhanced performance, or bug fixes. For this reason, the United States (US) government, various security agencies, and security experts advise end-users to download and install updates in a timely fashion to keep their systems secure [1–3].

Software vendors use several different approaches to push updates to end-users: some choose to automate the update process while others choose to actively involve users. Both mechanisms have shown to affect end users in different ways. Recent studies have shown that when end-users are involved in the update process, they report delaying updates because they lack awareness on the importance of installing these security patches [4] or have had previous negative experiences with updating [5]. On the other hand, when updates are fully automated, they can
lead to poor mental models of how systems work [6]. This thesis explores how the 
process of automating updates can be enhanced to provide a user experience without 
compromising on the goal of ensuring updates reach users at the earliest. It makes 
practical design suggestions for update interfaces on desktop and mobile devices by 
personalizing them based on various criteria, including individual user personality 
traits.

1.2 Research Questions

Concretely, this thesis investigates how automatic updates can be adapted to 
provide a better user experience, and puts forward the following research questions:

1. How do users navigate through the software update process on desktop and 
   mobile devices?

2. What are the challenges users face and what factors prevent them from ap-
   plying updates when using these devices?

3. How can the update experience be improved to increase update patching rates 
   using automatic updates on both desktop and mobile devices?

1.3 Approach

To answer these questions, I conducted two studies to explore the design space 
of update systems on desktop and mobile. Study One consisted of three different 
phases. In Phase One, along with a research team, I interviewed 30 United States
Internet users in a qualitative formative study of how they navigate through the software update process on desktop machines. In Phase Two, I distilled our findings into the design of a minimally-intrusive, information-rich, and user-centric, low-fidelity prototype of an alternative desktop software updating interface for the Mac OS X operating system. In Phase Three, I conducted a think-aloud study with 22 OS X users to evaluate our designs and put forth recommendations for automating updates on desktop software updating interfaces.

In Study Two, I explored how individual differences in users contribute to how they choose to update the applications on their Android mobile devices by means of a large scale survey and qualitative interviews with users. I further examined users’ preferences towards installing updates automatically, and used the results to generate design recommendations for mobile updating interfaces.

### 1.4 Contributions

This thesis consists of two studies one geared at improving the automatic software updating experience on desktop and mobile. It makes the following contributions:

1. A qualitative study investigating why users fail to apply updates in a timely fashion or avoid updates altogether on desktop systems

2. The design and think-aloud evaluation of a low-fidelity prototype of an improved software updating interface for the Mac OS X
3. A quantitative study using a large-scale survey revealing correlations between users’ personalities and how they choose to update on mobile devices.

4. A qualitative study investigating the limits of update automation on mobile devices.

1.5 Overview

This thesis is organized as follows. The second chapter summarizes related work in Usable Security and software updates. The third chapter describes Study One, including the formative qualitative study of desktop update experiences, and the design and evaluation of a low-fidelity desktop update interface for the Mac OS X operating system. The fourth chapter describes Study Two, including the large scale survey and interviews of Android mobile users highlighting differences in individual users towards automatic updating. Finally, the fifth chapter puts forth the discussion from both the studies, summarizes the key takeaways, and outlines directions for future work.
Chapter 2: Related Work

In this chapter, I highlight previous research related to software updates. First, I describe the software update process and the various capacities in which it involves end users. Next, I highlight studies and related research in the security and software engineering communities about developing and distributing software updates. Finally, I highlight related work from the Human–Computer Interaction (HCI) and Usable Security communities about how end users experience software updates, and contextualize the research questions in this thesis relative to previous work.

2.1 Software Updates and Automation

The Usable Security community has long recognized that human beings are the “weakest link” in the security chain [7, 8], attributing many security failures to human factors. Moreover, the community has recognized that most security decision making cannot be fully automated because humans often have to perform a part of the task—such as responding to security warnings (e.g., SSL [9], [10]) and identifying phishing emails [11]. Additionally, automation is often context dependent and limited by failure cases [12]. To compensate for the human element in security systems, Cranor [13] developed a framework to help designers fully consider all
the factors to integrate users in the loop for security decisions in various systems. Software updates are no exception.

In fact, software updates typically involve users at various stages of the update process. An update process often varies based on the device type, operating system and application [14,15], and the degree of automation and user involvement in each step can result in significantly different update experiences. Generally, a software update involves [16,17]:

1. *Discovering the Update*: Users can either search for updates manually on websites or app stores, or set updating preferences for a specific application or the operating system to automatically notify them when updates become available.

2. *Downloading the Update*: Users can choose to either download available updates manually or set preferences for the system to automatically download them on their behalf.

3. *Installing the Update*: Users can manually install or have their system automatically install updates. Installation may involve closing applications affected by the update and often, an update is only applied after an application restart or machine reboot.

4. *Using the System Post-Update*: Once applied, updates may notify users that they have completed.

Depending on the degree to which the update system notifies and involves
users, software update preferences are often referred to as [6,17]:

- **Manual**: Users initiate and complete all the steps of the updating process, e.g., software drivers for input and output computer peripherals.

- **Automatic**: The update system automates one or more steps of the updating process such as downloading, installing, and notifying users. Users may have to briefly discontinue using the application to complete the installation or perform a restart of their machine or application, e.g., MS Windows patches and MS Office updates.

- **Silent**: The update system automates the entire update process and in addition, does not notify users explicitly at any step. Typically, in a silent update, the system installs the update without interrupting the user and applies it when users restart or re-open the application. Often, users fail to notice such updates, and lack the provision to disable or prevent them [18], e.g., Google Chrome updates [17].

In terms of reaching users’ machines soonest after release, recent studies suggest that silent updating mechanisms may be the most effective in patching machines after an exploit is disclosed when compared to methods requiring a user’s consent to download, install, or apply an update [17,18]. Most software vendors and the US government recommend automatic updates for users to keep their systems secure instead of manual updates for this reason [1–3].
2.2 Deploying Software Updates

Numerous studies have explored ways to develop and deploy software updates, and compared the effectiveness of different mechanisms. For instance, Duebendorger and Frei studied the effectiveness of silent updates [17], Vojnovic et al. studied automatic patches [19], and Gkantsidis and Karagiannis studied the Windows patching system for distributing patches on a planet scale [20]. These studies comment on each patching mechanism’s strengths and weaknesses and make suggestions for improving the creation and distribution of patches at scale but with no focus on how users will appropriate these updates. Another set of studies focuses on improving the deployment of patches in large organizations [16,21]. For instance, Oberheide et al. help network administrators infer the impact of patches before deployment [22]. Others have investigated how to improve the deployment of patches via USB drives in regions with sporadic connectivity [23]. These studies have focused on improving the creation and deployment of the software patches and updates but not the end users who apply these patches, why they avoid patches, or suggestions to improve their update interfaces.

2.3 Users’ Attitudes and Behaviors with Software Updates

There is a growing body of work focused on understanding users’ general online security behaviors and on user barriers to software updates. For example, Ion et al. [4] compared the capability of expert and non-expert users to process
security advice. They found that non-experts updated their software less frequently compared to experts, lacked awareness about the effectiveness of software updates, and avoided updates that they felt introduced software bugs. Similarly, Wash and Rader surveyed almost 2000 US Internet users and found only 24% used protective security behaviors such as downloading patches [24]. Other studies show that users often disable or only perform updates on WiFi networks when they have limited and expensive Internet data plans [25, 26]. While these studies, provide some evidence that users infrequently apply updates and touch on a few barriers in the process but they are not solely focused on users and software updates.

Several researchers have studied users and software updates in more depth. For instance, Fagan et al. [27] surveyed 250 users about attitudes toward software updating notifications. They found that users were reluctant to apply updates because they disliked being interrupted by notifications which were often perceived as obscure and unclear. In complementary work, Vaniea et al. [5] studied 37 non-expert MS Windows users and found that past negative updating experiences, such as dealing with user interface changes that required re-learning how to use an application, affect future updating behaviors. In another study of the same Windows users, Wash et al. [6] found that users’ updating behaviors and intentions with their updating preferences are mismatched, often resulting in less secure systems. The authors conclude that there is a tension between automation and control in the updating process which may be difficult to resolve through improved usability alone. Forget et al. [28] compared the level of engagement, or involvement, of end users in the management of their computers security and the state of the security of their
computers, and discovered that greater engagement did not always correspond to a secure and updated system. The authors suggest that security mitigations, such as software updating, need to be designed according to how much users engage with computer security, so they are better equipped to take the right action. In more recent work, Vaniea et al. [29] surveyed 307 users about their experiences with updating software and like the research in this thesis, outlined the process of updating software and highlighted various user experiences in each step. While these studies unearth reasons behind users’ software updating behaviors and attitudes towards automatic updates, this thesis goes a step further to offer concrete suggestions toward improving software updating interfaces.

2.4 Software Updates Interfaces

Thus far, only two studies have sought to improve updating interfaces. First, Sankarpandian et al. [30] developed a desktop graffiti system TALC, which reminded users to install updates by painting their desktop with graffiti when their machines were left un-patched for a long amount of time. These researchers focused more on how to improve the process of gently notifying and nudging users to pay attention to install updates rather than with improving the overall experience of updating. Second, Tian et al. [31]—the only study thus far for software updates on mobile devices—developed a novel updating notification that used user generated reviews to help mobile users make privacy conscious decisions about which updates to apply based on what permissions were asked for by the updates. In contrast, this thesis
deals with not just update notifications, but interfaces that deal with the update process as a whole both on desktop and mobile.

2.5 Individual Differences in Security and Software Updating

Only recently have researchers begun exploring differences in individuals to tailor and personalize security mitigations. Egelman and Peer developed [32] and validated [33] the Security Behavior Intentions (SeBIS) scale to measure behavior intentions across four different domains: Password Generation, Proactive Awareness, Device Updating, and Device Securement. The authors demonstrated how the various SeBIS dimensions correlated with people’s personalities. In particular, they examined the following psychometric constructs:

1. **Decision Making**: The General Decision Making Scale (GDMS) [34] measures people’s decision making styles across the following dimensions: Rational, Avoidant, Intuitive, Dependent, and Spontaneous.


3. **Future Consequences**: The Consideration for Future Consequences (CFC) scale [36] measures how much people consider the long-term consequences of their actions and decisions.
4. **Cognitive Endeavors**: The Need for Cognition (NFC) scale [37] measures how much people consider and indulge in thought and curiosity provoking endeavors.

5. **Impulsiveness**: The Barratt Impulsiveness Scale (BIS) [38] measure impulsive behavior across the following dimensions: Attention, Motor, and Non-Planning.

With their data, Egelman and Peer observed the following correlations between the psychometrics and keeping software up to date:

1. People who scored high on the GDMS-Rational trait were more likely, and people who scored high on the GDMS-Avoidant and GDMS-Spontaneous trait were less likely to keep their software up to date than people who scored low on these scales

2. People who scored high on the DoSpeRT-Ethical and DoSpeRT-Health/Safety scale—or high risk takers—were less likely to keep their software up to date than people who scored low these scales

3. People who scored high on the CFC scale—or those who considered the future consequences of their actions—were more likely to keep their software up to date than people who scored low

4. People who scored high on the BIS—or those who displayed impulsive behavior—were less likely to keep their software up to date than people who scored low
5. People who scored high on NFC—or those with a greater propensity to engage in cognitive endeavors—were more likely to keep their software up to date than people who scored low.

The authors suggested that these psychometrics may have the potential to infer users’ security intentions, and therefore be used to personalize and tailor security mitigations. While the authors established correlations between these various personality traits and the likelihood to keep software updated, I use these to tease out differences between attitudes towards automating updates, and use these differences to make design recommendations for update interfaces on mobile devices.

2.6 Chapter Summary

In this chapter, I first explained the software update process, and how, the degree to which users are involved in this process determines how updates are delivered to them. I draw from research in the systems and software engineering domains, and highlight how the process of software updating demands attention because they directly affect and change end users’ systems. I then list how the Usable Security field has contributed to our understanding of users’ preferences and behaviors but has not considered ways to improve software updating interfaces thus far, both on desktop and on mobile—the primary contribution of this thesis.
Chapter 3: Study One: Automating Updates on Desktops

3.1 Overview

Study One consisted of a three-phased research process as shown in Table 3.1. Phase One examined how users navigate through the software update process on desktop machines, and the challenges they face in doing so. Phase Two and Phase Three cover the design and evaluation of a low-fidelity interactive prototype for the Mac OS X operating system.

<table>
<thead>
<tr>
<th>Phase</th>
<th>No of Users</th>
<th>Timeline</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Formative Study</td>
<td>30</td>
<td>Jun '14–Sep '14</td>
</tr>
<tr>
<td>2. Prototype Design</td>
<td>–</td>
<td>Oct '14–Feb '15</td>
</tr>
<tr>
<td>3. Prototype Evaluation</td>
<td>22</td>
<td>Feb '15–May '15</td>
</tr>
</tbody>
</table>

Table 3.1: Research Timeline Overview.

3.2 Phase One: Formative Interviews

In Phase One, I, and two other researchers, investigated why users avoid installing updates in the first place on desktop machines through interviews with 30 participants.
3.2.1 Procedure

In mid to late 2014, we recruited 30 participants to take part in semi-structured interviews about their overall experience with software updates, including their likes and dislikes about software updates and their current software updating behaviors. We recruited participants through advertisements on university and affiliated mailing lists around the US, and social media (Facebook, Twitter) posts. We focused on finding adult Internet users that used Internet-enabled devices such as a desktop, laptop, tablet, or smartphone since they were likely to encounter software updates frequently. All interviews were conducted over the phone or Skype, audio-taped, and lasted between 45–60 minutes each. Participants were compensated with USD 15 gift cards for their time. The study was approved by the Institutional Review Board (IRB) of the University of Maryland (UMD).

The interview guide was developed after a survey of the existing literature on software updating and Usable Security at the time and informed by Cranor’s human in the loop framework [13, 17] to ensure all aspects of the software updating process were covered. Cranor’s model describes the human factors that affect secure systems, namely: Communication (informing the human that an action is necessary), Communication impediments (what might prevent the human from taking the action?), Characteristics of the human receiver (demographics, intentions, comprehension, and knowledge retention), and finally, Behavior. We used the framework to tease out the various human elements in the software updating process I discussed in Chapter 2. Concretely, we walked the participants through the specifics of the
update process—discovering, downloading, and installing updates—and asked them the following questions for their applications and operating systems:

1. How do users learn about updates on their machines? Do they manually seek updates or wait for notifications?

2. Do users feel updates are important to security? What motivates them to either install or avoid updates?

3. How do users navigate the update process and how do they make decisions about security vs non-security related updates?

4. Do updates interrupt users’ workflow? How does this affect their behavior?

5. Do users understand software update change logs and more generally, what action updates ask of them?

We also asked participants whether they ever changed, or sought help to change, the default update preferences for their operating systems and applications. In addition, we collected the participants’ demographics (age, gender, education, income), their security management practices on their Internet-enabled devices such as installing anti-virus or enabling firewalls, their online security knowledge/actions when downloading software and dealing with suspicious emails, and past experiences with security incidents. The interview guide in its entirety is available in Appendix A.
3.2.2 Analysis

Once the interviews were transcribed, three researchers independently analyzed the transcripts. We inductively looked for patterns and threads in the data, marking them with labels, and then grouped and organized these labels into themes [39]. The research team held regular meetings to discuss the initial results during this time, and arrived at the final set of themes shown in Table 3.3 after multiple rounds of discussions and consensus building. Example themes included “Updates interrupt users” and “Users need information for decision making”. In the following section, I use the prefix $P$ to indicate an interview participant.

3.2.3 Participants

Table 3.2 summarizes Phase One’s demographics. Participants were predominantly between 18–34 years old, with a fairly even gender split. Most were educated, having college degrees, lived in the District of Columbia, Georgia, and Maryland, and earned a median annual income of USD 60,000. All participants owned desktops and 24/30 owned laptops as well. Two thirds of the participants used a single operating system: MS Windows (15/30), Mac OS X (3/30), and Linux (2/30). The remaining third used a combination of two operating systems: both Mac OS X and MS Windows (8/30) or Linux and MS Windows (2/30).

A large portion of the participants were aware of security breaches that were heavily publicized in the media. For instance, 18/30 were aware of the Heartbleed bug [40] and 11/30 were aware of the 2013 Target breach [41]. One-third of the
participants had been victims of online breaches and malware including credit card
frauds and computer viruses, and 8/30 participants stated they went above and
beyond their e-mail providers’ services to maintain their security. For instance, one
participant reported using text-only mode for reading messages, and another re-
ported scanning all downloaded attachments. Overall, while the sample was gender
balanced, it represented a younger, more educated, and as a result, more technology
savvy set of users.

<table>
<thead>
<tr>
<th>Demographic</th>
<th>Phase One (N = 30)</th>
<th>Phase Three (N = 22)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Age</td>
<td></td>
<td></td>
</tr>
<tr>
<td>18–34</td>
<td>66.7%</td>
<td>95.5%</td>
</tr>
<tr>
<td>35–54</td>
<td>26.7%</td>
<td>0%</td>
</tr>
<tr>
<td>&gt;55</td>
<td>6.6%</td>
<td>4.5%</td>
</tr>
<tr>
<td>Gender</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Male</td>
<td>53.3%</td>
<td>36.4%</td>
</tr>
<tr>
<td>Female</td>
<td>46.7%</td>
<td>63.6%</td>
</tr>
<tr>
<td>Education</td>
<td></td>
<td></td>
</tr>
<tr>
<td>College</td>
<td>6.7%</td>
<td>45.5%</td>
</tr>
<tr>
<td>Bachelor’s</td>
<td>30.0%</td>
<td>40.9%</td>
</tr>
<tr>
<td>Master’s</td>
<td>36.7%</td>
<td>9.1%</td>
</tr>
<tr>
<td>Other</td>
<td>26.6%</td>
<td>4.6%</td>
</tr>
</tbody>
</table>

Table 3.2: Demographic Information: Phase One and Phase Three.

3.3 Findings

The formative study showed that software updates interrupt users and their
computing activities, supporting findings of previous studies [5,27], for users of op-
erating systems other than MS Windows. This study also illuminates new evidence
of information barriers to updates namely: trust in vendors, obscure change logs,
and unknown installation times. Information barriers extend beyond the wording
of unclear and obscure notifications [27] to the update’s purpose, possible consequences of applying an update, and information to plan when to do an update. We also noted that unlike in constrained settings [25, 26], the participants were less concerned about updates using up Internet data. Finally, the participants varied on how they wanted to be notified or provide consent for updates based on the frequency of application use and the changes the update was going to perform. Additionally, they wished to manage and control all the updates on their devices centrally.

### 3.3.1 Interrupting Users

While participants appreciated the importance of software updates for maintaining security, enhancing performance, and adding new features to their software, they felt that updates disrupted their computing activities in two ways: Interruptive update notifications and reminders diverted their attention while unwanted reboots and context switches lowered their productivity.

**Notifications and Reminders:** 22/30 participants reported that inopportune update notifications caused the largest disruption because they appeared during regular computing activities such as watching a video, doing a presentation, or during work times. These notifications were also hard to dismiss completely, so the same update could interrupt a user multiple times with reminder prompts. In a typical example, P17 remarked: “I tend to let the update notifications go away but these days it looks like people keep forcing it so it comes back and back like a zombie.” The participants prioritized dismissing update notifications and opted for reminders.
Yet, these intrusive messages led to them ignoring many software updates because frequent interruptions were annoying and required active attention.

**Rebooting and Context Switch:** 19/30 participants reported that they delayed updates if they thought the update would require them to reboot machines, restart applications, and save their work. P9’s example captures participants’ feelings: “I absolutely put them off until later, because the update requires me to stop what I’m doing, restart the program and computer, and then completely try to reconstruct where I left off.” Even if participants went through with updates, they became frustrated at having to recreate the context of their activities from which they were interrupted. This caused a negative perception of updates as a disruptive force. In another illustrative example, P12 expressed displeasure about restarts losing the context of open tabs in a browser: “Usually when it tells me I have to shut down my browser, that’s when I’m not happy. That and restarting, especially if I know I have a lot of windows or programs or something open, having to restart.”

### 3.3.2 Information for Decision Making

We asked participants what information they actively sought or wanted for informing decisions about applying software updates. They reported the following factors:

**Update Categories:** Vendor-specified update categories influenced the participants’ decision making. 24/30 participants said they prioritized performing “major updates” including operating system and security related updates over others.
P5’s quote exemplifies the reasoning: “I think if I saw the words security or something along those lines, I would be more apt to do the updates than if it said, you know, this improves usability.”

Other participants revealed that existing vendor categories for updates inadequately captured an update’s purpose and often led to them ignoring an update as P20’s quote highlights: “Just being told that it is critical does not really make me feel like it is critical. I need to feel the urgency and feel like there could be a consequence if I don’t update it.” Concretely, they mentioned not knowing whether the update improved performance, fixed bugs, or enhanced security upfront and that these factors helped make decisions about going forward with an update or not.

**Update Change Logs:** Two thirds of the participants reported they glanced through the update change logs. In one telling example, a participant elaborated: “I read almost all update notes and if it does not have any then I am going to disregard it. I take it pretty seriously. I have to know what the update is going to do on my software.” (P17) However when asked to reflect more deeply, 6 of those admitted the change log was unlikely to influence their decision to update. Close to half of the participants on the other hand, felt logs either presented too little or too much information, remarking that change logs could use less technical language or visual cues to better interpret the update information.

**Trust in Vendors:** The participants’ opinion of the software vendor influenced their decision to go forward with an update. 19/30 mentioned that they preferred updates from sources they trusted such as the app store or through the vendor’s official website. This trust, they further explained, was amplified either
through the reputation of the vendor (e.g., a large software company such as Mi-
crosoft or Apple), or through positive past experiences with applying updates from
that vendor. P2’s example quote captures this sentiment: “I’m pretty good about—
just when I see an update request, if it’s from a source I know and trust—running
it right then.” For the participants, trusting an update’s creator was crucial for
making a decision to go forward with a suggested update.

Even though trust was important to the participants, they often had trouble
finding reputable sources for updates as P8 explains: “Sometimes finding reputable
sources for updates can be challenging and some software packages put their software
out on all sorts of different sites. And, you know, it’s like which one of these guys do
I really trust to download from?”. Participants tried to ensure that the updates they
installed were legitimate but found it difficult to easily determine the authenticity
of an update in current updating interfaces.

**Compatibility Issues:** 16/30 participants struggled with updates that caused
unexpected consequences such as removing certain features they used or that led
to compatibility issues with other software. Other participants felt that they were
forced to install updates to ensure that software they used frequently would not
stop working. In an example illustrating this theme, P13 said: “Typically it’s be-
cause I have no other choice. If the program that I want won’t run on the version
of Windows that I have, and I really want to run that program, I’ll do the operating
system update.” In another instance, P7 complained that their computer crashed
after an update and they had to perform a system restore to get things working
again. Overall, compatibility issues made participants reluctant to apply updates
especially since they could not predict these interactions in advance.

**User Interface Changes:** 16/30 participants were dissatisfied with updates that changed the user interface because they had to re-acquaint themselves with the application. This is captured by P9’s quote: *“For example, one of the updates on one of my frequently used programs switched around the confirm and cancel buttons.”* This change caused him to inadvertently erase documents that he needed following the update. Participants thus became averse to updates with user interface changes but more importantly, they could not always predict which updates would have these changes.

**Social Influences:** Nearly a third of the participants discovered security flaws and updates through social influences such as online media blogs, the news, or through family and friends. While in some cases these social cues pushed participants to actively seek out updates, in other cases—especially with large and critical updates—they made users cautious about performing updates they had been warned against by the media or social networks. For example, P3 said: *“Usually when I hear about updates from things like PC Magazine or those people start talking about it, and then I would just read about it—just to get an idea before I even consider whether to do it.”* In another instance, P6, a frequent Mac OS X user explained: *“There are some that I don’t do at least until I go online and research it.”* Participants therefore depended not only on vendor-specified information but also on social networks and the media to inform them about whether or not they should apply a particular update.

**Results Post-Update:** A little over one-third of the participants mentioned
that they could not always discern the changes an update made post-update, because they received little, if any, feedback about the update’s actions. This made them question the overall benefits of updates especially when they had invested considerable time and effort in applying the update (e.g., interrupting their primary activity and rebooting their machines).

**Infrastructure Constraints:** 8/30 participants told us they avoided updates because of infrastructure constraints such as insufficient disk space and slow Internet connections or because they believed updates slowed down their machines. In a typical example, P23 explained: “Some software updates take a lot of additional space because it always comes with that extra storage amount that I need. So it is like all the updates that I am doing are only making my computer slow so it’s an annoyance.” Participants also avoided updates to save data but to a lesser extent than suggested by findings in settings where Internet constraints are more prevalent [25,26]. For this reason, participants told us they wanted the update size in advance to more easily weigh the costs of doing an update.

**Installation Time:** Because software updates disrupted the participants’ workflow, they sought information to organize their activities such as the time required for updates to complete. 7/30 participants indicated a willingness to perform updates if they had access to this information in advance. P13 summed this up as: “But if they actually tell me how long it’ll take, that will make me more willing to start an update.” Knowing how long an update process would take, participants told us, would allow them to perform updates at convenient times.
3.3.3 Users in the Update Loop

We asked the participants how they wanted to be notified and provide consent for downloading and installing updates.

**Frequently Used Applications Matter:** 17/30 participants mentioned that the frequency of use and their perception of an application’s importance determined the degree of care they expressed towards keeping software and devices updated. In one example, P15 explained: “An Evernote plug-in was not up to date and it asked me to update it. And I just deleted it because I don’t want to deal with going through an update for a program that I don’t use all that much.” Participants were most concerned about applications that mattered to them in some way; either by frequency of use or if it served some crucial function for them.

**Tracking Updates:** Just over a third of the participants found it difficult to track update downloads and installs because update settings and notifications were spread over multiple locations for the operating system and third party applications. 11/30 talked about needing a central update manager to review updates for all the software installed on their devices. Specifically, participants found it difficult to easily tell what needed to be updated and when or how to change the update settings for applications and the operating system. Overall, participants desired a central location on their devices to track all updates.

At the end of Phase One, the research team decided to focus on addressing three main areas of concern stemming from the formative work as show in Table 3.3, namely updates interrupting users, the lack of adequate updating information, and
finding ways to keep users in the update loop. I describe the part of the user-centered design process next.

3.4 Phase Two: Prototype Design

In Phase Two, I, and the two other researchers created a low-fidelity, interactive prototype using MS PowerPoint to improve how users receive updates on their machines and how an update system could scaffold users’ decision making. The prototype contains images of the mocked up updating interfaces linked together to create the illusion of a working system. Users can navigate through the mock system using the links to explore a limited set of predefined features with a system concept for each feature. The goal of the prototype was to elicit user reactions to the different design concepts it embodies as described in this section. As such, we

<table>
<thead>
<tr>
<th>Phase One Themes</th>
<th>Participants (N = 30)</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Interrupting Users</strong></td>
<td></td>
</tr>
<tr>
<td>Notifications &amp; Reminders</td>
<td>22</td>
</tr>
<tr>
<td>Rebooting and Context Switch</td>
<td>19</td>
</tr>
<tr>
<td><strong>Information for Decision Making</strong></td>
<td></td>
</tr>
<tr>
<td>Update Categories</td>
<td>24</td>
</tr>
<tr>
<td>Update Change Logs</td>
<td>20</td>
</tr>
<tr>
<td>Trust in Vendors</td>
<td>19</td>
</tr>
<tr>
<td>Compatibility Issues</td>
<td>16</td>
</tr>
<tr>
<td>User Interface Changes</td>
<td>16</td>
</tr>
<tr>
<td>Social Influences</td>
<td>12</td>
</tr>
<tr>
<td>Results Post-Update</td>
<td>12</td>
</tr>
<tr>
<td>Infrastructure Constraints</td>
<td>8</td>
</tr>
<tr>
<td>Installation Time</td>
<td>7</td>
</tr>
<tr>
<td><strong>Users in the Update Loop</strong></td>
<td></td>
</tr>
<tr>
<td>Frequently Used Applications Matter</td>
<td>17</td>
</tr>
<tr>
<td>Tracking Updates</td>
<td>11</td>
</tr>
</tbody>
</table>

Table 3.3: Themes from Phase One.
focused less on the implementation details such as how the information presented could be acquired ahead of time.

Given that both desktop and mobile are heading towards an app-based model of software distribution [42–44], we chose to create the prototype for Apple’s Mac OS X, a major operating system player [45], that has been using this model since 2010 [46].
3.4.1 Procedure

After identifying three areas of concern to users, the research team explored the design space for improved updating interfaces. We began with a lightweight sketching, brainstorming, and ideation phase over these themes. After several iterations of sketches, mockups, and designs were refined by feedback sessions with the research team, we settled on the following issues to alter in updating interfaces. First, we modified how users are interrupted about updates and the manner in which they provide consent to updates. Second, we augmented the information users need for making decisions about updates such as providing clear and concise update logs and the type of the update. Third, we consolidated the updates across a device into a single update manager for users to keep track of updates. We then sketched multiple designs of improved interfaces, discussing and validating the decisions we took at each point, and condensed these into a prototype I describe in the following paragraphs. Figure 3.1 illustrates how the themes from Phase One resulted in the various prototype features.

3.4.2 Altering Update Interruptions

The \textit{minimally-intrusive} low-fidelity interactive prototype alters how end-users are interrupted by either update or reboot notifications in two ways in the design: first, all update notifications are pushed through a single channel icon, and second, all update requiring restarts are piggybacked to other times when users restart their applications or devices. We designed the following features in the interface mock-ups

to reflect these concepts:

**Single Update Notification Icon:** All update notifications are reduced to a minimal visual cue, the subtle animation of a single system tray icon (Figure 3.2A). This inverted arrow icon animates only when an update is being downloaded or installed. Users can click on the icon to display a list of impending updates (Figure 3.2B).

**Silent Updates:** Conceptually, our design forces all updates to download and install automatically by default without a user’s consent. When available, we envisioned that an update lives in the list of updates for a buffer period (e.g., 24 hours) to allow users to intervene. If needed, users can cancel it via the “Cancel this update” option (Figure 3.2H). When this buffer period expires, in this design concept, the update is automatically downloaded and installed but users can continue
using their applications without any reminders to restart. In cases where the restart is fundamental for an update to function, in this design concept, users’ systems may remain unpatched until the next restart. This design does not eliminate disruption from unwanted update changes but shifts the onus onto the user to decide whether or not to proceed with an impending update based on additional information. We made this design decision to be provocative to evaluate if users prefer a universally “silent” update mechanism across all their operating system.

3.4.3 Addressing Lack of Information

The *information-rich* design adds to existing update information to help users accept or ignore updates via an update summary and post-update feedback.

**Update Summary:** Each impending update (Figure 3.2G) contains four important details we learned were lacking in the formative study and a “Find out more” (Figure 3.2E) link to more details in the centralized update manager:

1. **Source Verification:** The design displays a green “tick-mark” (Figure 3.2C) next to the name of the software vendor to indicate a verified and trusted source.

2. **Update Type:** We tag each update with one of five categories (Figure 3.2G): UI fix (user interface changes), Bug fix (fixes software bugs), Security fix (fixes a major security flaw), Performance (performance enhancements), Compatibility (could cause compatibility issues with other software) to help users learn the update’s purpose at a glance.
3. **Update Size:** To inform users about the data and disk space an update might consume, we display the size of the update (Figure 3.2G) in the summary.

4. **User Ratings:** Each update displays a five star rating (see Figure 3.2D) based on other users’ experiences with it; with one star being poor and five stars being excellent.

**Post Update Feedback:** Participants in the formative study could not easily identify when an update was installed or what changes were made by the update. The design shows a pop-up message when a user closes a newly updated application or the operating system for the first time post-update as shown in Figure 3.5. This message shows the changes made to the application and the date on which the most recent update was installed. The pop up also forces the user to rate the update before they can close the application. In this design concept, update ratings are mandatory to ensure they are eventually populated with information and to force participants to comment on this feature.

### 3.4.4 Centralizing Update Management

In the formative study, users desired a way to track all the updates across their device. The *user-centric* prototype conceptually houses and controls the information and settings for all software updates through a central software update manager on the device. A “Pending” tab (see Figure 3.3) shows the updates that have been downloaded but not yet been installed, or that have been canceled by the user; the “Installed” tab shows recently installed updates to be viewed by last week, last 30
Figure 3.3: The Central Update Manager’s “Pending Updates” Tab. A: Icon Showing No Of Pending Updates. B: Summary of the Update Information. C: Change Log. D: Update Preference Settings. E: Estimated Installation Time.

Figure 3.4: The Central Update Manager’s “Ratings” Tab. A: Update Overall Rating. B: Update Rating and Reviews.

days, or all time; and finally, the “Ratings” tab shown in Figure 3.4 shows review comments, update ratings, and allow users to add their own reviews. Updates display a:

1. **Change Log**: Each update has a change log in bullet-point form clearly listing the changes the update makes as seen in Figure 3.3C.

2. **Time to Install**: We show the estimated time (Figure 3.3E) to install an update
to help users plan when to do an update.

3. *Compatibility Report:* All the known possible disruptions an update might cause are listed in a report (not shown).

4. *Update Settings:* Users can reconfigure updating settings—silent, automatic, or manual—for every application or the operating system from the central update manager (Figure 3.3D).

**Comparison to current Mac OS X Updating System:** The current Mac OS X operating system notifies users about an incoming update by means of two notifications (a pop-up, and an red call-out on the App Store icon) when updates are requested manually. No explicit notifications are provided when updates are downloaded and installed automatically. The prototype switches all updates to silent, provides ambient notifications via an update notification icon, and does not seek users’ consent to update by default.

We based the central manager design on the current Mac OS X App Store interface, which handles updates for all App Store applications and the operating system only but not third party applications. This version of the manager adds to the information the current App Store displays, with a clear and cohesive description of the change log in bullet form, and the update’s type, size and ratings, along with an estimate of the installation time and compatibility report. Unlike the current App Store, this version of the update manager includes an update configuration—manual, automatic or silent—for each application.
Post-update, the current Mac OS X operating system notifies users about an installed update by means of placing a tiny blue dot next to the application icon in the app “Launcher” menu. The prototype, on the other hand, presents users with a dialog to notify them an update has taken place and to solicit a rating.

To sum up, we designed the proof of concept prototype to minimize interruptions, augment the update information available to users, and to centralize update management across a device. The design was purposefully extreme in nature—in this case, having all updates as silent and having all applications solicit feedback post update, providing users with all the necessary information—much like a breaching experiment [47] to elicit user reactions and feedback.

3.5 Phase Three: Prototype Evaluation

In Phase Three, I, and the two other researchers, evaluated the low fidelity prototype. Although software updating, much like other security tasks, is a secondary
task, the objective with evaluating the prototype was to elicit users’ reactions and feedback on the design concepts and features.

3.5.1 Procedure

To evaluate the prototype, we recruited 22 adult Mac OS X users via advertisements on the UMD’s mailing lists, social media (Facebook, Twitter), and from users who participated in Phase One of the study. Each participant completed a pre-study demographic survey before participating in the think-aloud session, a technique employed regularly in usability testing to gather feedback on proof of concept designs. Specifically, we employed the “speech communication” think-aloud protocol by Boren and Ramey [48], using verbal communication only as a means to acknowledge user response and keep the thought process alive [49].

Each participant performed a series of 11 tasks with the low-fidelity interactive prototype on a laptop provided by the research team. The tasks were designed to elicit user interaction with the single update icon, the central manager, and an application post-update. The first task was to search for updates on the machine to observe whether participants could find the update notification icon on their task bar. When a participant located and clicked on the icon, they were shown a list of updates. Next, participants were asked to cancel an update and following this task, they were asked to check for other pending updates on the machine and to verify whether the source of an update was genuine.

Participants were then introduced to the central update manager through a
task to find out more about a particular update which linked them to the manager. In this view, they had tasks that asked them to view the specific additional information provided about updates such as the time to install and the compatibility report. Participants were also asked to do tasks that allowed them to see an empty list of pending updates and the installed and pending tabs in the central update manager. Finally, participants were tasked with rating and reviewing an update as well as changing the update setting for the operating system. The list of think-aloud tasks available in Appendix A.

Participants were instructed at the beginning of the session how to provide feedback, how the session would be recorded, and how they were to proceed through the tasks with the guidance of two facilitators from the research team. They were then presented with a paper list of tasks and two researchers observed the participants as they interacted with the prototype, recording their thoughts and actions as they completed the tasks. The researchers used probes such as “keep talking” and “um hmm” to remind participants to verbalize their thoughts when they stopped talking. When the participants failed to speak for more than 30 seconds, one of the researchers asked a stronger probing question relating to the task at hand. For instance, when participants failed to locate cancelled updates, the researcher asked “Where would you expect to see these updates and why?”. For each participant, task responses that did not require these strong probing questions were marked “successfully completed”.

Once the think-aloud session was complete, the researchers conducted an semi-structured exit interview with each participant. In this interview, we first explained
the silent updating mechanism to the participants, i.e., how updates would install on their devices and how restarts would function. We then asked them about both their positive and negative reactions to the prototype, how they performed each task, and the design concepts embodied by the prototype. We also sought feedback for those tasks that the participants were unable to complete noting down how they expected the system to function. Each session lasted between 45 minutes to 1 hour and both the think-aloud session and exit interview were audio and video-taped. Participants were compensated with a USD 15 gift card for the entire session. The study was approved by the IRB of the UMD.

3.5.2 Data Analysis

Once the think-aloud sessions and exit interviews were transcribed, two researchers—including one from Phase One—independently analyzed the data. We created profiles for each participant and noted their completion of the various think-aloud tasks. We also analyzed the transcripts using the same process as for Phase One—specifically seeking for differences in participants’ reactions to the various design elements. In the following section, I use the prefix $T$ to indicate a think-aloud participant.

3.5.3 Participants

Table 3.2 summarizes the demographics of the think-aloud session participants. Almost all of the participants were aged between 18 and 35. About 85%
of them had completed their bachelor’s degree or college, and either worked at, or near, or studied at the UMD. Since many of the participants were students, the median annual income reported was <USD 25,000. The participants owned a median number of 2 Internet-enabled devices and went online more frequently on laptops and smartphones than desktops, tablets, and gaming devices.

Similar to Phase One, the participants were aware of security breaches that were heavily publicized in the media—17/22 knew about the Heartbleed bug and 16/22 about the 2013 Target breach. Again, one-third of the participants had experienced either viruses or malware on their systems. Unlike Phase One, none of the participants reported extra measures to enhance their email security but claimed to ignore email attachments if the email was sent from an unknown source (15/22) or if it looked suspicious (18/22). Overall, the participants were younger, less educated, and less technical than the participants from Phase One.

3.6 Findings

The prototype elicited varying reactions from the participants in the think-aloud session. The participants wanted to be notified and actively consent to some but not all updates, they were positive about augmented update information as input for update related decision making, and appreciated the control of centralizing software update management.
3.6.1 Interruptions Sometimes Required For Control

Participants struggled to find the update icon—half failed to notice the system tray icon entirely. However, once participants discovered the icon, they were able to complete the remaining think-aloud tasks with ease. About half preferred the design to current software updating interfaces because they believed it would interrupt them less. T20 explained: “It prompts me the least. I don’t have to worry about it, I don’t have to think about it.” The other half of the participants reacted negatively to the prototype’s silent update mechanism and told us they wanted to be in the update process more actively. These participants’ wanted updates with notifications at download and install time, particularly for applications they used frequently or depended on in some way, to prevent undesired changes. In an example quote, T8 said: “I want to know how frequently the updates are, how frequently they’re occurring and if there’s something new or there’s a bug. If there any changes, I want to know when and how they happened.”

When asked for further feedback, participants revealed they were willing to adopt a silent updating mechanism for a few of their applications. For instance, participants were amenable to silent updates from trusted vendors and for applications that did not impact their workflow significantly. T9 said: “I definitely prefer the silent so I wouldn’t really have to do anything and to constantly be the best experience that I could have.” They believed a silent update process would keep their system secure and up to date since they often ignored updates otherwise.
3.6.2 Users Desire Improved Update Information

When completing tasks to read and interact with the additional update information we provided, participants were generally positive that the information would help them to make decisions about updates more so than current interfaces.

**Update Type:** 15/22 participants reacted positively to the update type, telling us these labels would clarify the purpose of various updates. However, about a third said the update type would not influence their decision to apply an update. Others preferred the binary classification of “critical” and “non-critical” to multiple labels, which they felt could be overwhelming and possibly confusing. Poor labels, participants told us, could backfire and cause a user to avoid an update if they obscured the update’s purpose. In all, participants appreciated the concept of more informative labels for the update type to help in their updating decision making process.

**Compatibility Report:** 19/22 participants were able to find and interpret the compatibility report and 12/22 told us it would be helpful for singling out potentially problematic updates. In a typical example, T8 said: “If I’m going to be using those apps, I wouldn’t go ahead with the update because it will cause problems.” One suggested improvement was to only display compatible updates and only one participant worried how this report would be implemented. Overall, participants desired this predictive capability to help them prevent updates having an unwanted ripple effect.

**Ratings:** 15/22 reacted positively to the concept of update ratings with 12/22
saying that ratings would potentially influence their decision in going ahead with an update (especially with large updates). T9 explained: “If there were mostly good reviews and there was nothing standing out as ‘oh, this is a problem for my computer’ it would help me make the decision to go ahead.” At least five participants wanted to see number of ratings for an update to better contextualize the information. Almost a third of participants felt that ratings would not add any value to their updating experience because they paid less attention to others’ opinions. Most of the participants resonated with the idea of leveraging social networks for information to help them decide about performing updates.

**Post-Update Feedback:** All the participants were unanimous in disliking the concept of providing a mandatory rating post-update, seeing this as a nuisance in the long run. However, they were willing to provide feedback for updates that made visible changes (e.g. user interface modifications), and for applications that they frequently used or were important to them.

**Time to Install:** 13/22 found that having the information about how long was needed to install an update prior to beginning the process was useful for deciding when to do an update. T8 said: “I think that’s very important because if you’re in a hurry or if you have some other work to do and sometimes you should know if you can finish the update by then or not.” 1 participant wanted aggregated view of the time required for all the pending updates and another wanted the time to install to be visible in the list of updates not just the central manager. For participants, having an estimate of the time involved for the update process was crucial for planning so as to minimize interruption to their activities.
Installation Size: Four participants reacted positively to the size of the update being displayed upfront. These participants desired some warning if the update would consume their remaining disk space. Two participants felt this information was less useful as they cared less about disk space on their devices.

Source Verification: Nine participants reacted positively to having the ability to easily identify an authentic update source. In an illustrative example, T17 remarked: “If it’s not from the verified source, then that will be the one thing that will stop me from installing the update.” However, several said they would probably not pay attention to this cue and a few felt that this cue was most important for third-party applications only. It was clear, however, that visual cues indicating update authenticity can build trust with users.

3.6.3 Users Prefer Centralized Update Management

Over half of the participants reacted positively to centralized software update management, especially for non-Mac applications that currently do not push updates via the app store. For example, T13 said: “I like it: It seems more comprehensive because it has (for e.g.) the Microsoft stuff in it so you don’t have to run the Microsoft updater as well as the app store updater mechanism.” Only a few participants thought that being able to control the update preference on a per-application basis in a central update manager was useful. However, it was unclear if participants reacted this way to the additional controls because they told us they generally preferred to keep default settings. Participants suggested the central up-
date manager could also provide a history of updates so that changes could be rolled back to a state before the update occurred if something went wrong. In summary, participants felt managing updates in a single location would reduce information overload and make the updating process more consistent across a device.

3.7 Discussion

Users do not apply updates on their desktops for a variety of reasons. While on one hand, they dislike that updates interrupt them, they wish to retain control and explicitly provide consent to major updates, or applications that they use frequently. This provides an opportunity to personalize updates, where certain updates can be automated whereas for other updates users can be notified based on their preferences towards auto-updating. At the same time, when users are interrupted, it is important to provide them with information that is actionable, and addresses their beliefs about software updates. Finally, centralizing software updates across the desktop with an option to roll back updates may help users keep track of how updates are taking place across their applications, and also provide them with an option to try out updates updates with minimum consequences.

3.8 Limitations

Study One has several limitations. First, the use of self-reported data in Phase One is subject to recall bias, meaning there may exist errors and differences in the recollections recalled by the participants. Second, because of the low fidelity nature
of the prototype, its evaluation in Phase Three is based on participants’ opinions rather than their actual behaviors. The evaluation also required participants to work with updates as a primary task and thus, the results may not generalize to real-world settings where software updating is considered a secondary task. Third, the participant pools were dominated by a younger set of participants, with many participants in Phase One having advanced degrees, and many students in Phase Three. Therefore, the results from both the studies may not generalize to the entire population, and hold limited validity.

3.9 Chapter Summary

We used a three phase approach to improve the user experience of software updating on desktops. In Phase One, we first investigated why users avoid updates on their desktop machines. We then used this information to design a \textit{minimally-intrusive, information-rich,} and \textit{user-centric} prototype in Phase Two, and subsequently evaluated the prototype with participants in a think-aloud study in Phase Three. Overall, we found that users avoid installing updates because they feel updates interrupt them, that software updating is an information problem, i.e., users often lack enough information to go forward with an update, and that users vary in their preferences about how they wish to be notified about updates. From the evaluation of the prototype, we learned that users vary in terms of which updates they wish to auto-update, that they appreciated the improved update information, and liked the idea of centralizing updates across their machines.
Chapter 4: Study Two: Automating Updates on Mobile

4.1 Overview

In Study One, I found that desktop updating interfaces can better support update automation by interrupting users when necessary (e.g., with a large update, or for important and frequently used applications), enhancing information about the update, and by centralizing update management across a device or system. Mobile devices, such as Android or iOS smartphones, have already implemented these three design suggestions: they have reduced the interruptive nature of update-associated notifications by means of streamlining update requests and eliminating device restarts, they have centralized most available updates by means of the App Store, and they have provisioned the ability for software developers to provide information about updates in the App Store. Given these improvements, I set forth to explore why people install updates manually on mobile, and what changes, if any, can be made to the Android interface to help users update automatically. Limiting the domain to the Android Operating System, in Study Two, I conducted a large scale survey and qualitative interviews with Android users to understand why users chose to update their applications manually, and their preferences towards auto-updating their applications.
4.2 The Android Play Store Update Process

The Android Play Store allows applications to be updated either automatically or manually; the former can be restricted to times when the phone is connected to a Wi-Fi connection only. In addition, Android allows certain applications to be updated manually when in automatic mode. The operating system updates are delivered through a separate channel, often times through the cellular carrier or device manufacturer Over-the-Air (OTA).

If users choose to install updates manually, they see an update notification indicating the applications with available updates. Users also see a notification when after an application is updated indicating the updated applications, independent of the update mechanism. All of these notifications can be toggled from the Play Store.

Updates containing an addition of permissions requested by the application cannot be automated. However, this has changed since Android 6.0 permissions are requested at run-time [50].

4.3 Procedure

In the following section, I describe the method I employed, along with details of the surveys and interviews, and how I analyzed the resulting data. Both the survey and the interview transcript are available in their entirety in Appendix B. The study was approved by the IRB of the UMD.
4.3.1 Research Questions and Hypotheses

To investigate individual differences in software updating on mobile devices, I built upon previous research from Egelman and Peer [32, 51]. While these authors demonstrated that keeping software updated is associated with taking fewer risks (DoSpeRT Ethical, Health/Safety), being inherently curious and inquisitive (NFC), and thinking about long-term implications of actions (CFC), I explore how these personality traits correlate with how users install updates: manually or automatically on mobile devices. To this end, I included another trait: how averse users are to change, measured using the Resistance to Change (RTC) scale [52]. Consequently, I formulated the following hypotheses:

1. H1: Users who update their applications manually are less risk taking than those who update their applications automatically because they are concerned updates might lead to unintended consequences.

2. H2: Users who update their applications manually consider the future consequences of their actions less than those who update their applications automatically because they are concerned updates might lead to unintended consequences in the long-term.

3. H3: Users who update their applications manually are more curious and inquisitive than those who update their applications automatically because they have a tendency to keep appraised of the changes updates make.

4. H4: Users who update their applications manually are more resistant to change
than those who update their applications automatically because they seek routines in their lives and want control over the changes updates make.

5. H5: Users who update their applications manually have had a previous negative experience with updating and they, therefore, prefer to take action by themselves to avoid negative experiences.

While these hypothesis reveal differences between users who install their updates manually and automatically, I also investigated how comfortable users are automating updates across their different applications, and what factors limit them from automating the updates. To answer these questions, I conducted a large scale survey and interviews with Android users, and using those, draw design suggestions for mobile update interfaces.

4.3.2 Survey Instrument

The survey instrument contained three parts. The first part included the various psychometric scales namely, the DoSpeRT scale, the RTC scale, the CFC scale, the NFC scale, and the SeBIS as a covariate. The questions in each scale and the order of the scales were randomized to avoid order bias. Given that users may have poor mental models of how updates on their systems work [6], I chose to elicit their update settings using detailed instructions as opposed to asking them directly. Thus, the second part of the survey asked participants to report their update settings by following a set of labelled instructions leading to the auto-update setting on the Play Store. Following that, users were asked to select the applications
installed on their devices from a visual grid containing the most installed Android applications of all time [53]. For each application, participants then rated their level of comfort with automating security and non-security updates on a scale of Uncomfortable (0) to Comfortable (100) using a visual slider. To limit the number of applications participants answered these questions about, I randomly drew 10 applications from the participants’ selection. I designed the survey to elicit preferences in this manner—for each application, rather than an aggregate preference score towards security and non-security updates—to gather how participants varied in their responses. The third part of the survey asked participants whether they had previously had a negative experience with software updates i.e., if they had regretted updating any device or software. This part always appeared in order—right before the end of the survey—to avoid sensitizing users in their response to the question about their preferences towards automating updates in the second part. The survey ended with demographic questions relating to age, gender, income and occupation, and took roughly 15 minutes to complete.

I piloted the survey with a 6 participant convenience sample drawn from within the Human-Computer Interaction Lab (HCIL) at the UMD to ensure the questions and instructions were clear and concise; a few questions were revised and refined consequently. The survey was hosted on SurveyGizmo\(^1\), and advertised as an “Android Apps Update Survey” task on Amazon Mechanical Turk (AMT). Turkers were invited to participate if their primary smartphone was an Android device and if they had previously used the Play Store for at least one month to ensure familiarity with

\(^1\)http://surveygizmo.com
the Android OS and how applications are installed/updated. To ensure response quality, I restricted the task to Turkers based in the US who had an approval rating of 95% or higher. Because I did not filter Turkers based on their productivity (i.e., number of previous tasks completed), I added three attention check questions to the survey based on the recommendation of Peer et al. [54], one of which specifically asked about the Android OS. I filtered all responses that failed any of the attention check questions. Turkers were compensated $2.50 for completing the survey.

4.3.3 Interview Guide

With the interviews, I aimed to further gain insight into how Android users updated their applications, and what other factors limited them from automating updates on mobile devices. The interview was semi-structured in nature, and sections of it varied depending on how participants updated the applications on their devices. First, I asked all participants for the reason behind their choice of updating: automatic or manual. I asked participants who updated applications manually on their mobile device to walk through the update process, elaborating specifically on how they reacted to update notifications, how quickly they updated after receiving an update notification, and how they chose which applications to update. I asked participants who updated applications automatically on their mobile device for their reactions to post-update notifications, and if they had ever changed the update settings on their devices. Next, I asked participants to show me their Android device and together, we examined the list of pending application updates. I
asked participants why they updated certain applications over others, and how they felt about the updates that were recently installed on their devices.

I recruited participants through advertisements on the UMD’s and affiliated mailing lists around the US, and social media (Facebook, Twitter) posts. Participants were required to own an Android phone, and have previously used the Google Play Store for at least one month to ensure familiarity with the Android OS. The recruited participants were invited to the HCIL at the UMD, where I conducted and led the interviews. These interviews lasted for 35-40 minutes, and were audio-taped. The participants were paid $20 for their time.

4.4 Survey Data Analysis

The survey received 525 responses in total from AMT, out of which 48 responses (9.14%) failed at least one attention check question and were subsequently discarded.

4.4.1 Reliability and Validity of the Psychometric Scales

I analyzed the psychometric data both in terms of reliability and validity. Reliability indicates how consistent a given scale or test is when administered repeatedly. I measured reliability using Cronbach’s alpha ($\alpha$) for which, a value of 0.7 of greater is considered acceptable, while a value greater than 0.8 is considered good [55]. Validity indicates the accuracy of a measurement, i.e., whether the scale or test truly measures what it was intended to measure. I measured validity through a Confirma-
tory Factor Analysis using Principal Component Analysis (PCA) [56] and applying the rotation method used originally by the authors of the psychometric scales.

Starting with the DoSpeRT scale, a PCA with promax rotation revealed all the six original factors had eigenvalues greater than 1, and explained 56% of the variation in the data. However, all the items in the Health/Safety subscale loaded on the Ethical subscale, similar to what the authors observed in their subsequent research with the scale [57]. For this reason, I combined both the subscales to measure one Ethical risk taking score. The final set of factors were: Ethical ($\alpha = 0.82$), Financial/Investment ($\alpha = 0.80$), Financial/Gambling ($\alpha = 0.90$), Recreational ($\alpha = 0.83$), and Social ($\alpha = 0.78$).

With the RTC scale, a PCA with promax rotation revealed three of the four original factors had eigenvalues greater than 1, and explained 63% of the variance in the data. However, all of the items in the Short-term Focus scale loaded on the Emotional Reaction scale. The high correlation between the Emotional Reaction and Short-Term Focus subscales has been explained by virtue of both dimensions being affective in nature [52]. Because the fit of the three-factor model was better than the originally described four-factor model, I combined Emotional Reaction and Short-term Focus into an Affective Factor, as explored in [58]. The final set of factors were: Affective Factor ($\alpha = 0.92$), Routine Seeking ($\alpha = 0.81$), and Cognitive Rigidity ($\alpha = 0.70$).

Next, I examined the uni-dimensional CFC and the NFC scales. Both these scales revealed high reliability: $\alpha = 0.9$ and $\alpha = 0.95$ respectively.

Finally, with the covariate, SeBIS, a PCA with varimax rotation revealed
the original four factors all had eigenvalues greater than 1, and explained 59% of the variance in the data. The four factors were: Proactive Awareness ($\alpha = 0.72$), Password Generation ($\alpha = 0.78$), Device Securement ($\alpha = 0.80$), and Device Updating ($\alpha = 0.70$). I, therefore, concluded that the data was both reliable and valid, and proceeded to construct the regression model.

4.4.2 Update Type Logistic Regression Model

Next, I constructed a logistic regression using the glm() from the “stats” package in R, where I regressed the update type ($\text{manual} = 1$ vs $\text{automatic} = 0$) on the psychometrics (DoSpeRT, RTC, CFC, NFC), the covariates (SeBIS, Age, Gender, Education), and the presence of a previous negative experience with updating software (Neg. Experience). To reduce the number of levels in Education, I considered it as a continuous variable using the following scheme: No High School:1, (High School Graduate, Some College):2, (Bachelor’s Degree, Associate’s Degree):3, (Master’s Degree, Doctoral Degree, Professional Degree):4.

4.4.3 Preferences Towards Automatic Updating

Finally, to better understand participants’ preferences, I first filtered all those participants who contributed the automatic update comfort scores for fewer than 5 applications since it would be difficult to categorize participants if little is known about their preferences. This reduced the number of participants to 460. Next, I computed the median security and non-security auto-update comfort scores for each
participant, and treated each participant’s scores as a pair. I then clustered these preference pairs using the K-Means clustering algorithm [59] implemented in R as the kmeans() function in the “stats” package. This clustering technique partitions the participants into $K$ groups, where each participant is assigned to the group to minimize the within-cluster sum of squares. To examine differences towards security and non-security update automation within each cluster, I conducted a one-sample two-tailed Wilcoxon Signed-Rank test, accounting for multiple comparisons using the Bonferroni Correction. This non-parametric test evaluates the null hypothesis that the true difference between the level of comfort with automating security and non-security updates is 0 (no difference), and the alternative hypothesis that the true difference is non-zero.

4.5 Interview Data Analysis

I recruited 13 participants in total. Once the interviews were transcribed, I analyzed the transcripts, inductively looked for patterns and threads in the data, marking them with labels, grouping and organizing these labels into themes [39]. During the analysis, I also specifically examined for differences between the participants who updated their applications in an automatic and manual fashion on their mobile devices. In the following sections, I use the prefix R to indicate an interview participant.
4.6 Participants

Table 4.1 summarizes the survey and interview participant demographics. The survey participants were predominantly between 18–34 years old, with more males than females (62.3% vs 37.1% respectively). Nearly 90% of the survey participants had either a college or bachelor’s degree, and earned a median annual income between $35,000 and $49,999. 77% of the survey participants updated their applications automatically, and about half of the participants updated at least one application manually. 39% of survey the participants had regretted or had a previous negative experience with updating their software.

The interview participants were predominantly between 18–34 years old as well, with more males than females (76.9% vs 23.1% respectively). Compared to the survey participants, more interview participants had master’s degrees (30.8%), and earned a median annual income between $50,000 and $74,999. 69% of the interview participants updated their applications automatically.

4.7 Findings

Overall, my study showed that users who update their applications manually are less risk taking compared to users who auto-update, that they are more proactively aware when it comes to their security (e.g., fixing security problems by themselves, verifying links before they visit them), and have previously had, or can recall a negative experience with updating their software. Users preferred automatically
Demographic Survey Participants (N = 477) | Interviews Participants (N = 13)
---|---
**Age** |  
18–34 | 69.2% | 84.6%  
35–54 | 28.9% | 15.4%  
>55 | 1.9% | 0%  

**Gender** |  
Male | 62.3% | 76.9%  
Female | 37.1% | 23.1%  
Other | 0.6% | 0%  

**Education** |  
College | 45.4% | 7.7%  
Bachelor’s | 45.6% | 53.8%  
Master’s | 8.4% | 30.8%  
Other | 0.6% | 7.7%  

Table 4.1: Demographic Information: Survey and Interview Participants.

updating security updates over non-security updates, but update automation was limited by infrastructure constraints such as storage space. The following section describes these findings in further detail.

4.7.1 Differences between Auto and Manual Update Users

The first research question explored how individual differences in users contribute to how they choose to update their software on their mobile devices. The output of the logistic regression—where the dependent variable is the update method, and the independent variables are the psychometrics, demographics, and previous negative experiences with software updating—is shown in Table 4.2. A Likelihood Ratio Test (LRT) between the null and full models revealed a significant model fit (p = 0.0001) with a reduction in deviance of 45.32. The Likelihood Ratio \((R^2)\) Effect Size of the model was 0.088.
### Table 4.2: Results of the Logistic Regression Modelling the Outcome (Updating Manually) on the Various Predictors.

<table>
<thead>
<tr>
<th>Predictor</th>
<th>Estimate</th>
<th>Std. Error</th>
<th>Odds Ratio [95% C.I.]</th>
</tr>
</thead>
<tbody>
<tr>
<td>(Intercept)</td>
<td>0.15</td>
<td>1.35</td>
<td>1.16 [0.08, 16.29]</td>
</tr>
<tr>
<td>CFC</td>
<td>−0.34</td>
<td>0.21</td>
<td>0.71 [0.47, 1.07]</td>
</tr>
<tr>
<td>NFC</td>
<td>0.02</td>
<td>0.16</td>
<td>1.02 [0.75, 1.39]</td>
</tr>
<tr>
<td>DoSpeRT-Ethical</td>
<td>−0.45</td>
<td>0.17</td>
<td>0.64 [0.46, 0.89] **</td>
</tr>
<tr>
<td>DoSpeRT-Social</td>
<td>−0.10</td>
<td>0.12</td>
<td>0.90 [0.72, 1.14]</td>
</tr>
<tr>
<td>DoSpeRT-Recreational</td>
<td>0.18</td>
<td>0.11</td>
<td>1.20 [0.97, 1.48]</td>
</tr>
<tr>
<td>DoSpeRT-Investment</td>
<td>−0.24</td>
<td>0.09</td>
<td>0.79 [0.66, 0.94] **</td>
</tr>
<tr>
<td>DoSpeRT-Gambling</td>
<td>0.08</td>
<td>0.11</td>
<td>1.08 [0.86, 1.34]</td>
</tr>
<tr>
<td>RTC-Affective Factor</td>
<td>0.11</td>
<td>0.16</td>
<td>1.12 [0.82, 1.54]</td>
</tr>
<tr>
<td>RTC-Routine Seeking</td>
<td>−0.03</td>
<td>0.18</td>
<td>0.97 [0.68, 1.38]</td>
</tr>
<tr>
<td>RTC-Cognitive Rigidity</td>
<td>−0.01</td>
<td>0.14</td>
<td>0.99 [0.75, 1.32]</td>
</tr>
<tr>
<td>Neg. Experience [Yes]</td>
<td>1.04</td>
<td>0.24</td>
<td>2.82 [1.76, 4.57] ***</td>
</tr>
<tr>
<td>SeBIS-Proactive Awareness</td>
<td>0.35</td>
<td>0.17</td>
<td>1.42 [1.01, 2.00] *</td>
</tr>
<tr>
<td>SeBIS-Password Generation</td>
<td>0.08</td>
<td>0.16</td>
<td>1.08 [0.79, 1.48]</td>
</tr>
<tr>
<td>SeBIS-Device Updating</td>
<td>−0.13</td>
<td>0.16</td>
<td>0.88 [0.65, 1.19]</td>
</tr>
<tr>
<td>SeBIS-Device Securement</td>
<td>0.10</td>
<td>0.11</td>
<td>1.10 [0.89, 1.38]</td>
</tr>
<tr>
<td>Age</td>
<td>−0.01</td>
<td>0.02</td>
<td>0.99 [0.96, 1.02]</td>
</tr>
<tr>
<td>Education</td>
<td>−0.12</td>
<td>0.19</td>
<td>0.88 [0.61, 1.28]</td>
</tr>
<tr>
<td>Gender [Male]</td>
<td>0.10</td>
<td>0.26</td>
<td>1.10 [0.67, 1.85]</td>
</tr>
</tbody>
</table>

Null Deviance: 517.57 on 476 degrees of freedom
Residual Deviance: 472.25 on 458 degrees of freedom
Model Fit Likelihood Ratio Test: Deviance = 45.32, p <0.0001
Likelihood Ratio ($R^2$) Effect Size: 0.088

Table 4.2: Results of the Logistic Regression Modelling the Outcome (Updating Manually) on the Various Predictors. 95% C.I. is the 95% Confidence Interval. ***p < 0.001, **p < 0.01, *p < 0.05.

**Risk Taking:** The output shows that the coefficients of DoSpeRT-Ethical ($\beta = −0.45, e^\beta = 0.64, p < 0.01$) and DoSpeRT-Investment ($\beta = −0.24, e^\beta = 0.79, p < 0.01$) were both significant. This means that for every point increase on the DoSpeRT-Ethical (which measures ethical risk taking, e.g., passing off somebody else’s work as your own) and DoSpeRT-Investment (which measures financial investment risk taking, e.g., investing 10% of your annual income in a moderate growth mutual fund) scales, the odds of a user updating his/her applications manually decreased multiplicatively by 0.64 and 0.79 respectively, holding all else constant.
The old version of the software functioned better 36.4%
The update introduced new bugs in the software 34.3%
The update changed the user interface of the software 27.6%
The update took a long time to install 11.3%
The update used up a lot of data 10.7%

Table 4.3: Negative Experiences Reported by the Survey Participants.

This result lends evidence to support hypothesis H1 that users who update their applications manually tend to be low risk takers.

**Previous Negative Experience:** The output also shows that the coefficient of Negative Experience was significant ($\beta = 1.04, e^{\beta} = 2.82, p < 0.001$). This means that having had a previous negative experience with software updating increased the odds of a user updating his/her application manually by 2.82, holding all else constant. This result lends evidence to support hypothesis H5, that users who have had a previous negative experience preferred to take action and update their applications manually to avoid future problems.

The survey participants reported a variety of reasons about their negative experiences with software updating—similar to the reasons I heard in Study One and as reported in previous studies [5, 28, 29]—such as updates caused the software to be buggy, made the user interface of the software uncomfortable to use, and took a long time to install. Table 4.3 lists the negative experiences reported by the survey participants along with the frequency of their appearance.

**Proactive Awareness:** The coefficient of SeBIS-Proactive Awareness was significant ($\beta = 0.35, e^{\beta} = 1.42, p < 0.05$) as well. This means that that for every point increase on the SeBIS-Proactive Awareness scale, the odds of a user updating...
his/her applications manually increased multiplicatively by 1.42, holding all else constant. This results suggests that users who update manually also tended to take proactive security action such as verifying links before opening them, ensuring the green HTTPS lock is visible on a website before submitting information, and fixing security problems by themselves rather than depending on others.

I could not find any evidence to support hypotheses H2, H3, and H4.

4.7.2 Users Prefer Automating Security Updates

The second research question explored how users varied in their preferences toward automating security and non-security updates on their mobile devices. After computing the median level of comfort towards automating security and non-security updates across the applications for each participant, I examined a plot of the percentage of variance explained by the number of cluster to arrive at the number of clusters. The “elbow” of the curve appeared at $K = 5$, and hinted at the presence of 5 clusters. These clusters, when extracted, explained 88.6% of the variation in the data. Table 4.4 shows the results of running the K-Means algorithm.

Figure 4.1 presents a visual representation of the clusters, where the X-axis and Y-axis represents participants’ comfort with automating security and non-security updates respectively. Cluster 1 and cluster 5 contain participants at the extremes of the preference spectrum. Participants in cluster 5 ($N = 37$) are not comfortable automating either security or non-security updates ($\mu_{\text{security}} = 7.9, \mu_{\text{non-security}} = 6.4$), and prefer control over what gets updated on their devices. On the other hand,
participants in cluster 1 ($N = 206$) are comfortable automating both security and non-security updates ($\mu_{\text{security}} = 97.0, \mu_{\text{non-security}} = 96.8$).

All the other clusters of participants lie in between the preference spectrum. Cluster 3 ($N = 69$) consists of participants who are indifferent towards automating both kind of updates, i.e., they do not feel strongly one way or the other ($\mu_{\text{security}} = 51.1, \mu_{\text{non-security}} = 52.9$). Clusters 2 ($N = 114$) and 4 ($N = 34$) both consist of participants who are exhibit strong a preference towards automating security updates over non-security updates. A Wilcoxon Signed-Rank Test revealed a statistically significant between security and non-security updates for both these
clusters \((p < 0.001)\). Participants in cluster 2 \((\mu_{\text{security}} = 82.1, \mu_{\text{non-security}} = 68.5)\), however exhibited a higher preference for automating non-security updates than participants in cluster 4 \((\mu_{\text{security}} = 76.7, \mu_{\text{non-security}} = 19.5)\).

Overall, participants in clusters 1, 2 and 4—consisting of 77% of the total participants—displayed a strong preference towards automating security updates.

<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>44.8%</td>
<td>[97.0, 96.8]</td>
<td>Neither</td>
</tr>
<tr>
<td>2</td>
<td>24.8%</td>
<td>[82.1, 68.5]</td>
<td>Security ***</td>
</tr>
<tr>
<td>3</td>
<td>15%</td>
<td>[51.1, 52.9]</td>
<td>Neither</td>
</tr>
<tr>
<td>4</td>
<td>7.4%</td>
<td>[76.7, 19.5]</td>
<td>Security ***</td>
</tr>
<tr>
<td>5</td>
<td>8.0%</td>
<td>[7.9, 6.4]</td>
<td>Neither</td>
</tr>
</tbody>
</table>

Table 4.4: K-Means Clustering of the Survey Participants based on their Comfort Automating Security and Non-Security Updates using \(K = 5\). The Values in \([X, Y]\) are the Means Calculated for Security and Non-Security Update Automation for each Cluster. The “Preference” Column Indicates Which Update Type was Preferred. To Account For Repeated Testing, only \(p\)-values < 0.01 are Reported for the Wilcoxon Signed-Rank Test. *** \(p < 0.001\), ** \(p < 0.01\).

4.7.3 Infrastructure Limits Update Automation

I conducted interviews with 13 Android users to further investigate what limits automating updates on mobile devices. The primary theme that emerged from the analysis was that automatically updating applications on mobile devices is severely limited by infrastructure constraints such as available storage memory. About half of the participants (6/13) reported their mobile devices could no longer sustain updates automatically because the internal memory was either exhausted or close to exhaustion. As a result, these 6 participants either picked and chose which
applications to update (4/6), or simply stopped updating altogether (2/6).

4 of the 6 participants who picked and chose which applications to update, updated their applications manually. Because these participants were concerned about the degrading performance of their devices, they only updated applications that they frequently used or were important to them, or applications with major updates—similar to the preferences participants stated in Study One. Participant R6 explained: “For example, if it’s Facebook, then I wouldn’t just update, because Facebook is huge, the space and everything, so I just wouldn’t update it.” In another example, R5 explained: “Then the problem comes that my phone starts maybe hanging if I keep the auto update on. Because as I said, I have an old phone so that’s why the newer applications don’t work well. That’s why I have not checked the Auto Update on Wi-Fi option.” These participants often took steps to clean up their device, removing old applications, photos and videos they no longer needed.

2 of the 6 participants who stopped updating altogether had set their applications to auto-update but because their phones had no space to accommodate new applications and updates, the Android OS prompted them to update their applications. R9 remarked: “Actually, I face this memory problem. There are many applications in my phone. Sometimes, an app like Facebook takes somewhere around 380 MB, which is a lot of space. It prompts me to update but I don’t.”

Overall, automation was limited by the available storage space on users’ devices, and this meant they either updated manually—relying on their judgement about picking and choosing updates—or stopped updating altogether.
4.8 Discussion

These findings have several implications for the design of mobile update user interfaces. My study show that users who take fewer risks (Financial/Investment or Ethical), are proactively aware about their security, or have had a previous negative experience with updating tend to update their applications manually. Because these users are low risk taking, they can be nudged to auto-update by emphasizing and framing a message around the Financial or Ethical risk that might result if applications are not auto-updated. As another example, the predisposition of a negative updating experience can be leveraged to nudge users to auto-update by explaining and guaranteeing how these negative experiences will not be repeated again. Alternatively, the risk taking trait can be used to set defaults to automate certain kinds of updates that are less risky—such as security updates.

Indeed, as my study demonstrates, the majority of users are comfortable automating security updates, and these updates are a low-hanging fruit developers of update systems can exploit as candidates for auto-updating. This also supports the findings from Study One that, whenever possible, security updates must be decoupled from all other updates. However, at the same time, developers of software updates for mobile devices must also be cognizant of the constraints of memory and storage on older devices.
4.9 Limitations

Study Two has two major limitations. The first limitation is that it is unclear how my results from this study generalize to the general population, i.e., to what extent are the individual differences and preferences in software updating exhibited by the AMT population also exhibited by the general population. The second limitation relates to how I collected the update settings on Android as part of the survey. While I provided detailed instructions containing screenshots so participants could accurately report their update settings, the data still remains self-reported in nature, and therefore, likely to be less reliable. Future research could identify ways to collect this information from users’ devices, without having them report it.

4.10 Chapter Summary

To explore how update interfaces on mobile devices can be improved to support automation, I first conducted a survey to examine individual differences amongst Android users towards automatic updating, and to elicit their preferences towards automating security and non-security updates. To further investigate what limits automation on mobile, I conducted semi-structured interviews with Android users. I found that users who applied updates manually tend to be low risk takers, that they are more proactively aware about their security, and are able to recall previous negative experiences with software updating. Users also displayed a strong preference towards automating security updates, but often times, automation was limited
by the storage space available on users’ devices.
Chapter 5: Discussion and Future Work

5.1 Discussion

Wash et al. [6] argued in their paper that increasing usability alone may not be enough to improve the updating experience because users it may enable users who want to be less secure to execute their actions. The findings of this thesis suggest that users may want to be less secure in the first place because their preferences are misaligned with how update systems currently function. Improving usability, therefore, should still be a goal to adapt automatic updates in a manner that encourages users to apply updates. This is particularly important as the Internet of Things evolves and users are faced not only with updating their personal devices but devices in their homes, office, on their bodies, and elsewhere. The findings suggest four primary directions to improve update automation: personalizing update interfaces, enhancing update information, centralizing desktop update management, and awareness of infrastructure constraints. I also outline considerations about the socio-technical aspects of the software updating process specifically around trust, control, and consent.
5.1.1 Personalizing Software Update Interfaces

My first recommendation is to personalize update interfaces so certain updates can be automated over others. Study One showed desktop users are comfortable automating updates for applications they use less frequently or depend less on, or for security updates. Study Two suggest the same, that mobile users who update applications manually are less risk taking, that they are more proactively aware of their security, and have had previous negative experiences with updating—and yet are comfortable automating security updates.

On both the desktop and mobile, personalization has the potential to reduce the number of update requests users receive when they prefer to retain control and provide consent to software updates. Study One and Two both suggest that users are comfortable automating security updates, and therefore wherever possible, developers of applications should decouple software updates from all other updates. Of course, this may only be possible if update systems facilitate the automation of only security updates in the first place. For instance, the current Android OS fails to distinguish between security updates and all other updates, providing only an option to automate all kinds of updates.

As a further extension, and perhaps a more lofty goal, personalization of update interfaces could occur in a similar way as others have suggested [60] in the domain of requesting Android permissions. In other words, how can we design update systems that that prompt users to obtain consent to updates only when absolutely necessary? Study One highlighted several factors that can be used to determine
if updates can be automated including the frequency of use of applications over time (less frequently used applications can still be sources of vulnerabilities [18]), their importance, and various characteristics of the update (e.g., purpose, size, or installation time).

Study Two demonstrated how individual differences in users can be used to frame messaging to nudge users to auto-update. These nudges can emphasize the Ethical and Financial/Investment risk as a result of leaving auto-updates off. An Ethical risk centered nudge, for instance, can state: “Switching auto-updates on will provide you the latest security updates, and keep you and others like you protected from exploits”, or a Financial/Investment risk centered nudge can state: “Switching auto-updates on will protect you from financial thefts”. The timing of these nudges may be crucial, and can optimized to maximize compliance. As a example, users can be nudged right after they install an update rather than at a random time. Future research could test these hypotheses by the means of controlled experiments.

Further, when users are prompted, update systems should empower them with a “cancel” option to delay the update. This stands in contrast to current automated updating systems that delay updates but install them anyway if users fail to take action within a certain period of time. Giving users more power over their systems and applications may make them more likely to trust the updating process.
5.1.2 Enhancing Update Information

My second recommendation to improve updating interfaces on desktop and mobile revolves around better informing users about updates and their consequences. This information can help build trust in the update process, e.g., via compatibility reports and update ratings. Further research into how to generate compatibility reports and how update ratings can be gathered and provided will help users make informed choices about which updates to apply. Similarly, while the Android OS has streamlined the information source for updates—in the form of a “What’s New” notice containing information about the update—augmenting existing information with guarantees about the updates or targeting their (mis)beliefs can help users make decisions. For instance, “social proof” has already been shown to improve security feature adoption in Facebook and update ratings could similarly help users assess if they should move forward with an update [61,62]. Other visual enhancements to show that update sources are verified or vetted could also instill trust and further motivate users to perform updates.

5.1.3 Centralize Desktop Update Management

My third recommendation for desktop updating interfaces specifically is to centralize update management where possible. Changes to current interfaces that would require operating system vendors to provide better ways for updates to be pushed through a single channel or for the information about updates to be gathered for a central update information repository across a device. Examples of applications
that are already making strides in this vein include Metaquark’s AppFresh [63] for centralizing Mac OS X updates and SparkleProject, a framework for third party application developers to push Mac OS X updates [64]. This model is already manifest on mobile devices where updates and their notifications already propagate more centrally than on the desktop through app stores.

The central update manager could further provide ways for users to preview the effects of an update on their system to mitigate the fact that users are averse to unwanted changes. For instance, users could be given the option to try out the new version of an application or operating system via an interface overlay or by using a parallel version of an application installed on a system without committing to the update process or applying the update. Providing an easier way to roll back unwanted changes may also make users more amenable to automate updates without fear of breaking their workflow and consequently, minimize negative experiences.

5.1.4 Awareness of Infrastructure Constraints

My fourth and final recommendation is that software developers should be cognizant and aware of infrastructure constraints that may emerge from continual updating. Study One and Study Two both revealed how constraints of disk space limit update automation for desktop and mobile devices—and in certain cases on mobile, made it impossible for users to update automatically. Developers need to be considerate about the size of the updates they publish so users can continue to receive at the very least, updates that can help them stay secure and safe from exploits and
vulnerabilities. By decoupling and packaging security updates separately, we can ensure that they do not occupy large amounts of space on the device. Future work could also investigate how this affects users in developing countries, where such constraints on infrastructure may be more prevalent [26].

5.1.5 Socio-Technical Updating Aspects

The study and recommendations highlight the complex socio-technical nature of updates and the stakeholders involved. Updates involve trust between users and those seeking to make changes to their systems, gathering consent from users to make those changes, and surrendering control to external parties to make those changes. This involves a complex interplay of actors such as application and operating system vendors, developers, and users.

The question of whether these stakeholders will want to make the updating interface improvements we recommend possible remains open. For example, these recommendations depend on application developers modifying the information they provide about updates, and on the desktop, how updates are deployed to users, how users are notified about updates, and the potential consequences of applying any update. To centralize update management on the desktop, operating system vendors will have to build supporting frameworks to enable developers to push updates centrally and to have a vetting process similar to mobile systems for checking all updates and whether they comply with established guidelines for best informing users of upcoming changes.
Vendors might have large incentives to improve updating interfaces or otherwise risk alienating and losing their user base. For instance, a recent study of Tinder and Tesla updates [65], showed the backlash of unhappy users when unwanted changes were made without their consent to these apps. Yet, it is unclear who should have ultimate control over software changes, and whether there needs to be some governmental oversight for security purposes and consumer protection, particularly as some user bases grow as large as the population of several countries.

Furthermore, if update interfaces are indeed personalized, the question of transparency and accountability for selectively applying automatic updates is also open i.e., how would such systems explain their decision making to users in a comprehensible way and provide meaningful controls to users so that they can still provide consent for changes being made to their applications and systems. We will only know more about whether a personalized interface would make or break users’ mental models of updates by testing these recommendations out in the wild.

In all, these socio-technical issues around software updating will require the Usable Security community to closely examine the practice of software updating from all viewpoints. We can certainly empower users through improved software updating interfaces but we need to better understand all the nuances of control, consent, and trust in updates. We should also be asking ourselves the question of who should be allowed to make changes to systems to properly address the issue of improving security through updates.
5.2 Limitations and Future Work

While both Study One and Study Two reveal insights into users’ preferences about automatic updating, and offer design suggestions to appropriate automatic updating interfaces, these pieces of information and design still need to be validated in real-world contexts. These contexts are particularly important to prove the external validity of the design suggestions in the real-world, where software updating is a secondary and computer maintenance task. Future work for desktop updating systems could repeat Study One with higher fidelity versions of the prototype, and validate the user interface suggestions against actual users behavior. Similarly, future work in designing mobile interfaces could test out the various hypotheses for nudges relating to risk taking and previous negative experiences. Furthermore, since Study One consisted of advanced users, and Study Two consisted of AMT users, future work could replicate the results to the more general population. Finally, given that updating involves an ecology of stakeholders, future work could examine updating practices from other perspectives such as how network administrators manage updates for large groups of users or how developers create updates in the first place.

5.3 Conclusion

Different users have different needs and expectations with their update systems. Some users prefer control over how and when updates take place, while others
are comfortable automating all their updates. However, both categories of users need to apply updates at the earliest, particularly when dealing with security updates. This thesis presented two studies—one on the desktop and the other on mobile—investigating how auto-update user interfaces can be designed to incorporate and align with these preferences. Study One showed that desktop interfaces can be improved by minimizing update interruptions, improving update information, and centralizing updates across the device. Study Two showed that mobile users can be nudged to auto-update by leveraging differences in their personalities and preferences. Both studies provided suggestions to personalize automatic updates based on various criteria including characteristics of the update, the application, and the user. Crucially, they suggest that automatic updating can be improved if users have all the necessary information about the updates, and a path to test and rollback from updates when necessary. Finally, these studies suggest that the socio-technological aspects of updating are complex and need to be explored in more depth for future work. Ultimately, improving update interfaces and addressing these open questions will enhance the security overall.
Appendix A: Study One

A.1 Phase One: Interview guide

Thank you for participating in today’s study. As you read in the consent form, we will be recording the session so we can review it to make sure that we don’t miss any part of our conversation. Your name will not be associated with the recording or with any data I collect. Your comments and opinions will only be used in combination with the feedback gathered from other people participating in this study. Your individual comments will remain confidential. Do you have any questions regarding the consent form? Do I have your permission to start the recording?

A.1.1 Session Introduction

Today, I’m going to be talking with you about security issues and discussing your software updating habits. The interview should last around 30 to 45 minutes. Before we begin, there are a few things I would like to mention:

1. During our discussion, I will ask you to share with me your thoughts and opinions on the different topics that we cover. I would like you to be honest and
straightforward about your knowledge and habits regarding software security. I might ask you to expand on anything you mention if the information could be useful to the study. Please keep in mind that there are no right or wrong answers.

2. We are not here to test you or your knowledge about security issues or software technology. We want to get a better understanding of how people really think and act when it comes to these issues.

3. Please feel free to comment on any thoughts or ideas you have as we talk. Your feedback is important in that it helps us get a better picture of real user behavior. Do you have any questions before we begin? Okay, let’s get started.

A.1.2 Security Awareness

1. Are you aware of any major breaches to personal online security?

2. Have you heard about the following security breaches: Heartbleed, Adobe 2013, Target 2013

3. How do you find about online security issues? From which sources?

4. How do you determine integrity of the source of software update? Have you ever avoided installing an update because it was not from an authentic source?

5. Have you ever been a victim of an online security breach?
A.1.3 Security Habits

1. Do you secure your physical electronics (like laptop, tablet, phone)? How?

2. Are you concerned about email security? Do you take any measures to protect your security on email?

3. Are you concerned about software security? Do you take any measures to protect your security in regards to software?

A.1.4 Software Updates

1. What comes to mind when you think of software updates? How do you feel about them? Do you usually have a positive or negative feeling? What is your motivation for acting on software updates? How do you decide whether to go through the update or not?

2. How comfortable are you in installing software updates? If not, what would make you more comfortable?

3. Do you treat all software updates the same? Or do you think or act differently depending on the type, say whether they are app updates, or operating system updates?

4. Do you feel that it’s necessary to update software every time an update is available? Are there some updates that you always do and some that you usually ignore?
5. Does the process of software updating feel like a necessity or more of an interruption? Why?

6. Do you typically understand what the update is going to do to the software before you download and install it? Do you read the information presented in the update notice? Do you understand the information? Does this information have an impact on your decision to go through with the update or not?

A.1.5 Software Update Process

1. Discovering the update

   (a) How do you find out about a software update? Do you usually wait to be notified or if you hear about an update from an external source, do you seek it out?

   (b) Are there any barriers that get in the way of you discovering updates?

   (c) What makes it easy to discover updates?

2. Downloading the update

   (a) How do you download updates? Where do you go or what do you do? Do you seek them out?

   (b) Are there any barriers to downloading updates? For example, connectivity issues like data usage, Wi-Fi availability?

   (c) What makes it easy to download updates?
3. Installing the update

(a) How do you typically install updates? Automatically or manually?

(b) When do you typically install updates? After download or later (why if later)?

(c) Are there any barriers to installing updates (restarting, downloading an installer, interrupting current activity)?

(d) What makes it easy to install updates?

4. Applying the Update

(a) What do you typically expect to have happen after you install an update and begin using the software again?

(b) Does your interaction with the software typically match your expectations after

(c) Do you usually have a positive or negative experience after installing an update?

(d) Do any of these factors have an effect on how you feel about future updates?

A.1.6 Software Updating Preferences

1. Do you configure any of your systems to do updates in any of silent, automatic, manual ways? Do you prefer any of these mechanisms? Why or why not? Do
you know where to change these settings in your operating system? And the settings for each piece of software.

2. What are the reasons you go through with software updates? Does it depend on the device? Piece of software? Operating system? How do you determine if an update is critical or not? How do you feel about whether an update might address a security issue vs. a feature change?

3. What are the reasons why you might avoid software updates? Frequency of patches (Do you avoid if they’re released more frequently?), cost of updates, connection speed, incompatibility with other software, fear of breaking existing software/changing interface.

A.1.7 Current Software Updating Interfaces

1. How frequently do you update your software?

2. Which device do you most frequently update and why? (Does the update behavior depend on the device being used?)

3. What software do you update more often?

4. Have you installed updates both on Windows PC and Mac OS? Which one did you prefer?

5. What browsers do you use to access Internet?

6. Which one do you prefer most in terms of update?
7. Did you ever avoid installing an update to avoid incurring additional charges when your Internet was not free? (wifi/3G/broadband)

8. How would you want to improve the updating process?

A.2 Phase Three: Think-aloud tasks

A.2.1 Locating updates

1. Find out if there are software updates for your machine

2. Find the list of available updates

3. Cancel the OS X update from taking place

A.2.2 Authenticating the Source

1. Verify that the source of iTunes 11.1.1. update is authentic

2. How would you get additional information about what the iTunes 11.1.1 update does?

A.2.3 Installed Updates

1. Close the update manager and find out if there are any more updates

2. Find out which updates were recently installed
A.2.4 Information About the Update

1. How much time will the next update will take to download and install?

2. Change the update preferences for iTunes updates

3. Check for applications the OS X 10.9.2 update is incompatible with

4. Read update ratings and comments from users
Appendix B: Study Two

B.1 Survey Instrument

1. Is your primary mobile phone an Android device?
   (a) Yes
   (b) No

2. Have you used the Google Play Store for at least a month?
   (a) Yes
   (b) No

3. Which of the following statements are true about the Play Store? Please check all that apply:
   (a) The Play Store is the official app store for the Android Operating System
   (b) The Play Store is available as an app on Android smartphones
   (c) You cannot rate apps on the Play Store
   (d) You can write reviews for apps on the Play Store
   (e) The Play Store is the official app store for the iOS Operating System
(f) All Android apps on the Play Store are free

(g) None of the above statements are true

B.1.1 Part One

1. Domain Specific Risk Taking (DoSpeRT) scale [35]

2. Consideration for Future Consequences (CFC) scale [36]

3. Need for Cognition (NFC) scale [37]

4. Resistance to Change (RTC) scale [52]

5. Security Behavior Intentions (SeBIS) scale [32]

B.1.2 Part Two

1. Please report the following update settings for your Android device by following the instructions in the images below.
Scroll up on this menu

Touch the “Settings” option
Please report the text in image (5) for your device:

(a) Do not auto-update apps.

(b) Auto-update apps at any time. Data charges may apply.

(c) Auto-update apps over Wi-Fi only.

(d) I don’t know

2. The Google Play Store allows certain apps to be updated manually. For example, the following images describe how by deselecting the Auto-update checkbox, the Google Chrome app will no longer be auto-updated. (Only shown if the answer to the previous questions is (b) or (c))
Do you manually update certain apps in the manner shown above?

(a) I do not manually update any of my apps in this manner

(b) I manually update some of my apps in this manner

(c) I manually update most of my apps in this manner

(d) I don’t know

3. The following is a list of the most downloaded Android apps from the Google Play Store. From this list, please select ALL the ones you have installed on your Android phone. List taken from [53].

4. For a maximum of 10 randomly selected applications from the previous question:
(a) Assuming no data charges apply, how comfortable are you setting security updates to automatically download and install for the following apps? [0 - 100]

(b) Assuming no data charges apply, how comfortable are you setting NON security updates to automatically download and install for the following apps? [0 - 100]

B.1.3 Part Three

1. Have you ever regretted or had a negative experience updating any software?

   (a) Yes
   
   (b) No
   
   (c) I don’t remember

2. The following are some reasons why people regret installing updates. Please check all the reasons that have caused you to regret updating your software. (Only shown if the answer to the previous questions is “Yes”)

   (a) The update introduced new bugs in the software.
   
   (b) The update changed the user interface.
   
   (c) The update used up a lot of data.
   
   (d) The update took more time to install than I expected it to take.
   
   (e) The old version of the software worked better than the updated one.
   
   (f) Other - Write In
B.1.4 Demographics

1. What is your age? [Write In]

2. What is your annual household income?

   (a) Less than $25,000
   (b) $25,000 to $34,999
   (c) $35,000 to $49,999
   (d) $50,000 to $74,999
   (e) $75,000 to $99,999
   (f) $100,000 to $124,999
   (g) $125,000 to $149,999
   (h) $150,000 or more
   (i) Prefer not to answer

3. What is the highest education level you have completed?

   (a) No High School
   (b) High School Graduate
   (c) Some College
   (d) Bachelor’s Degree
   (e) Associate’s Degree
   (f) Master’s Degree
(g) Doctoral Degree

(h) Professional Degree (e.g., MBA, J.D.)

(i) Prefer not to answer

4. What gender do you most closely identify with?

(a) Male

(b) Female

(c) Other

(d) Prefer not to answer

B.2 Interview Guide

Thank you for participating in today’s study. As you read in the consent form, we will be recording the session so we can review it to make sure that we don’t miss any part of our conversation. Your name will not be associated with the recording or with any data I collect. Your comments and opinions will only be used in combination with the feedback gathered from other people participating in this study. Your individual comments will remain confidential. Do you have any questions regarding the consent form? Do I have your permission to start the recording?
B.2.1 Session Introduction

Today, I’m going to be talking with you about Android updating. The interview should last around 30 to 40 minutes. Before we begin, there are a few things I would like to mention:

1. During our discussion, I will ask you to share with me your thoughts and opinions on the different topics that we cover. I would like you to be honest and straightforward about your knowledge and habits regarding how you update your Android applications. I might ask you to expand on anything you mention if the information could be useful to the study. Please keep in mind that there are no right or wrong answers. We are not here to test you or your knowledge about any software technology.

2. Please feel free to comment on any thoughts or ideas you have as we talk. Your feedback is important in that it helps us get a better picture of real user behavior. Do you have any questions before we begin? Okay, let’s get started.

B.2.2 Android Updating Process

1. Have you ever updated the applications on your Android device?

2. Could you please tell me more about how you update your apps on your smartphone?

(a) For those who said automatic:
i. Why do you update your apps in this manner?

ii. Do you receive post-update notifications? Why? Why not?

iii. Do you click them to see what has changed? Why? Why not?

iv. Have you ever changed the update settings of your phone? Why or why not did you change the settings?

(b) For those who said manual:

i. Why do you update your apps in this manner?

ii. What’s your reaction when first receive the update notification?

iii. Do you click on it immediately or do you wait? Why or why not?

iv. Do you examine what has changed in each app or do you click “Update All”? Why or why not?

(c) For part-auto, part-manual:

i. Which are the apps that you update manually? Why do you do so?

ii. (Repeat both auto and manual questions)

B.2.3 Examine Android Device

1. Could you please show me your device? How long have you had this device for?

2. Does anyone else beside you use it?

3. Please show me where you can configure the update settings of your device (If changed settings before)
4. (If discrepancy between stated and observed settings) Why is there a difference? Could you please clarify?

B.2.4 Examine Android applications

1. For manual/part-auto, part manual update users:

   (a) Which applications are updated and which ones are not updated?

   (b) Tell me more about the apps you update and the ones you haven’t updated. Why, or why not?

   (c) Which are apps you more frequently use/trust/satisfied with/care about? Why or why not?

2. For auto-update users, look at the last five updated applications:

   (a) Are there any that you don’t want to keep updated? Why or why not?

   (b) What had changed in each of those applications updates (looking at the change log)? Are you comfortable


