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It is well recognized that context plays a significant role in all human endeavors. All decisions are based on information which has to be interpreted in context. By making information systems context-aware we can have systems that significantly enhance human capabilities to make critical decisions.

A major challenge of context-aware systems is to balance usability with generality and extensibility. The relevant context changes depending on the particular application. The model used to represent the context and its relationship to entities must be general enough to allow additions of context categories without redesign while remaining usable across many applications. Also, while efforts are put in by application designers and developers to make applications context-aware, these efforts are customized to specific needs of the target application, and only certain common contexts like location and time are taken into account. Therefore, a general framework is called for that can (i) efficiently maintain, represent and integrate contextual information, (ii) act as an integration platform
where different applications can share contexts and (iii) provide relevant services to make efficient use of the contextual information. This dissertation presents:

- a generic and effective context model - *Rover Context Model (RoCoM)* that is structured around four primitives: entities, events, relationships, and activities; and practically usable through the concept of templates

- a flexible, extensible and generic ontology - *Rover Context Model Ontology (RoCoMO)* supporting the model, that addresses the shortcomings of existing ontologies,

- an effective mechanism of modeling the context of a situation, through the concept of *relevant context*, with the help of *situation graph*, efficiently handling and making best use of context information,

- a context middleware - Rover-II, which serves as a framework for contextual information integration, that could be used not just to store and compile the contextual information, but also integrate relevant services to enhance the context information; and more importantly, enable sharing of context among the applications subscribed to it,

- the initial design and implementation of a distributed architecture for Rover-II, following a P2P arrangement inspired from Tapestry [149].

The above concepts are illustrated through *M-Urgency*, a context-aware public safety system that has been deployed at the University of Maryland Police Department.
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Chapter 1

Introduction

Context plays an essential role in our ability to interpret and use information presented to us. While we, as humans, consider context all the time in all our activities, computer systems do not usually take that into account. In fact, a computer system only takes into account the context the designer considers during the design process. As a consequence, a computer system’s ability to provide relevant information to us gets restricted and we end up having to sift through high volumes of information.

1.1 Motivation

Consider this scenario. Shiv is visiting a city for the first time and checks into a hotel. He pulls out his smart phone and opens up an app that gives him detailed information about the current weather and the extended forecast. He is hungry and brings up another app that not only shows him the restaurants nearby, but also considers that he is vegetarian and is fond of Indian food. More interestingly, it knows where the delivery is to be made; to the precision of the building and the room number he is in. While enjoying his favorite Mexican food, he gets a notification on his phone that he needs to renew his auto insurance within the next 24 hours. Later, as Shiv is about to fall asleep, he feels some uneasiness and gets breathless. He makes an 911 emergency to call a Public Safety Answering Point (PSAP). The emergency/police personnel receives not just a audio call but a live video
stream from his phone along with his precise location on a map interface. In addition, as they are automatically provided with Shiv’s additional details including his medical history, interestingly they are also made aware of the fact that Shiv had just had his Indian dinner. This helps the emergency personnel easily understand that Shiv, who is allergic to garlic, is probably reacting to it.

These days, our day-to-day activities are dependent on computing devices. They influence even some of our small decisions. In the above scenario, we see that Shiv makes use of his mobile device to perform some of his usual activities. Interestingly, these activities catered to his needs and likes, making it convenient for him. Even an unusual activity like an emergency call significantly differed from the usual, to his advantage. The difference in each of the activities here is that as they happened, the individuals and his surroundings context was taken into account. In the background, there has been an integration point that compiled the context for the situation, helping the applications to be context aware and more importantly enable them to share the context among themselves. The same is complimented with services that enhance the quality of the contextual information by presenting them effectively.

Our work has been focussed on conceptualizing, designing and implementing:

- a context model that helps effectively capture as much context of a given situation as needed,
- an ontology that supports the model to organize and manage the context,
- an integration platform that not just compiles the context but also compliments it with services that help perceive the same effectively and enables sharing of context
among applications

In the most useful form of information, its context is available with it. Many effective decisions and actions require that the context be explicitly considered. Many computer query outcomes are significantly improved with the use of context information. Considering a simple example, when searching for a well-reviewed restaurant, a preference for vegetarian food will influence the selections a user wants displayed first. An excellent restaurant may have only limited vegetarian options; although this restaurant may be favorable to non-vegetarians, the context of the vegetarian user is important. Clearly, making applications context-aware will improve results. Although context-aware applications can be developed piecemeal, a common context-aware system enables easy integration and communication among applications. These applications can communicate contextual information with one another through such a system, which stores and handles context. Each application need only communicate through a common interface with the system to share context with other applications; there is no need to coordinate each pair of applications to share information.

1.2 Concepts

As we address these issues, it is essential that we familiarize ourselves with various concepts in the field of context-aware computing.
1.2.1 Context

Probably, the most used term in this dissertation is context. The term context finds definitions in different domains, right from the dictionary to linguistics to computer science. The term context has been extensively used as a concept for understanding words in linguistics and understanding the circumstances surrounding an event. Computer science has used the term context for specific circumstances, such as context switching in operating systems and context-free grammars in theory of computation, but only in the last two decades has a general definition of context attempted to be elaborated on, specifically for context-aware computing.

In the field of context-aware computing, one the most quoted definition of context is by Dey [36] - ”Context is any information that can be used to characterize the situation of an entity. An entity is a person, place, or object that is considered relevant to the interaction between a user and an application, including the user and applications themselves.” The focus here is on adaptiveness of the application rather than change in its behavior.

Context is essentially a property or an attribute of any of the elements of the pervasive system. It can also be the ability of an entity in the system to carry out an activity or the role that the entity plays in an activity. It can have a type and description, and a value that can be discrete/nominal. It can also have a hierarchical structure. With this perspective, location, identity can all be considered as properties of an entity and hence part of its context. Consider a person with motor disability, this piece of information is also part of his/her context and can play an important role in situations that require him/her to perform certain tasks, which require movement.
We do not attempt to refine the term *context* in this proposal, but try to extend the definition taking into account the practical implementation of applications that are context-aware. Our definition, as found in [6] is:

*Context consists of one or more relationships an information item has to another information item. An information item can be any entity, either physical (such as a person, a computer, an object), virtual (such as a computer service, a group of people, a message), or a concept (location, time, and so on). A relationship describes a predicate connecting two or more information items, which may change at any time for any reason.*

1.2.2 Context Model

In any given situation, there may be a lot of factors that influence the context. A framework is required that can recognizes these factors, represents the context information produced or influenced by these factors and handles the context information efficiently. This framework is called a context model. The context model is the crux of any context-aware system. The whole system is built around the context model. The context model must be general; at design time, we do not know what information will be relevant to all applications. New applications may require new types of context information.

In this research work, we present Rover Context Model (RoCoM), a generic, extensible and practically usable context model that is structured around four primitives: entities, events, relationships, and activities which we discuss in detail in Chapter 3.
1.2.3 Context Model Ontology

The context model depends on a mechanism to efficiently store and access the contextual information it represents. One of the most efficient and popularly adopted approach is an ontological approach. An ontology is an efficient way to store complex and densely interrelated pieces of information. It can be visualized as a dense graph structure, representing the pieces of information and their relationship.

We present our context model ontology - Rover Context Model Ontology (RoCoMO) in chapter 4, along with the advantages of this approach.

1.2.4 Context Aware Systems / Middleware

Dey et al [37] state - ”A system is context-aware if it uses context to provide relevant information and/or services to the user, where relevancy depends on the users task.” They focus on adaptiveness of the application rather than change in its behavior. They also specify certain features that a context-aware application should support: presentation of information and services to a user, automatic execution of a service for a user and tagging of context to information to support later retrieval. A context-aware middleware acts as an integration point that compiles the context for the given situation, enabling the applications, subscribed to it, to be context aware.

We present Rover-II, a framework for contextual information integration, that could not just be used to store and compile the contextual information, but also integrate relevant services to efficiently use the same for applications and, more importantly, enable sharing of context among the applications subscribed to it.
1.2.5 Situation

A situation is a temporal state describing activities and relations of detected entities in the given environment [25]. A situation can be understood as a snapshot of all the possible context at a given point of time, with respect to an entity or application.

We introduce the concept of relevant context, the subset of the whole context with respect to the entity or the application that is pertinent to a given situation. We present situation graph that captures the relevant context, taking into account all the primitives of RoCoM. We discuss this in detail in chapter 6.

1.3 Objectives

We understand from the literature (presented in Chapter 2) that certain basic problems in the still emerging field of Context-Aware Computing are yet to be addressed. Our research work has been focused on addressing the following:

- a generic context model that helps effectively capture the context of a given situation, considering all possible factors that influence the context other than just the entity of interest

- a generic, flexible and extensible ontological base for the model that addresses the shortcomings of the existing ones,

- an effective mechanism to model the context of a given situation

- an integration platform that not just compiles the context but enables:
  
  - sharing of context among applications, to make effective use of context
enhancing the context information, providing relevant services to perceive the context information better.

1.4 Contribution

This dissertation presents:

- a generic, extensible and practically usable context model - *Rover Context Model* (RoCoM) that is structured around four primitives: entities, events, relationships, and activities; built using *Rover Context Model Ontology* (RoCoMO).

- the concept of *relevant context* to model the context of a given situation, using a *situation graph*, for efficiently handling and making best use of context information.

- the design and implementation of a context middleware - Rover-II, based on our context model which serves as a framework for contextual information integration, that could be used not just to store and compile the contextual information, but also integrate relevant services to enhance the context information; and more importantly, enable sharing of context among the applications subscribed to it,

- the initial design and implementation of a distributed architecture for Rover-II, following a P2P arrangement inspired from Tapestry [149].

- M-Urgency, a context-aware public safety system built on Rover-II, as a practical proof of our concepts and ideas.
1.5 Organization of the Dissertation

The dissertation is organized into chapters as described as the following. In this chapter we introduced the concepts related to context-aware computing. We present our literature survey in chapter 2. We then introduce our context model - Rover Context Model (RoCoM) in Chapter 3. RoCoM is based on the ontology defined and developed by us called Rover Context Model Ontology (RoCoMO) which we discuss in chapter 4. We discuss the design and implementation of our context framework and middleware - Rover-II in chapter 5. We introduce the concepts of relevant context, relevant filtering and situation graph in chapter 6, that discusses the critical part of how the context information is actually handled based on a given developing situation. We then discuss our information model in Chapter 7 detailing how information flows in an event-driven system. Chapter 8 introduces M-Urgency, a full fledged public safety system developed on Rover-II based on the concepts proposed by us. Chapter 9 describes our initial efforts put towards designing a distributed architecture for Rover-II and discusses our initial results in utilizing the same for M-Urgency application. We finally discuss our concluding remarks, our contributions and future work in chapter 10.
Chapter 2

Literature Survey

Context itself requires extensibility as it can expand and contract with time. Context is always in relation to an element of a context-aware system and with respect to some situation or event. To be effective and efficient aid for decision making, context-aware systems should be broadly applicable and support a wide array of functionalities for using and passing around contextual information. The context model, which forms the underlying framework for representing context in the context-aware system, should be general, flexible and expressible.

The main focus of context-aware computing is assessing and understanding a given situation. The term *situation-awareness* is synonymous with context-awareness as found in the literature [25] [44]. Though situation awareness has been stressed in the literature, we were unable to find attempts to provide a generic mechanism to represent the context of a given situation. Our attempt in this dissertation is directed precisely towards that.

A major challenge of context-aware systems is to balance usability with generality and extensibility. The relevant context changes depending on the particular application. The model used to represent the context and its relationship to entities must be general enough to allow additions of context categories without redesign while remaining usable across many applications. Also, while efforts are put in by application designers and developers to make applications *context-aware*, these efforts are customized to specific
needs of the target application, and only certain common contexts such as location and time are taken into account. Therefore, a general framework is called for that can (i) efficiently maintain, represent and integrate contextual information, (ii) act as an integration platform where different applications can share contexts and (iii) provide relevant services to make efficient use of the contextual information. Such a context model and a context-aware framework is presented in this research work, which focuses on simple, extensible and general representations of both context and its relationship to different elements of the system. It is general enough to allow additions of context categories without redesign, while remaining usable across many applications. This chapter discusses some of the important terms in the field and relevant related work from the literature.

Several studies have been presented in the literature that emphasize the importance of context and situation awareness. We list a few in this section. Context Awareness was first introduced by Schilit et al [117] to develop a software adapting to location, nearby people and objects and changes in their information. An early work found in the literature is by Schmidt et al. [118] who specify that generic understanding of a situation requires more than just the location. Dey et al. [36] [38] define the term situation as an abstraction that describes the states of relevant entities with the help of widgets, aggregators and interpreters as part of their context toolkit. Beigl et al. [89] discuss context and situation-aware networking for performance efficiency. They consider the situation of an artefact (a mobile device) as a collection of contextual information that leads to adaptive decisions, including communications behavior for network optimization. They define four attributes for defining context - the type of situation, value of situation, time stamp of change in value and reliability of the value. Cook et al. [32] discuss a situation model that
contains many contextual features derived on the basis of general world knowledge and argue that the inferential information can be activated from the same without depending on pre-existing semantic relations between entities. Petersen et al. [71] have utilized Case Based Reasoning for user situations assessment for context-aware mobile systems[127]. Their focus is on a Multi Agent System, consisting of information suppliers, to provide the user with personalized and contextual information. Meissen et al. [88] argue that understanding the situation of a user allows the system to better target the information to be delivered. They present a model to handle various contexts and situations in information logistics. They define context as a collection of values usually observed by sensors, and a situation builds on this concept by introducing semantical aspects defined in an ontology [135]. Chen et al. [27] presented COBRA-ONT which is an ontology for their Context Broker Architecture (CoBrA) for meeting room domains. They also have another ontology SOUPA [30] which is a more comprehensive and exhaustive ontologies composed by combining several other ontologies.

Despite such a rich landscape in research related to context, context modeling and context-aware systems; a complete, generic and comprehensive model and system are missing. Most of the models and systems are either too domain specific or conceptual. Also, a number of models focus only on the user rather than the overall situation at hand. The solutions presented in this research work are aimed at addressing these concerns. The model we have is simple so that it is easy for designers to translate real world concepts to the modeling constructs, and it is general so that it can be used in a number of domains. Ontological base, using OWL, lends its flexible, expressive and extensible power to it. The system presented focuses not only on the user but also on different dimensions of
context such as location, time, activities etc. The design of Rover II is generic to be applicable in any domain. It provides a means to store and retrieve contextual information, and also facilitates providing relevant services to the applications so that the contextual information can be used more effectively. It also communicates with third party services and external databases for gathering contextual information, consolidating it and presenting it to client applications in a pertinent way. It has advanced context usage functionalities such as learning from past context (context history) and reasoning. A very important aspect of Rover II is that it is designed to serve as an integration platform for different mobile applications which share contextual information.

Below, we present a more specific discussion in the literature on the various concepts pertaining to our research work.

2.1 Aspects of Context

One way to describe the aspects of context of any primitive of a pervasive system, is by categorizing it into static and dynamic based on temporal characteristics [58]:

- **Static contextual information**: This includes those properties of the system that do not change with time. The identity of any entity such as a person or device is its static contextual information.

- **Dynamic contextual information**: This includes those properties of the system that vary with time. For example, the location of an moving entity is its dynamic contextual information.
Context can also be classified as active context and past context. The context of any primitive that holds true at a given point of time is called its active context. Due to the dynamic nature of context, it is important to maintain context history for a primitive. This is called its past context.

The above definitions capture the key idea of context but provide no insight into the actual implementation of a context-aware system. From the perspective of implementation, we require a more concrete representation of context. This can be achieved by a context model.

### 2.2 Context Model

Strang et al [128] identified the following categories of context models based on the representation of context:

- **Key value models** - These are the simplest models where a ⟨key,value⟩ structure is used to represent the functions of a service.

- **Markup scheme models** - These use a hierarchical data structure with tags, attributes and values.

- **Graphical models** - Models that use Unified Modeling Language (UML) to describe context

- **Ontology based models** - These use ontologies defining concepts and relationships between those concepts. These are by far the most popular context models.
• **Logic based models** - These primarily consist of facts, axioms and rules stored in a knowledge base. New rules can be added to the knowledge base using inference.

• **Object oriented models** - These use objects to represent context types and encapsulate their values. These follow the object oriented paradigm of reusability, encapsulation and inheritance.

A context model should incorporate the most useful features and characteristics of existing context models. As evident in survey conducted by Bolchini et al [24], the context model should serve efficiently in any domain and will be abstract enough to manage all the dimensions of context such as location, time, and user profile. It should be versatile enough to have a rich set of representation features such as flexibility, context granularity and constraints. It should also be advanced enough to incorporate a variety of context usage functionalities such as context construction and reasoning, context information and quality monitoring, automatic learning features, multi context modeling, contextual ambiguity and incompleteness management. Representation of context, which may be a context ontology [72], should be simple and expressible so that any complex piece of contextual information can be easily represented; flexible and extensible so that it can allow expansion and contraction of context; and general so that it can represent contextual information in any domain. We incorporate these requirements of context modeling in a simple, extensible, general and expressible context model, presented in chapter 3.

As part of their survey, Bolchini et al [24] also identify five categories of models and context-aware systems based on the main focus of the model, the representation of context and the usage of context. A system which covers all these categories will address
the context problem as a whole and be applicable in any domain. Such systems will be abstract and generic enough to be applicable in any domain or environment. These categories are:

- **Channel-device-presentation** – This category of context-aware systems are application-centric, with limited management of location and time. They have limited flexibility and are characterized by centrally defined context.

- **Location and environment** – These models provide accurate location and time management, high degree of flexibility and centralized definition of context.

- **User activity** – This category of model focuses on the user and the user’s activity as the main subject.

- **Agreement and sharing of distributed context** – These focus mainly on information and context sharing. Contextual information will be available from distributed sources and efficient sharing is required. Context quality monitoring and ambiguity resolving are the key issues here.

- **Selecting relevant data, functionalities and services** – These cater towards using context to determine which information, functionalities and services are relevant to the user. The application is the main subject of the model and context dimensions such as time and location are accurately provided.

The context model depends on a mechanism to efficiently store and access the contextual information it represents. One of the most efficient and popularly adopted approach is an ontological approach, which we have adopted in our research work.
2.3 Context Model Ontology

Ye et al [146] propose the following coarse-grained criteria to assess ontologies in pervasive computing [113] environments:

- Clarity and Coherence: Ontological concepts must be unique, unambiguous and distinguishable through their properties and constraints.

- Ontological commitment: Ontologies should make sufficient claims about the domain to support the intended knowledge sharing and reuse. If too many claims are made on a domain, the extensibility of ontologies is limited; however, if too few are made, the range of applications that can actually use the ontology will be reduced.

- Encoding bias: Ontologies should be specified at the knowledge level without depending on a particular symbol-level encoding.

- Extensibility: It should be easy to add new terms to ontologies without causing ambiguity.

- Orthogonality: General concepts should be defined as independent and loosely coupled atomic concepts.

Based on their analysis, they conclude that most of the context ontologies have several shortcomings and SOUPA [28] and CoBrA-Ont [27] are the only ontologies that come close to satisfying these requirements. However, we believe that their formulations are inadequate to address the general problem our study addresses. In addition, the problem with some of the general and exhaustive ontologies such as OpenCyc [97] is that they
become too cumbersome to use in a system designed for efficient and effective use in real time. We believe that it is not possible to enumerate all possible concepts, and the relationships between them, that could be used in a practical context-aware system.

A number of studies in the field of context-awareness ignore the details of how context is derived from sensors, and focus more upon modeling contextual information and delivering this information to applications. The goals of these works are similar to ours. We briefly describe them and their underlying ontologies and examine their shortcomings.

CoBrA-Ont [27] is a collection of ontologies for describing places, agents and events and their associated properties in an intelligent meeting-room domain. SOUPA [28] was developed to provide pervasive computing developers a shared and upper ontology that combines many useful vocabularies from different consensus ontologies such as FOAF, DAML-Time, RCC, BDI, and Rei policy ontology [96]. Other contemporary ontologies include CONON [55] where the context ontologies are divided into upper ontology and domain-specific ontologies; CoDAMoS [99], the context ontology is centered around four entities - user, environment, platform and service; ASC/CoOL [129] that enables context awareness and interoperability; Gaia [105] that incorporates ontologies for context awareness, service discovery and matchmaking, and interoperation between entities in a pervasive computing infrastructure mainly geared towards smart spaces; and GLOSS [35] which employs ontologies for the precise understanding of various contexts and services in smart spaces.

Three surveys mentioned earlier ([107], [79] and [19]) have asserted that of all the current ontologies used for context modeling, SOUPA is the most comprehensive ontology satisfying a majority of the requirements listed. However, both SOUPA and CoBrA-
Ont have no provision for provenance, quality of context and multiple representations. CONON enables provenance by using the concept of sensed, derived, aggregated or deduced context but lacks features such as comparability. Gaia takes on the challenge of modeling uncertainty and reasoning over it. However, their ontologies are restricted to the smart spaces domain and do not model provenance either. As mentioned above, even general and exhaustive ontologies such as OpenCyc [97] have shortcomings such as being too cumbersome to use in a system that is designed to be used efficiently and effectively in real time.

Hence, in our opinion, it is best to develop a generic base ontology and make it extensible for users just as most of the context model and ontologies like SOUPA have done. Our goal is to address all possible shortcomings that we discussed above. Our context model ontology - RoCoMO (Rover Context Model Ontology) is being developed in OWL2 DL [1] that is expressive, versatile and supports reasoning. It also satisfies the assessment criteria mentioned above and its concepts are unique, unambiguous and clearly defined; it is extensible and hence not restricted to a single domain; and it does not have any encoding bias. We present RoCoMO in chapter 4.

2.4 Situational Modeling

According to Endsley [44], situation awareness refers to “the perception of the elements in the environment within a volume of time and space, the comprehension of their meaning and the projection of their status in the near future”. Over the years, guidelines and processes have been developed for building situation awareness models from
a goal-oriented perspective. Endsley [45] discusses how situational awareness is critical to convert data into information, so that the right and efficient use of the same can be made in systems. He introduced a three layered situation model of Perception, Comprehension and Projection [43] for representation, interpretation/assessment and prediction of future states respectively. Feng et al. [48] extended this model, adding a terrain model for command and control domain in Context-Aware Decision Support system (CaDS). It incorporates a shared situation awareness model providing customized views and services through a group of entity agents. Jameson [63] explains how an adaptation decision should incorporate not just the information about the current situation but consider user’s current state, users’ behavior, long-term user properties along with the information about the current environment. Brdiczka et al. [25] argue how context-aware services should be based on supervised learning of situation models through regular user feedback. They explain their approach with a scenario of an intelligent home wherein the various devices in the house operate based on the resident’s feedback. We do not find in the literature much work wherein context-aware systems are extensively integrated with situational modeling. Though some of the approaches listed above have taken some steps in this direction, the focus has been on some rule based states to understand the context of a user, rather than a formal approach to context modelling. RoCoMO has been designed with an extensive ontological model driven foundation along with capabilities to model a situation ontologically.
2.5 Context Aware Systems

In section 2.2 we discussed the five categories of models and context-aware systems identified by Bolchini et al [24]. A context-aware system, that captures all the features of these aforementioned categories, will focus on the context problem as a whole, and will be abstract and generic enough to be applicable in any domain or environment. Some of the contemporary context models and context-aware systems, which fall into all the categories, include ACTIVITY [69], an Activity Theory based model which encapsulates context as a set of elements which influence users’ intentions while doing some activities. The model appears to be in its nascent stage and the implementation details are not very lucid. Another such system called ConceptualCM is described in [34], which has a conceptual framework that considers context as a part of a process rather than a state. In this system, all possible contextual information for a scenario is contained in an information space modeled as a directed state graph. Each node represents a contextual piece of information and edges denote the conditions for changing context. In [143], Yang et al describe an ontology based context model which is specific to learning environments.

CASS [47] is a centralized server-based context management framework with distributed sensors. It consists of a sensor listener and a rule engine. CoBrA [28] consists of a Context Broker for sharing contextual information, a Context Knowledge Base, and a Context Acquisition Module, but is too specific to the domain of meeting management. In Context-ADDICT [23], a tree based structure called Context Dimension Tree is proposed, which can be used to represent context at different levels of granularity. However, the model lacks features like context history and reasoning. GraphicalCM [58], a theoret-
Figure 2.1: Context Models, Context-aware Systems and Middleware - A Comparison

A holistic context model, focuses on context quality and its temporal aspects. Context Toolkit [111] is a context-aware system for distributed setting with a peer to peer architecture. It consists of distributed sensors and a centralized discoverer. The Hydrogen project [59] follows a completely decentralized architecture with two devices exchanging contextual information as soon as they discover that they are in close proximity. Bolchini et al [24] provided a detailed comparison between context models/ context-aware systems from the literature. We extend this comparison, considering additional criteria, and present the same in Figure 2.1. Importantly, we have highlighted the systems for which we found concrete implementation details in the literature. We compare these systems with our context-aware middleware, Rover-II (presented in chapter 5).

Most of the presented models in the literature are user centric, and the context of a situation is defined only with respect to the entities involved in it. Moreover, most of the
systems and middleware proposed are too specific to a particular domain in their implementation, or are general but only conceptual. We address these issues through Rover-II and RoCoM. RoCoM considers (in addition to the entities), events, activities, their properties, and the relationships between them. RoCoM is simple so that it is easy for designers to translate real world concepts to the modeling constructs, and it is general so that it can be used in many domains. It represents various dimensions of context such as location, identity, time, as well as the application and user. It is an ontological model and the modeling language being used for its implementation is the Web Ontology Language (OWL) which lends its flexible, expressive and extensible power to it. Rover II is being designed to support all the requirements of middleware in ubiquitous environments as mentioned in [102] - It supports integration of different mobile applications and collection and storage of information from heterogeneous services, provides support for inference, reasoning and learning. Ontological approach, using RoCoMO, allows a common semantic framework for representing context.

2.6 Context-awareness, Humanitarian Relief Planning and Social Computing

A lot has been discussed in the literature on how context of the situation and place is relevant when humanitarian relief is planned. Wendy et al [139] reflect on how local area details provide the context to which plans are tailored. Rainsford et. al. [31] highlights how information overloading is avoided if information is provided to the user in specific context. Barani et. al [13] specifically stress upon context-awareness when collabora-
tive planning is done between distributed planners. Kikiras et. al. [70] has proposed an integration platform for autonomic computing for disaster relief. The idea here is to provide a middleware for intelligent, collaborative and context aware services using rumor spreading techniques. Siren [142] provides a foundation for gathering, integrating, and distributing contextual data, such as location and temperature to support tacit communication between firefighters with multiple levels of redundancy in both communication and user alerts. Tomaszewski et. al. [131] argue that information foraging and sense-making with heterogeneous information are context-dependent activities. They attempt the challenges of constructing and representing context within visual interfaces that support analytical reasoning in crisis management and humanitarian relief. MacEachren et al [85] specifically discuss about geo-spatial information. They briefly put forth on how groups or groups of groups can work with geospatial information and technologies in crisis management.

Handling emergency situations is critical. Research works have been presented to make emergency situation handling more effective and efficient. The efforts range from improving the quality of the service to providing better information to the emergency responders. The focus of M-Urgency, a context aware public safety system built on Rover-II, has been on providing better contextual information to the emergency responders which enables them to be better prepared for the situation and can provide better efficient and effective service. We present M-Urgency, in detail, in chapter 8.

Connie White et. al. [140] recognize the extreme popularity of social network sites today and that they can be employed in the context of emergency service. Considering the open nature of the social networks, they can be effective in creating awareness, pre-
paredness and sharing of some critical information but contradict the nature of how 911 services work today where maximum confidentiality is maintained. Jiang et al [142] show how gathering, integrating and distributing contextual information enables tacit communication between fire fighters. NG-911 [60], the next generation 911 service operates on Internet protocol enabled emergency service communications network infrastructure. The focus here is to establish better interoperability among the emergency call centres, fire and rescue unit, law enforcement department and other emergency services. A major accomplishment of NG 911 has been in establishing a centralized approach for receiving an emergency from anywhere in the USA and routing the call to the appropriate call center based on the location provided by the mobile vendor. E-911 [39], enhanced 911 has enabled making emergency calls through voice over IP (VoIP), providing the location information and call back number. There has been attempt to make use of video stream to improve situational awareness during emergencies, as presented by Bergstrand et al [18]. The initial study proves the effectiveness of video communication in such situations. Kraut et al [73] have also shown how visual information can be used in effectively accomplishing a collaborative physical task in a given situation. They show how the impact of the amount and the quality of visual information on the performance. There have been other attempts to provide location services during emergency calls as in [114] and [148].

Our efforts [77] align with the overall objectives of 911.gov, where the focus is on forming Community Response Grid (CRG) [124][62][61][141]. The Community Response Grid would enables residents to report and receive information about emergent events such as fires, floods, tornados, hurricanes, community health concerns, and ter-
rorist attacks through web-enabled computers and mobile devices, as well as cell phones providing text messages, photos, or videos that could be shared with community officials and other citizens. The central idea of a CRG is to provide ICT-empowered resident-to-resident (R2R) assistance when it is needed. The Nation of neighbors [94] is another effort in effectively involving social contributions to handle crimes. It’s Reporting System enables citizens to report incidents which may go through a member moderation process before it is being broadcast and utilized by law enforcement groups and/or other citizens.

We did not find in the literature efforts taken to handle all the three critical aspects which we try to address through M-Urgency: (1) utilizing technology, enabling social contribution towards public safety, (2) utilizing technology for effective communication (audio, video, real-time location etc.) and more importantly (3) real-time/immediate reporting of the emergency, directly to the PSAP.
Chapter 3

Rover Context Model - RoCoM

The context of any entity may include a very large number of items, at any given time. But depending on the current situation and goals, only a few of these items may be pertinent. This defines the relevant context. Note that the relevant context is a subset of the overall context, and is likely to change as the situation changes and even as additional information becomes available. To process relevant context in a context-aware system, a framework for storing and representing context is necessary. This framework is called a context model. The context model must be general; at design time, we do not know what information will be relevant to all applications. New applications may require new types of context information. In this chapter we discuss our context model - Rover Context Model (RoCoM).

We first discuss about the hierarchical approach of handling contextual information and then present our Context Model - RoCoM and the ontology we developed for the same - RoCoMO.

3.1 Hierarchical Storage

While the context of the entities are stored statically in Rover II, the context of the events, activities and relationships is considered dynamically. Contextual information storage and representation on Rover II is adapted from the RDF approach. We attempt to
extend the approach and believe that it would be more effective if the relationship is represented hierarchically. For example, to say that Mary is related to Bob and Mary is also married to Bob, the RDF approach requires two triplet entries. This incurs redundancy in storage. Thus, we propose to represent and store the information hierarchically. This also enables access to the contextual information at various abstract levels. Figure 3.1 shows the relationship between A and B as represented in Rover II. Say the three relationships we would like to store are: A is related to B, A is friend of B and A is classmate of B. Using RDF, we should need to store three entries, but when we represent the relationship hierarchically as shown in Figure 3.1, only two entries are required. When A is friends with B or when A is a classmate of B, it implies both A and B are definitely related. An additional entry can be avoided in this case. When we deal with exhaustive information being stored about every entity, this would be significantly reduce the number of records.

Every entity has a hierarchical tree representation, with leaf nodes containing either a literal or another entity while the internal nodes are essentially the contextual information of the entity. Every entity is recognized with a unique identifier. Every non-leaf node is represented with a tag, as shown in the example in Figure 3.1. Each tag may have a set of properties properties associated with it. For example, a tag <Height> can have a property that specifies the units of the value stored as the leaf of the tag.

The hierarchical representation and storing of contextual information has its advantages as listed below:

- **Multi level relationship** - Multiple levels of properties that an entity may have can be easily represented here
Figure 3.1: Hierarchically representing the relationship while storing the contextual information.
• Abstraction - Levels of abstraction of information are possible in this case. If a list of all the friends of A is required, it can be easily accessed here. Additionally, if all those related to A (not just friends, but also siblings) are required to be listed, it can be accomplished efficiently here.

• Specificity - Going down the hierarchy, very specific information can be efficiently accessed here.

• Exhaustive - Information regarding an entity can be represented and stored without any limitations. All the information will be available through the unique ID of the entity.

• Extensible - Additional information can be easily added in new branches without affecting the existing information.

• Generic - Any entity can be represented with this approach with ease; be it an individual, an object or even an organization.

• Non-redundant - Information maintained here will avoid redundancy as compared to a tuple record based approach. For example, the very information of the unique ID of an entity has only once instance here as compared to a tuple record based approach, where every record needs to store the ID.

The following shows a partial ontology description of a “Person” entity.

```xml
<owl:Class rdf:ID="Entity"/>
<owl:Class rdf:ID="Person"/>
(rdf:subClassOf rdf:resource="#Entity")
</owl:Class>
```
(per:UnderGrad rdf:ID="UnderGrad")

(per:SchoolName rdf:ID="UGSchoolName" rdf:datatype="String")

Springfield College (/per:SchoolName)

(per:GPA rdf:ID="UGGPA" rdf:datatype="number") 4.0 (/per:GPA)

(/per:UnderGrad)

(per:Grad rdf:ID="Grad")

(per:SchoolName rdf:ID="UGSchoolName" rdf:datatype="String")

Big State University (/per:SchoolName)

(per:GPA rdf:ID="GPA" rdf:datatype="number") 4.0 (/per:GPA)

(/per:Grad)

(/per:Qualification)

(per:Relations rdf:ID="Relations")

(per:Blood rdf:ID="BloodRelations")

(per:Parents rdf:ID="ParentsRelationship")

(per:Father rdf:ID="Father" rdf:resource="#234567890")

(per:Mother rdf:ID="Mother" rdf:resource="#234327890")

(per:Parents)

(per:Siblings rdf:ID="SiblingRelationship")

..

.. (/per:Siblings)

(/per:Blood)

(per:Business rdf:ID="businessRelationship")

..

.. (/per:Business)

(per:Friends rdf:ID="friendRelationship")

..

..
The hierarchical representation of information can be implemented using an ontology language such as Web Ontology Language (OWL). We have implemented our ontology - RoCoMO using OWL which we discuss in chapter 4. OWL has several advantages over traditional modeling languages [27]:

- It is more expressive and hence allows more versatile knowledge representation.
- It is specifically an ontology language and hence, has many predefined classes and properties for modeling ontologies.
- It is a standard and is endorsed by the well known World Wide Web Consortium.

As a result, a number of development and integration tools are available for it.

3.2 Rover Context Model - RoCoM

An ideal context model is one which incorporates the most useful of the above features and characteristics. As identified by the survey conducted by Bolchini et al [24], the context model should serve efficiently in any domain and should be abstract enough to manage all the dimensions of context such as location, time, and user profile. It should be versatile enough to have a rich set of representation features such as flexibility, context granularity and constraints. It should also be advanced enough to incorporate a variety of context usage functionalities such as context construction and reasoning, context in-
formation and quality monitoring, automatic learning features, multi context modeling, contextual ambiguity and incompleteness management. Representation of context should be simple and expressible so that any complex piece of contextual information can be easily represented; flexible and extensible so that it can allow expansion and contraction of context; and general so that it can represent contextual information in any domain. We incorporate these requirements of context modeling in a simple, extensible, general and expressible context model, RoCoM.

Most of the proposed models in the literature are user centric, and the context of a situation is defined only with respect to the entities involved in it. RoCoM considers (in addition to the entities), events, activities, their properties, and the relationships between them. Moreover, most of the systems and middleware proposed are too specific to a particular domain in their implementation, or are general but only conceptual. To address these shortcomings, we have developed RoCoM. RoCoM is simple so that it is easy for designers to translate real world concepts to the modeling constructs, and it is general so that it can be used in many domains. It represents various dimensions of context such as location, identity, time, as well as the application and user. It is an ontological model and the modeling language being used for its implementation is the Web Ontology Language (OWL) which lends its flexible, expressive and extensible power to it.

The subsections below discuss the various aspects of RoCoM.
3.2.1 Primitives

RoCoM is an ontological model built around four primitives that can used to describe a situation and its associated context. These primitives are the building blocks of every context-aware system built on RoCoM. Each piece of contextual information is associated with at least one of these primitives. The primitives are:

1. *Entity* - An individual element of the context-aware system, such as a person, a place, an organization, or a computing device. The properties or attributes of an entity constitute its context. An entity can be classified as physical or virtual; permanent or transient; single or group. Typically, entities would be specific to a situation. For instance, in the case of an accident, an entity involved can be a person, place, car, building, etc.

   An *entity* is of the form

   \[ \text{entity} \langle n, C \rangle \]

   where \( n \) is the name of the entity

   and \( C \) is its context, a set of attributes.

2. *Activity* - An activity occurs for a fixed time and causes a change in context. Every activity is driven by a desired outcome or an implicit *goal* that can be long term or short term. The goal ceases to exist once the activity to achieve it has been performed. There can be interaction or coordination between different activities to achieve the common goal. Every activity is performed by one or more entities and derives a part of its context from those entities. It should also have some executable or action associated with it, which is required to carry out the operations neces-
sary for the activity to achieve the goal. An instance of an activity can be calling Emergency Response Service to dispatch help to an accident victim.

An activity is of the form

\[ \text{activity}(n, t_s, t_e, G, E, C) \]

where \(n\) is the name of the activity,

\(t_s\) is the starting time associated with the activity,

\(t_e\) is the ending time associated with the activity,

\(G\) is the goal driving with the activity,

\(E\) is the set of entities associated with the activity,

and \(C\) is its context, a set of attributes.

3. Event - An event has one or more entities involved in it and can consist of one or more activities. Every event will have a start time and/or end time, along with a duration, associated with it. An event catalyzes the context-aware system and sets the implicit goal for it. This goal can then be further broken down into its subgoals for each of the activities. An event has its own properties or context, and inherits the context of entities and activities involved in it. For example, a road accident can be considered as an event that catalyzes the context-aware system to launch an emergency response.

An event is of the form

\[ \text{event}(n, E, A, C) \]
where $n$ is the name of the event,

$E$ is the set of entities associated with the event,

$A$ is the set of activities associated with the event,

and $C$ is its context, a set of attributes.

The event and the activities are driven by a goal, represented by a condition. As the event triggers a situation, it sets an overall goal to be addressed in the situation. The activities will have the sub-goals respectively and cease to exist once the condition is satisfied. As the goal corresponding to the event is satisfied, the situation ceases to exist.

4. **Relationship** - A relationship describes how two primitives relate to each other. A relationship can also have context. Relationships can be derivative or transitive i.e. if primitive $A$ has a relationship with primitive $B$, which in turn has a relationship with primitive $C$, then $A$ may also have a relationship with $C$.

A relationship is of the form

$$\text{relationship} \langle P_1, n, P_2 \rangle$$

where $P_1$ and $P_2$ are primitives

and $n$ is the name of the relationship.

### 3.2.2 Templates

An important element of our model design, which makes it practical and implementable, is the concept of a Template. A template is a predefined default structure for
Figure 3.2: Partial description of the RoCoM Ontology
any primitive. It can take the form of an information model in case of an entity, describing what contextual information the entity can possibly have. It can also take the form of a sequence of actions and executables for an activity or an event. For a relationship, it can simply describe what primitives are part of the relationship. The template for a primitive contains elements of its complete context. The information for some of the elements may not be available, in which case the template can have placeholders that will be replaced when the information becomes available.

RoCoMO is being implemented in OWL using the Protege-OWL editor [100]. The templates for primitives are essentially formalized descriptions of the top level classes and derived sub-classes in RoCoMO. An individual instance of a primitive can be obtained by instantiating a template. The attributes of an individual represent its contextual information. The RoCoM Ontology includes the following top level classes:

- **entity** - This class can have several sub-classes to represent individual entities in a domain. For instance, “person” is a subclass of “physicalentity” which is a subclass of entity. The following shows a fragment of the “person” template including the object property ‘daughter’ and two data properties - ‘likesfood’ and ‘likespets’, an individual named “xyz” of that class with those properties specified.

```xml
<Class rdf:about="&person;person">
  ⟨rdfs:label xml:lang="en"&person;/rdfs:label⟩
  ⟨rdfs:subClassOf rdf:resource="http://www.semanticweb.org/prets/ontologies/rover/rdfxml/physicalentity#physicalentity"/⟩
</Class>
<ObjectProperty rdf:about="&person;daughter">
  ⟨rdf:about="&owl;FunctionalProperty"/⟩
  ⟨rdf:about="&owl;InverseFunctionalProperty"/⟩
  ⟨rdfs:label xml:lang="en"&daughter;/rdfs:label⟩
</ObjectProperty>
```

• event - Several subclasses can be derived from this top level class to represent specific events such as “accident”, “wedding” etc.

• activity - This top level class can be used to derive several subclasses like “call”, “assign” etc.

• relationship - A relationship can be between two classes (subclass/superclass), a class and an individual (member) or a specific relationship between two individuals (object properties).

Figure 4.2 shows a partial description of the RoCoM Ontology. The encircled concepts show the application specific (application being M-Urgency in this case) concepts
that can be derived from the top level core concepts.

As mentioned earlier, relevant context is the context of a primitive that is pertinent to the event or activity. For any entity, it will be the intersection of the entity’s context and the context of the activity or event, with only direct properties of the primitives being taken into consideration. It can expand or contract depending on the situation, activity, event and other primitives involved in it. For example, when an event such as an accident takes place, the event’s relevant context includes the context of the automobiles, the victims and the place. As the rescue and clean up starts, the context starts contracting until all the activities are completed. Context merging is aggregating the relevant context of all the primitives involved in an activity or an event.

3.2.3 Rules

Context reasoning involves using the contextual information in an intelligent manner. It is used in checking the consistency of context and also in deriving high level (implicit) context from low level (explicit) context [138]. One of the simplest techniques of reasoning that will be carried out in Rover II is rule based inference. A rule describes a change in context for any of the primitives and can be used to infer new contextual information from already existing contextual information. Rules can be system specific or application specific. For instance, when an emergency call is made on M-Urgency, the change in context of the caller can be described in terms of the following rule:

\[
\text{currState} (\text{dispatcher,available}) \land \text{onCall} (\text{dispatcher,true}) \rightarrow \text{currState} (\text{dispatcher,busy})
\]
More complex techniques for reasoning can also be adopted such as probabilistic reasoning or first order logic. While the system specific rules will be built into the reasoning module at the time of implementation, the application specific rules will have to be provided by application developers.
Chapter 4

Rover Context Model Ontology - RoCoMO

Recent years have witnessed rapid advances in enabling technologies for pervasive computing environments - an important step being context-awareness in systems. Context awareness enables a new class of applications in pervasive computing that can help users navigate through unfamiliar territory, find preferred restaurants nearby, receive messages in the least unobtrusive manner, get extra sleep when meetings are canceled, find people with similar interests, and so on. The use of context information in these applications reduces the amount of human effort and attention an application needs to service the user’s requests.

Dey and Abowd [3] describe a context-aware system as one that “uses context to provide relevant information and/or services to the user, where relevancy depends on the user’s task.” Moreover, in pervasive computing environments, various entities often have to cooperate and integrate seamlessly to achieve a common objective. Thus, “Situation awareness is the capability of the entities in pervasive computing environments to be aware of situation changes and automatically adapt themselves to such changes to satisfy user requirements, including security and privacy.” and a Situation can be described as “a set of contexts in the application over a period of time that affects future system behavior.” [144]. Thus, a situation can be considered as an amalgamation of the context of several entities interacting and coordinating with each other, and often performing one or more
The context model forms the underlying framework for modeling and representing context in the pervasive computing environment and context-aware systems. To support situation-awareness and adaptation of the entities in pervasive computing environments, it is necessary to model and specify context and situations in a way such that the contextual information can be easily exchanged, shared and reused. As discussed in several papers including Chen et al [28] and Krishnamoorthy et al [78], ontologies are a powerful tool for modeling context and the encompassing situations in context-aware systems because they promote knowledge sharing and reuse across different applications and services interacting in a pervasive computing environment, thus, enhancing the interoperability. They allow context-aware systems to use existing logic reasoning mechanisms to deduce high-level, conceptual context from low-level, raw context, and handle uncertainty and inconsistency in context. They can be combined to form a more complex ontology and save the effort of starting from scratch.

We introduced a general and intelligent context-aware middleware called Rover II and its general, flexible and extensible context model for context and situation modeling, called Rover Context Model (RoCoM), in Krishnamoorthy et al [78]. As discussed, the model has four Primitives - Entity, Event, Activity and Relationship. These Primitives are the building blocks of every context-aware system or middleware built on this model. Any piece of contextual information in the system should be attached to one of these primitives. Any situation can be modeled in terms of these primitives. RoCoM is an ontological model and its underlying ontology is called Rover Context Model Ontology (RoCoMO). In this chapter, we describe this ontology and illustrate its benefits for context
and situation modeling in pervasive computing environments as well as the utility of its capabilities such as support for provenance, traceability, Quality of Context and multiple representations of context etc. RoCoMO consists of a Core Ontology which has generic concepts and an Application Ontology that extends the Core Ontology to domain specific concepts. The purpose of our ontology is to lay the groundwork of what we hope could become a common standard for context-aware services, applications, middleware and systems development.

4.1 Context and Situation Modeling Case Study - Fire Incident

We discuss a practical case study here in order to illustrate the varied nature of context and the capabilities that context models and ontologies should possess in order to represent and model this situation in real time pervasive computing systems and environments. We will return to this case study in Sections 4.4 and 4.5 to illustrate RoCoMO’s modeling capabilities. For this situation, we have selected the domain of rescue and evacuation but this, by no means, restricts RoCoMO’s applicability and generality. RoCoMO can be used in other domains as well.

A fire incident takes place in a room on the fourth floor of a building on a university campus. Fire fighters and responders are using a context-aware system to coordinate the rescue efforts. A responder using the system gets updated readings from two temperature sensors in the room on fire. Using this contextual information, the system can determine the time that responders have to evacuate the building before the whole building is engulfed into
flames. The temperature information also has a quality measure attached to it to convey any inaccurate or incomplete information. Another responder is accessing the system to get confidential floor maps of the building and also determine the evacuation route people should take based on the floor maps and the time remaining.

Representing and modeling this situation in a context-aware system is not trivial. This situation involves interaction between several entities such as responders which perform one or more activities. The entire situation is catalyzed by an event like the fire incident and the goal of the situation is to evacuate the building. Each activity being performed by the system or an entity is driven by a sub-goal. Some of the activities can occur simultaneously, for instance, calculating the time remaining for evacuation and accessing the floor maps of the building while the evacuation routes can be determined only when the floor maps are available. The room has contextual information that needs to be modeled and represented such as the temperature readings of the room. To avoid ambiguity, the information must be clearly marked with its source (which sensor it is coming from) as well as the encoding format (whether it is in Celsius or Fahrenheit). This requires support for encoding format as well as provenance. The model should also support attachment of quality attributes to contextual information such as probability or certainty. Also, since the readings are getting updated at a fixed time interval, they should be timestamped to determine the most recent reading. Another aspect of the model and the system is security - only authorized personnel such as responders have access to the floor maps of the building. We discuss these multiple facets of context and the required supported capabilities.
of the context model in the next section.

4.2 Characteristics of Context, and Requirements of Context Models and Ontologies

4.2.1 Characteristics of Context

The most quoted definition of context is by Dey [36] - “Context is any information that can be used to characterize the situation of an entity. An entity is a person, place, or object that is considered relevant to the interaction between a user and an application, including the user and applications themselves.” Though this definition suffices to describe what context is, it doesn’t highlight the varied nature of context. Henricksen et al. [58] have summarized the following characteristics of context:

- Temporal Characteristics - Contextual information can be static i.e. those aspects of a pervasive system that are invariant, such as a person’s date of birth. However, the majority of contextual information is dynamic, such as location, with its persistence being highly variable.

- Imperfection in Contextual Information - Contextual Information may be incorrect, inconsistent, redundant or incomplete. This is mainly because pervasive computing environments are highly dynamic and hence the contextual information may become redundant quickly. Also, inferring high level context from raw sensor input, such as inferring a person’s activity from location and sound level, may introduce errors and uncertainty. In some cases the contextual information may be incorrect
due to a faulty sensor or incomplete due to lack of sufficient input from the source.

- Heterogeneity - Often the sources of context are distributed and the contextual information supplied by them requires processing and aggregation in order to be useful to the context consumer.

- Multiple Representations - Contextual information usually originates from sensors where it is present in its raw form. For instance, a person’s weight can be represented in pounds or kilograms. It may then need to be transformed into a logical form that an application or user can understand. Moreover, requirements can vary between applications and hence the different representations of context should be preserved.

- Contextual information is Highly Interrelated - High level contextual information may be derived from low level raw sensor data or other high level contextual information by certain rules. For instance, concluding that a person is sleeping based on his/her phone activity and current time.

- Granularity of Context - Contextual information can be represented at different levels of abstraction. For instance, location of a user can be represented at a fine-grained level in terms of latitude/longitude and at a coarse-grained level in terms of the name of a city or a building.
4.2.2 Requirements for Context and Situation Models

These varied characteristics of context require support at both the context modeling as well context-aware system level. To justify this argument, we found that several surveys of context models including those by Reichle et al [107], Krummenacher and Strang [79] and Bettini et al [19] have concluded that context modes should support:

- **Ease of development**: Model-Driven Development should be followed which provides appropriate development support to the software developers to ease their tasks with respect to the whole development process and incorporates all views and aspects.

- **Heterogeneity and Mobility**: Pervasive computing environments are characterized by distribution, heterogeneity, unpredictability and unreliable communication links and the context model should have support for them.

- **Machine-interpretable representation of contextual information**: The model must employ machine-interpretable representation of context to tackle heterogeneity by using semantic annotations that enable automatic exploitation and transformation of information in distributed context sharing scenarios as well as automatic context reasoning.

- **Quality of Context**: Unlike data in conventional database systems, context data is characterized by properties such as incompleteness, ambiguity, uncertainty, inaccuracy, and temporal nature. The context model should be able to model and represent this imperfection.
• Contextual information partitioning: Because of the distributed nature of ubiquitous computing environments, it is possible that the sources of contextual information are partitioned. The context models should enable the aggregation and merging of the data when needed. This is related to the Heterogeneity and Mobility requirement.

• Evolvability, Extensibility, Flexibility and Applicability: Context models should not be rigid but flexible and extensible. Thus, it should be able to support new and varied application domains, and represent the contextual information required for them. It should evolve with the applications and their context needs.

• Comparability: Contextual information sources constitute a variety of sensors and devices which often use different measurement and encoding systems thus resulting in a heterogeneous set of values describing the same entities. Hence, it is necessary to provide means to compare values with different units and encodings.

• Traceability and Provenance: In order to provide adequate control and interpretation of contextual information, the model should provide means to determine the source of data and the transformations made to it.

• Timestamping: This helps determine the ‘freshness’ as well as versioning of the information which further enables resolution of conflicts and ambiguity.

• Satisfiability: This deals with the conformance of measured or derived information to the defined model. The model should define the range a context value can take, or forbid a particular set of values to co-exist.
• Relationships and dependencies: The model should capture various relationships that exist between types of contextual information to ensure correct behavior of the application such as modeling a dependency where one piece of contextual information may depend on other contextual information. Some of the interrelationships between context can be captured at the ontology level through defined axioms and property characteristics like transitivity. However, most of the reasoning needs to be carried out at the system level with the aid of a reasoner.

• Usability of modeling formalisms: The important features of modeling formalisms are the ease with which designers can translate real world concepts into modeling constructs and the ease with which the applications can use and manipulate contextual information at runtime.

• Efficient context provisioning: The model should provide efficient access paths to contextual information. These access paths represent dimensions along which applications often select contextual information, typically supported by indexes. These dimensions are often referred to as primary context, in contrast to secondary context which is accessed using the primary context. Commonly used primary context attributes are the identity of context objects, location, object type, time, or activity of user.

Other requirements are those that are usually fulfilled at the system implementation rather than modeling level. These include support for context history and prediction as well as reasoning and inference of higher-order context from lower-order context produced by sensors. The former can be implemented by logging timestamped contextual
information and applying learning algorithms like Hidden Markov Models, classification or clustering techniques to it. Logging can be done with varying degrees to handle large volumes of contextual information. The latter can be implemented using a reasoning engine built on top of a rule-based engine like Jess [67].

4.2.3 Supported capabilities for Context Model Ontologies

Since ontologies are the most powerful and common tool for modeling context and are used extensively in context models, Krummenacher and Strang [79] and Ye et al [146] proposed the following criteria to assess ontologies in context modeling, some of which are similar to the requirements for models:

- Reusability: Reusability implies maximizing the usage of the ontology among several independent modeling tasks.

- Flexibility and extensibility: It should be possible to add new definitions to the ontology without altering the existing ones.

- Generality: Ontologies that are applicable across several domains are referred to as upper ontologies and belong to the most general category of ontologies. Thus, the context ontology should not restrict the application domain.

- Granularity: A fine-grained ontology defines concepts for closely related objects in a specific domain, while a coarse-grained ontology has more general and distinguishable terms. Thus, granularity is related to the diversity and coverage of individual concepts. Upper ontologies are often coarse-grained, while application
ontologies are more fine-grained.

- Consistency: The ontology should be consistent and explicit or implicit contradictions in the represented ontological content should not exist.

- Completeness: An ontology is complete if it covers all possible aspects or concepts of a restricted target domain.

- Language and Formalism: This criterion looks at the language used to model the ontology and its expressiveness. Some of the popular choices are OWL and UML.

- Clarity, Coherence and Redundancy: Ontological concepts must be unique, unambiguous and distinguishable from one another through their properties and constraints.

- Encoding bias: Ontologies should be specified at the knowledge level without depending on a particular symbol-level encoding, such as the representation of date in a particular format. This is akin to the support for Multiple representations of context or Comparability requirements mentioned earlier.

- Orthogonality: General concepts should be defined as independent and loosely coupled atomic concepts.

One key criterion missing here is interoperability. Since several existing projects use standard upper ontologies, every generic ontology should be interoperable that is, its term definitions must be consistent with other standard generic and consensus ontologies such as SOUPA [28]. Also, security and privacy are of prime concern in context modeling for pervasive computing environments [146].
4.3 Design and Implementation of RoCoMO

RoCoMO is currently being developed in OWL2 DL [1] and has two components:

- RoCoM Core Ontology which is divided into two upper level ontologies:
  
  1. RoCoM Domain ontology - This ontology includes concepts that characterize the knowledge of the domain i.e. *Entities* and *Events*.
  
  2. RoCoM Task ontology - This ontology characterizes the problem solving structure of the domain and provides primitives for describing the problem solving process i.e. *Activities*.

- RoCoMO Application Ontology which has concepts that will extend the core ontology concepts but are specific to the applications.

Figure 4.1: Interaction between the primitives
Figure 4.1 shows the interaction between the different primitives that represent a situation. The Event catalyzes the context-aware system and sets the Goal for it. To achieve the goal, different Entities - Entity1 and Entity2 perform a sequence of Activities. Every activity is driven by its own goal (which can be the goal that is set by the event for the context-aware system or a sub-goal). It has a start time, an end time and a duration associated with it (as shown on the Time scale). It has a pre-condition and a post-condition which are essentially goals that should have been met before the activity starts and once the activity ends. The activity can be atomic and non-interruptable. Every entity and activity has contextual information associated with it such as location, identity etc. The actual representation of these primitives and their contextual information is explained in more detail in Sections 4.4 and 4.5.
Figure 4.2 shows a partial view of the RoCoM Core and Application Ontologies.¹

The three primitives of RoCoM - ‘entity’, ‘event’ and ‘activity’ along with ‘location’, ‘time’ and ‘goal’ are derived from the OWL class ‘Thing’ and form the top level classes in the RoCoM Core Ontology. Each of the classes derived from these top level classes represents a different, unique and unambiguous concept in the ontology. The fourth primitive ‘relationship’ can be represented in OWL in many ways: between two classes (as a subclass/superclass), a class and an individual (as a member) or a specific relationship between two individuals (as object properties). The context of any element - entity, event or activity is represented using datatype properties in OWL. The following shows an OWL code snippet for the description of an individual instance named “xyz” of class ‘person’ which has a relationship with another entity (object property termed ‘daughter’) and contextual information such as food preference (datatype property termed ‘likesfood’).

```
(Class rdf:about="&person;person")
   ⟨ rdfs:label xml:lang="en">person</rdfs:label⟩
</Class>

(ObjectProperty rdf:about="&person;daughter")
   ⟨rdf:type rdf:resource="&owl;FunctionalProperty"/⟩
   ⟨rdf:type rdf:resource="&owl;InverseFunctionalProperty"/⟩
   ⟨rdfs:subPropertyOf rdf:resource="&person;contact"/⟩
   ⟨inverseOf rdf:resource="&person;father"/⟩
   ⟨inverseOf rdf:resource="&person;mother"/⟩
</ObjectProperty>

(DatatypeProperty rdf:about="&person;likesfood")
   ⟨rdfs:subPropertyOf rdf:resource="&person;likes"/⟩
</DatatypeProperty>
```

¹The complete ontology can be found at http://mind7.cs.umd.edu:8134/Rover
As discussed in Section 4.2, there are several critical requirements for context models and context model ontologies to function in pervasive computing environments. Some of
these criteria are similar or related. Here, we assess RoCoM and RoCoMO on the basis of those criteria that are most representative and explain how it addresses them:

- **Representation of static and dynamic information**: Every element of the RoCoM ontology, beginning with the top level classes like ‘entity’, ‘activity’ and ‘event’, have their contextual information separated into two hierarchies - static and dynamic. This enables distinguishing between contextual information that is persistent over a long period of time (static) and that which needs to be updated frequently based on its freshness (dynamic).

- **Representation of temporal characteristics of primitives**: For every primitive such as an entity, activity or event, we have defined a time class that records properties like its start time - time at which the event/activity started or the entity came into being, end time - time at which the event/activity ended or the entity ceased to exist (it is equivalent to the current time if the individual still exists), duration or life time of an individual (it is the difference of the start time and the end time) and recurrence - frequency of repetition.

```xml
(Class rdf:about="http://mind7.cs.umd.edu:8134/Rover/time#time")


(rdfs:domain rdf:resource="http://mind7.cs.umd.edu:8134/Rover/time#time")

(rdfs:range rdf:resource="&xsd;dateTime")

(rdfs:subPropertyOf rdf:resource="&owl;topDataProperty")

/owl:DatatypeProperty)

........


(rdfs:range rdf:resource="&xsd;string")
```
• **Timestamping**: Timestamping the dynamic contextual information allows the system to determine the freshness of the contextual information. In RoCoMO, the contextual information is timestamped at two levels; (i) *fine-grained level* - timestamping every dynamic contextual information of an individual instance of a primitive to keep track of when it was last modified and by which entity and (ii) *coarse-grained level* - timestamping the individual instance itself to determines when it was modified and by which entity. The ontology snippet below shows how the `hasMood` context of an individual `xyz` of the `person` class in the ontology is assigned a value `happy` and is timestamped to determine when the value got updated.

```xml
(Axiom)
  (annotatedTarget rdf:datatype="&xsd;string");quot;happy&quot;/annotatedTarget)
  (rocomo-schema:timeStamp rdf:datatype="&xsd;dateTime");2012-09-18T14:00:00/rocomo-schema:timeStamp)
  (annotatedProperty rdf:resource="&person;hasMood")
  (annotatedSource rdf:resource="&person;xyz")
</Axiom>
```

• **Machine-interpretable representation of contextual information, Efficient context provisioning and Granularity of context**: RoCoMO is implemented in OWL2 DL which is expressive and allows more versatile knowledge representation. In OWL, context can be represented as annotated semantics via data properties and relationships between different elements can be represented via object properties. It also enables automatic context reasoning. Also, OWL represents information hierarchi-
cally which allows efficient provisioning of context and representation at multiple levels of abstraction or granularity.

- **Multiple representation of context, Encoding bias and Comparability**: We annotate any measurable contextual information with an annotation property, called ‘unit’, defined by us in a RoCoMO schema\(^2\). This removes the model’s dependency on any particular encoding or measurement unit and also facilitates comparison or conversion from one unit to another. For instance, a person’s context can include his/her height which can be in feet or meters or any other unit. Thus, for person “xyz”, we can represent height and its measurement unit as:

\[
\langle\text{Axiom}\rangle
\langle\text{annotatedTarget rdf:datatype="&xsd;float"}/6.0/\text{annotatedTarget}\rangle
\langle\text{rocomo-schema:unit rdf:datatype="&xsd;string"}/\text{feet}/\text{rocomo-schema:unit}\rangle
\langle\text{annotatedProperty rdf:resource="&person2;height"}/\rangle
\langle\text{annotatedSource rdf:resource="&person2;xyz"}/\rangle
\langle/\text{Axiom}\rangle
\]

- **Quality of Context (QoC)**: The intended purpose of our model and ontology is to not deal with raw sensor data directly but rather with the high-level context that has been obtained from it. Hence, it becomes extremely important to annotate the contextual information with some QoC attributes to determine imperfection or uncertainty in it that might have been introduced. Several papers including Gray and Salber [111] introduced the notion of attaching information quality attributes to every piece of sensed context. On the same lines, we have defined seven QoC attributes that model imperfection in contextual information - *accuracy* to represent

\(^2\)The schema can be found at http://mind7.cs.umd.edu:8134/Rover/rocomo-schema
correctness, *probability or confidence* to represent the certainty, *coverage* to represent the range, *resolution* to represent the smallest perceivable element, *meanError* to represent average error, and *recurrence* to measure repeatability. These annotations are defined in the RoCoMO schema and can be attached to the appropriate contextual information or a relationship and can be propagated to applications. For instance, a person’s context can include his/her weight which can be in kgs, pounds or any other unit. Also, the weight measure can have a mean error attached to it depending on the sensitivity of the instrument. Thus, for person “xyz”, we can represent weight, its measurement unit and its mean error as:

\[
\langle \text{Axiom} \rangle \\
\langle \annotatedTarget \text{ rdf:datatype="&xsd;float"} \rangle 55.0 \langle /\annotatedTarget \rangle \\
\langle \rocomo-schema:unit \text{ rdf:datatype="&xsd;string"} \rangle \text{kgs} \langle /\rocomo-schema:unit \rangle \\
\langle \rocomo-schema:meanError \text{ rdf:datatype="&xsd;float"} \rangle 1.0 \langle /\rocomo-schema:meanError \rangle \\
\langle \annotatedProperty \text{ rdf:resource="&person2;weight"} \rangle \\
\langle \annotatedSource \text{ rdf:resource="&person2;xyz"} \rangle \\
\langle /\text{Axiom} \rangle 
\]

- **Provenance and Traceability**: Provenance and traceability in RoCoMO is done at a coarse-grained level where we store when the contextual information of any instance or an individual was created, when it was last modified, the last modification made to the instance and the entity by which it was made. However, we are not tracking every single modification made to every unique attribute or contextual information since this is too cumbersome at the modeling level. This can be achieved at the system level by logging context history and transformations. For instance, in our case study, we require the temperature of a room along with the source of
the reading, its measurement unit, its time stamp and its probability. Thus, the following OWL snippet represents an instance of a temperature reading of 100 degree Fahrenheit with probability 0.9, created by a sensor instance ‘sensor1’ at 2 pm on September 18th 2012.

⟨owl:NamedIndividual rdf:about="&environment;envreading1"⟩
  ⟨rdf:type rdf:resource="&environment;environment"/⟩
  ⟨rdfs:label xml:lang="en">envreading1</rdfs:label⟩
  ⟨environment:temperature rdf:datatype="&xsd;float">100.0</environment:temperature⟩
  ⟨entity:createdBy rdf:resource="http://mind7.cs.umd.edu:8134/Rover/sensor#sensor1"/⟩
⟨/owl:NamedIndividual⟩

⟨Axiom⟩
  ⟨rocomo-schema:probability rdf:datatype="&xsd;float">0.9</rocomo-schema:probability⟩
  ⟨rocomo-schema:timeStamp rdf:datatype="&xsd;dateTime">2012-09-18T14:00:00</rocomo-schema:timeStamp⟩
  ⟨owl:annotatedTarget rdf:resource="&environment;envreading1"/⟩
  ⟨owl:annotatedSource rdf:resource="&environment;temperature"/⟩
⟨/owl:Axiom⟩

• **Heterogeneity, Mobility and Context Information Partitioning:** RoCoMO is an ontological model and promotes knowledge sharing and reuse across distributed systems and applications in pervasive computing environments. Hence, even if the sources of context are heterogeneous, distributed and partitioned, the contextual information can be shared and aggregated across environments.

• **Ease of development:** RoCoMO is developed on the principle of Model-Driven Development as we designed RoCoM first. The ontology is also available publicly. Hence, developers have adequate support for development and implementation.
• **Flexibility, extensibility, applicability, generality, evolvability and completeness:**

RoCoMO is structured in a modular fashion with clear distinction between the Core and Application ontologies. Also, as the applications evolve, more concepts can be added to it. Thus, it is easily extensible, flexible and evolvable. It does not target any specific domain and is intended to be general and applicable across several applications and domains. As a result, we do not claim that the ontology is complete.

• **Interoperability:** It is highly desirable than an ontology be interoperable so that it can be flexible and accommodative. It also enables reuse of domain knowledge [55]. We have designed RoCoMO to be interoperable with other ontologies. For example, RoCoMO is interoperable with SOUPA [28], via the `equivalentClass` and `equivalentProperty` OWL statements. The example below shows that the RoCoMO `person` class is defined equivalent to the `person` class in SOUPA and the `dateOfBirth`
property is defined equivalent to birthDate property in SOUPA.

⟨Class rdf:about="&person;person"
 ⟨rdfs:label xml:lang="en">person</rdfs:label⟩
 ⟨equivalentClass rdf:resource="http://pervasive.semanticweb.org/ont/2004/06/person#person"/⟩
 ⟨rdfs:subClassOf rdf:resource="http://mind7.cs.umd.edu:8134/Rover/physicalentity#physicalEntity"/⟩
⟩

⟨DataProperty rdf:about="&person;dateofbirth"
 ⟨rdfs:label xml:lang="en">dateofbirth</rdfs:label⟩
 ⟨rdfs:subClassOf rdf:resource="&person;personalinfo"/⟩
 ⟨equivalentProperty rdf:resource="http://pervasive.semanticweb.org/ont/2004/06/person#birthDate"/⟩
⟩

• **Security and Privacy:** These are implemented in RoCoMO using the concept of groups and members. A group is an instance of type ‘accessgroup’ class. This class has object properties like ‘groupmember’ which includes the entities like users or devices that can be assigned to an instance of the group. The ‘accessgroup’ class also has an object property called ‘privileges’ which defines the permissions that the group can have. These permissions can be in the form of an ‘activity’ that the group is allowed to perform. Every entity can belong to multiple access groups while each access group can have multiple entities and privileges. This form of Role Based Access Control (RBAC) obtained by assigning users to groups and granting privileges to groups rather than individual users reduces the number of associations involved that must be managed. Hence, it is easier to define security policies around this framework.
4.5 Fire Incident Case Study revisited

In this section, we revisit the Fire Incident case study from Section 4.1 and illustrate how RoCoMO can be used to model it. Figure 4.3 shows the situation modeled in RoCoMO. The Fire Incident Event triggers the situation that follows and sets the Goal Evacuate. This goal can be subdivided into smaller sub-goals which can be performed by one or more activities. Entity Responder1 performs the Activity Get updated temperature readings of getting the context information of the room - the updated temperature readings from the temperature sensors TempSensor1 and TempSensor2. The Goal for this activity is to Determine time left for evacuation. Since the information is timestamped, the system can refresh it periodically based on its freshness and this resolves any ambiguity. The contextual information also has a probability measure attached to it. As shown in the figure, the probability of temperature from TempSensor1 is 0.1 which means it is highly unreliable and that the sensor could be faulty. This is also evident by the fact that it shows a reading of 10 deg Fahrenheit while the other sensor shows a reading of 150 deg Fahrenheit. Also, the contextual information has source or provenance information attached to it and so this determines which reading came from which sensor. Based on the temperature reading and its encoding (Fahrenheit in this case), the system can calculate how much time it will take till the temperature reaches the value at which the building bursts into flames. This is the amount of time that the responders have for evacuation. Simultaneously, another entity Responder2 is performing the activity Access building floor maps with the Goal of Determine exit routes for evacuation. Since the responders belong to the AccessGroup responders, the system checks their privileges (same as the privileges
granted to the ‘responders’ accessgroup) and grants access to the temperature readings
from the sensor and building floor plans. Once these two activities have achieved their
goals, both the responders start the activity *Evacuate people* and achieve the goal set by
the event.

Here are selected OWL snippets that represent this situation (in addition to the ones
mentioned in Section 4.4). The activity, its goal and its start time can be represented as :

\[
\langle \text{owl:NamedIndividual rdf:about="#determineEvacuationTime"} \rangle
\langle \text{rdf:type rdf:resource="&goal;goal"/} \rangle
\langle \text{rdfs:label xml:lang="en"}:\text{determineEvacuationTime/}rdfs:label\rangle
\langle \text{goal:hasDescription rdf:datatype="&xsd;dateTime"}:\text{Determine time for evacuation/}goal:hasDescription\rangle
\langle \text{owl:NamedIndividual} \rangle
\langle \text{owl:NamedIndividual rdf:about="#getTempReadings"} \rangle
\langle \text{rdf:type rdf:resource="http://mind7.cs.umd.edu:8134/Rover/activity#activity"/} \rangle
\langle \text{rdfs:label xml:lang="en"}:\text{getTempReadings/}rdfs:label\rangle
\langle \text{time rdf:resource="#getTempReadingsTime"/} \rangle
\langle \text{owl:NamedIndividual} \rangle
\langle \text{owl:NamedIndividual rdf:about="#getTempReadingsTime"} \rangle
\langle \text{rdf:type rdf:resource="&time;time"/} \rangle
\langle \text{rdfs:label xml:lang="en"}(\text{getTempReadingsTime/}rdfs:label)\rangle
\langle \text{time:startTime rdf:datatype="&xsd;dateTime"}(2012-09-21T14:32:12/time:startTime) \rangle
\langle \text{owl:NamedIndividual} \rangle

We can define an instance ‘Responder1’ of type ‘person’ and an instance ‘Respon-
ders’ of type ‘accessgroup’. The ‘Responders’ access group has access to the perform the
activity of determining the evacuation time by accessing the updated temperature read-
ings:

\[
\langle \text{owl:NamedIndividual rdf:about="#Responder1"} \rangle
\langle \text{rdf:type rdf:resource="&person2;person"/} \rangle
\]
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(rdfs:label xml:lang="en")Responder1 (rdfs:label)
(physicalentity:memberOf rdf:resource="#Responders")
(owl:NamedIndividual)
(owl:NamedIndividual rdf:about="#Responders")
(rdf:type rdf:resource="&accessgroup;accessgroup")
(rdfs:label xml:lang="en")Responders (rdfs:label)
(accessgroup:privileges rdf:resource="#getTempReadings")
(owl:NamedIndividual)
Chapter 5

Rover-II - the Middleware

Middleware is considered an indispensable component of context-aware environments. Ranganathan et al [102] argue that ubiquitous computing environments must provide support for middleware. This is because the middleware would provide uniform abstractions and reliable services for common operations and would simplify the development of context-aware applications. It would be agnostic to hardware, operating system and programming language. It would also allow us to compose complex systems based on the interactions between a number of heterogeneous and distributed context-aware applications. More importantly, it would provide support for complex tasks such as acquisition of contextual information, reasoning about context using mechanisms like rule based or temporal or spatial reasoning as well as learning from context using mechanisms like Bayesian networks, neural networks, reinforcement, supervised and unsupervised learning and modifying its behavior based on the current context. It would also define a common model of context which will ensure that different applications in the ubiquitous environment have a common semantic understanding of contextual information. They also specify certain requirements for middleware for context-aware systems in ubiquitous environments, which in today’s terms mean:

1. It should support collection of context information from heterogeneous sensors and services and the delivery of appropriate context information to different applica-
2. It should support inference of higher level contexts from low level sensed contexts
3. It should provide tools for different kinds of reasoning and learning mechanisms
4. It should allow applications to behave differently in different contexts easily
5. It should enable syntactic and semantic interoperability between different applications and services (through the use of ontologies)

In this chapter, we present the design and architecture of a context-aware middleware, Rover II, which serves as an integration platform for mobile and desktop applications. It provides a means to store and retrieve contextual information, and also facilitates providing relevant services to the applications so that the contextual information can be used more effectively. It communicates with third party services and external databases for gathering contextual information, consolidating it and presenting it to client applications in a pertinent way. It is also designed to have advanced context usage functionalities such as learning from past context (context history) and context reasoning. It is based on the our underlying ontological context model, Rover Context Model (RoCoM), which enables knowledge representation, sharing and reuse.

Rover II is designed to support human decision making, keeping three essential features of context-aware systems in mind, namely customization, adaptability and interactivity [6]. The context model described above allows the customization through user-specific context. With the idea of relevant context comes adaptability. It that seeks to provide a mechanism to aid communication of heterogeneous information to all inter-
ested and authorized entities. Additionally, entities utilizing it would themselves serve as contextual information sources. Since, the system is designed to aid a human decision maker, it constantly interacts with him/her through a UI console. We have designed the architecture of Rover II keeping three essential features of context-aware systems in mind, namely customization, adaptability and interactivity [6]. The system will support human decision making. Thus, the final decision of taking any action, based on the contextual information provided by Rover II, rests with the human decision maker.

Rover II is a major advancement based on the underlying concepts of Rover [6], a context-aware server that caters to the development of context-aware mobile applications. Rover II extends the Rover concept with RoCoM and features such as context reasoning and learning. Rover did not have an explicit context model and followed the RDF approach [2] for context representation and storage where every piece of contextual information was represented as a triplet:

\[ \text{triplet} \leftarrow \langle \text{subject, predicate, object} \rangle \]

Most of the proposed systems in the literature are user centric, and the context of a situation is defined only with respect to the entities involved in it. Rover considers (in addition to the entities), events, activities, their properties, and the relationships between them. Moreover, most of the systems and middleware proposed are too specific to a particular domain in their implementation, or are general but only conceptual. To address these shortcomings, we have developed Rover II which is being designed to support all the requirements of middleware in ubiquitous environments as mentioned in [102] - It supports integration of different mobile applications and collection and storage of i-
Figure 5.1: Rover-II ecosystem architecture

formation from heterogeneous services, provides support for inference, reasoning and learning and uses an ontological context model (RoCoM) to allow a common semantic framework for representing context.

Figure 5.1 provides a high level layout of the Rover II ecosystem architecture. An ecosystem here is a logical view of how different entities interact with the context-aware system. This architecture is centered on the information flow between the various sources and the end application or the user. The architecture is organized in three tiers:

- Service tier,
5.1 Context Tier - the core

This is the critical part of the system which makes use of the contextual information of each user to mediate the flow of information from the source to the client/user. Based on the context of the user, along with the general context of the environment, the information is filtered, consolidated and/or rearranged, and some services enabled.
Figure 5.2 depicts the detailed design of the Rover-II Context Tier Core. The three layers are:

1. *Service Interface* - This layer interfaces with third party services that could be Web Services, REST based services, etc. It will also provide CRUD operations for external databases.

2. *Client Interface* - This layer interfaces with the client applications. The interaction can be through TCP sockets or through Remote Procedure Calls.

3. The Rover Core - This layer forms the core layer of the Rover Server. It consists of several modules that handle and propagate the context:

   (a) The *Controller* is the main kernel, which schedules different processes running inside the Rover Core and passes around the context between modules.

   (b) The *Context Engine* determines the relevant context for each primitive, based on predefined primitives and context templates stored in the Template Store.

   (c) The *Template Manager* is used to fetch the context and primitives templates from the Template Store.

   (d) The *Reasoning Engine* module will perform reasoning about complex situations and inference based on pre-defined rules.

   (e) The *Learning Engine* learns about application and user behavior from past context (context history) in order to determine patterns and predict user behavior.
(f) The Activity Manager is responsible for the execution of all the activity(s) that form an event, until the Goal of the event or activity has been achieved.

(g) The UI Console is the user interface for a human entity, for making decisions based on the contextual information provided by the system.

(h) The Context Store contains the aggregation of context for every instance of primitive whether an entity or relationship, etc.

(i) The Template Store contains the primitives and context templates.

When a client application or device initiates a session with the Rover Core; an Event or Activity primitive is instantiated, from its corresponding template, for that client depending on the application signature. The Event template will contain the Goal for that event. The Controller obtains an instance of the template for the primitive (activity or event) from the Primitives Templates module which fetches it from the Template Store and instantiates it. The template may require other primitives such as sub-activities, entities and relationships, which form a part of the event or activity, to be instantiated as well. Once the instances have been created, the Activity Manager module is triggered. The Activity Module starts managing the activities and the entities involved in those activities to complete the designated goal as defined by the Event. The Activity Manager invokes the Relevant Context module and obtains the Relevant Context for each of the primitives in the activity from the Context Store. Though the Learning Engine has not been currently implemented, the Rover-II design and implementation has been executed taking this module into account. We discuss below, more in detail, the functionality and implementation of the important components in the Rover-II core.
5.1.1 Controller

The controller is the central point of Rover-II core. Its role ranges from accepting the incoming connections from client applications, through the interface tier, to coordinating between the Activity Manager, Primitive Template Module and the Relevant Context Module in order to cater to facilitate the exchange and reuse of context. Though the sequence of activities would differ for each application, Figure 5.3 shows the sequence in a typical case. The Controller receives a connection request from the application and retrieves the initial set of activities to be performed for the client application to achieve the set Goal. It invokes the required sub-modules in Primitive Template module to instantiate and buffer the contextual information from the store for quick access. As the situation evolves, it invokes required sub-modules in the Relevant Context module to appreciate the contextual information accordingly.
5.1.2 Activity Manager

The *activity manager* maintains a list of activities that take place as a consequence of an event, and to achieve a desired goal. It also maintains a list of entities involved in those activities. The machine understandable instructions are maintained as part of the Rover Context Model Ontology (RoCoMO) [20] [21]. This module executes the sequence of activities such as facilitating connections between client applications and third party services that are a part of the service tier. It also handles the individuals of the involved entities and activities that are instantiated by the Primitive Templates module.

5.1.3 Primitives Templates Module

This module receives a list of entities that are involved in the trigger event as well as the subsequent activities that will be performed by the Activity Manager, and instantiates them. To make data access efficient and quick, along with instantiating the entity, the primitive template module instantiates all the entities directly related to the same. The instantiated contextual information are indexed with the session ID associated with the application. Thus, the instance of a person connecting through application A will not interfere the context of application B, involving the same person.

5.1.4 Relevant Context Module

In this section we discuss the conceptual basis and implementation of *relevant context*, taking context of the context into account. An exhaustive storage of contextual information regarding every entity will be available in Rover II. Not every piece of contextual
information will be relevant in every situation. For example, the professional information of a person involved in a road accident is of no value; rather, the person’s medical record and personal information will be relevant context in that situation.

The relevant context module is instrumental in performing the process of relevance filtering as a situation evolves. Based on the feedback from the applications, sensors and other data sources, Rover-II keeps track of how a situation, involving the application, evolves. As these feedbacks are received, appropriate relevance filtering is performed on the available pool of context to produce the relevant context to the given situation. Relevance filtering is performed with the help of relevant filters, comprising of appropriate relevant predicates, involving filtering, augmentation, aggregation, transformation etc. We discuss this module in detail in chapter 6.

5.1.5 User Interface Console

The User Interface console acts as the front end for Rover-II, as it functions. It updates the user with the state of the middleware textually and with some basic visualizations. Figure 5.4 shows a screenshot of the Rover-II UI console. It consists of a text area, on the left, that is updated with all the sequences of execution taking place in the Rover-II core. Each module in the core updates the console with their respective actions. The drop down box, on the top of the console, enables the user to select a particular session ID. Every event has an associated session, which is typically initiated by an application. All the contextual information associated with that event are indexed by the session ID. If more than one application or users are associated with a session, the contextual information
is shared between them. Thus, when a session ID is selected from the drop down box, the situation graph of that particular session is displayed in the pane on the center of the UI console. Details of situation graph are discussed in chapter 6. This pane provides an interactive visualization of the situation graph, color coding the Event/Activity graph nodes and Relevant Context Graph (also discussed in chapter 6) nodes, to differentiate between them. The user is provided with the pan and zoom capabilities on the graph visualization along with the capability to reorganize the graph through drag operations. This gives the user flexibility to understand the situation, better. The text area on the right side of the console provides the list of users currently connected to Rover-II. The application ID and the session ID associated with that user are also listed.

We made use of Prefuse - interactive information visualization toolkit [132] to develop the visualization of the situation graph. The UI, otherwise, was developed using Java Swing components. We have provided only a basic user interface here and believe an extensive UI would more effective.

5.2 Service Tier

We believe the abundant contextual information available will be effective only when it has clarity and is presented efficiently. For example, location information with a lat/long value text may not make much sense to a user, but can make a lot of sense is the same is translated to a pointer on a geographical map interface. The idea behind the service tier to to provide and make use of such services that help enhance the contextual information, adding clarity to it, by combination of information and by effective presen-
Figure 5.4: Screenshot of the Rover-II User Interface Console

tation/visualization. This tier consists of several services, developed by us or by external/third party, with which the system can communicate to obtain possibly unstructured information. Figure 5.1 shows some of the services that have been implemented in the system to date. We discuss below some of the main services the tier comprises of. We are in the process of adding more services to this tier.

5.2.1 Location Service

Location is increasingly important for mobile computing, providing the basis for services such as navigation and location-aware advertising. The most popular technology for localization is GPS, which provides worldwide coverage and accuracy of a few meters depending upon satellite geometry and receiver hardware. Its major shortcoming is that it is reliable only in outdoor and environments with direct visibility to at least four
GPS satellites. For indoor environments, alternative technologies are required. The holy grail in indoor location technology is to achieve the milestone of combining minimal cost with accuracy, for general consumer applications. A low-cost system should be inexpensive both to install and maintain, requiring only available consumer hardware to operate and its accuracy should be room-level or better. To achieve this level of accuracy, current systems require either extensive calibration or expensive hardware. Most of them are based primarily on either time or signal strength information. A third alternative, angle-of-arrival information is useful in outdoor environments but is not generally helpful indoors due to obstructions and reflections. Time-based systems require hardware support for timestamping that is not available in consumer products.

The use of wireless received signal strength indicators or RSSI values for localization of mobile devices is a popular technique due to the widespread availability of wireless signals and the relatively low cost of implementation. (We use RSSI and signal strength interchangeably). Its simplest version involves the mobile device measuring the signal strengths of existing infrastructure points such as Wi-Fi access points (APs) or mobile phone base stations and reporting the origin of the strongest signal it can hear as its location. This technique may be applied both to short range communications technologies such as RFID or Bluetooth as well as longer range technologies such as Wi-Fi or mobile phones but its performance is directly linked to the density of reference points. The precision of signal strength approaches is improved to meter-level by fingerprinting techniques, such as those in RADAR [11] or Horus [147], that use pre-measured fingerprinting radio maps. There are commercial solutions available as well such as Ekahau [42] that achieves a high precision of 1 to 3 m but requires proprietary hardware. However, a
The major drawback of fingerprinting is the cost of recording the radio map; a large amount of human effort is required to record the signal strength at each desired location using a receiver. Also, if the infrastructure or environment changes significantly, for instance the locations of APs are changed, furniture is moved around, the number of people occupying the closed space increases dramatically, or the test site is changed; the radio map must be remeasured to maintain performance [12].

Systems that don’t use fingerprinting techniques often suffer from very low precision. These include Active Campus [54], that uses an empirical propagation model and hill-climbing algorithm to compute location with a location error of about 10 meters, and a ratio based algorithm proposed by Li [81], which produces median errors of roughly 20 feet (6.1 m) by predictively computing a map of signal strength ratios. Lim et al [82] proposed an automated system for collection of RSSI values between APs and between a client and an AP to determine the client’s location with an error of 3m. They do not create a radio map but require initial AP calibration and its modification for continuous data collection.

However, more important than the raw error in distance is the computation of the correct floor in indoor multi-story environments. Even a most modest error in altitude can result in an incorrect floor leading to a high location error as determined by human walking distance. Identifying the exact floor is also more difficult because there are multiple APs on each floor and a device can receive signals from APs across floors. To address this, we explain a heuristics based indoor localization, tracking and navigation system for multi-story buildings - Locus [22], that determines a device’s floor and location by using the locations of infrastructure points but without the need of radio maps. It can enable
indoor location based services and applications such as a smartphone application that automatically downloads a map of a building when a user enters it, tracks his approximate current position on a floor map, and provides indoor navigation directions for destinations such as restrooms, offices, or conference rooms. It is also essential for situations like search and rescue operations where knowledge of the exact floor and location of a device/person on that floor is crucial for timely assistance.

Our system is calibration-free and is an inexpensive solution suitable for localization with minimum setup, deployment or maintenance expenses. By avoiding the dependence on radio maps, it is readily deployable and robust to environmental change. It relies on existing infrastructure and mobile device capabilities, and requires no proprietary hardware to be installed. Initial experimental results with commercial tablet devices in an indoor space spanning 175,000 square feet across multiple floors, show that our system can determine the floor with 99.97% accuracy and the location with an average location error of 7m, and with very low computational requirements. Though our system has a higher location error as compared to fingerprinting techniques, we believe it still serves as a competitive alternative particularly in scenarios where extensive fingerprinting is not feasible or affordable or it is preferable to trade a little precision for saved human effort.

To the best of our knowledge, our system is the first calibration-free system for floor as well as location determination in multi-story buildings. Active Campus [54] has options for user adjustments to correct the computed floor while in [81], the testbed is assumed to be on a single floor. Skyloc [136] uses GSM based fingerprinting for floor determination only and determines it correctly in 73% of the cases while FTrack [145] uses an accelerometer to capture user motion data to determine floor but requires user input for
initial floor.

Locus is discussed in detail in [22].

5.2.2 Media Service

The media server enables applications to avail live streaming services of audio and video. We have made available two services provided by Adobe - Flash Media Server and Flash Media Gateway.

5.2.2.1 Flash Media Server

Flash Media Server (FMS) [122] is a proprietary data and media server from Adobe Systems. This server works with the Flash Player runtime to create media driven, multiuser RIAs (Rich Internet Applications). The server uses ActionScript, an ECMAScript based scripting language, for server-side logic. A newer version of the same was released recently, called Adobe Media Server. Applications connect to the hub using Real-Time Messaging Protocol. The server can send data to and receive data from many connected users. A user can capture live video or audio using a camera and microphone attached to a computer running Adobe Flash Player or Adobe AIR. Users connect to the server, mediated by Rover-II.

An application that runs on Flash Media Server has a client-server architecture. The client application can be developed in Adobe Flash or Adobe Flex and run in Flash Player, Adobe AIR, or Flash Lite. It can capture and display audio and video. It manages client connections and permissions, writes to the servers file system, and performs other tasks.
The client must initiate the connection to the server. Once connected, the client can communicate with the server and with other clients. More specifically, the client connects to an instance of the application running on the server.

FMS is available in different server editions. We have installed Flash Media Development Server.

5.2.2.2 Flash Media Gateway

Flash Media Gateway (FMG) [50] is a real-time server platform that enables Adobe Flash and Adobe AIR applications to connect with traditional communication devices via SIP. FMG Telephony SDK plugs in seamlessly with existing Adobe Flash Media Server server-side applications to allow quick integration of telephony related workflows, therefore, giving full control to customize the level of features and policies that application may require.

5.2.3 Mapping Service

Location is one of the basic contexts associated with any situation. We could say that literally any mobile application makes use of the current location to define the situation and its context. A map interface enables efficient reflection the current location of a user/application. The University of Maryland is developing a very detailed GIS system and interface for the campus, taking into account information ranging from buildings to even individual plants/trees.

Applications can avail these services through Rover-II. They can makes use of ESRI
maps and the ArcGIS APIs to work on the same.

5.2.4 Data Service

5.2.4.1 Tweet Service

With the growing popularity of social networks, a lot of information can be gathered regarding an event/incident, to get a better idea of a given situation. We have implemented a very simple service that can read Twitter [133] tweets and gather any possible information about a given situation. Say, an emergency call is being made (as explained in chapter 8) reporting a fire incident in a particular location. The twitter data service can scan for tweets made in relation to the incident (through simple reasoning techniques based on contexts like the location, keywords etc.) and make the same available. This may help the emergency dispatcher/responder understand the situation better and act accordingly.

We made use of twitter4j API [134], which helped us integrate our Java application with Twitter service.

5.2.4.2 Weather Service

Yet another simple service we have implemented is to gather the weather information, provided a location. Applications, that are influenced by weather, could make use of this service. We made use of WeatherBug API [9] to implement this module, gathering the weather information from the WeatherBug server.

There is a scope for many more data services that could tap useful information from the many available data sources to understand a situation better.
5.3 Interface Tier

This tier defines the application interface for clients/applications with the system. Applications could make use of defined communication mechanisms and APIs to connect/disconnect, communicate and avail the various services provided by Rover-II.

The primary mode of communication between the applications and Rover-II happens through HTTP socket communication. Applications typically begin with \textit{connectionRequest} and end with \textit{disconnectionRequest}. Applications maintain the communication meanwhile through \textit{contextRequest}, \textit{serviceRequest} etc. The media service is available through a RTMP connection. The Location Service and the Mapping service are available through HTTP connections. The compiled context information is made available to the applications through HTTP service.

Interface tier is also instrumental in the inter-Rover communication in our distributed approach. We discuss our initial study towards a distributed architecture of Rover-II in chapter 9. We performed out experiments by simulating the interface tier and designing and assessing the behavior of the system.

5.4 Implementation Details

As discussed before, Rover-II is an integration platform with the core managing the context and the service layer encompassing as many services possible. Different components were developed on a suitable platform and coded using appropriate languages. The whole idea of Rover-II is to integrate the various components into a single system. Table 5.1 lists the language used in developing the various components of Rover-II.
<table>
<thead>
<tr>
<th>Component</th>
<th>Language/Tool</th>
</tr>
</thead>
<tbody>
<tr>
<td>Rover-II (core)</td>
<td>Java [64]</td>
</tr>
<tr>
<td>HTTP server</td>
<td>Apache [123]</td>
</tr>
<tr>
<td>HTTP server scripting</td>
<td>PHP [98]</td>
</tr>
<tr>
<td>Handling ontologies</td>
<td>Java (Jena API) [65]</td>
</tr>
<tr>
<td>Tweet Service</td>
<td>Java (twitter4j)</td>
</tr>
<tr>
<td>Weather Service</td>
<td>Java (WeatherBug API)</td>
</tr>
<tr>
<td>Media Server scripting</td>
<td>Adobe Flex ActionScript [4]</td>
</tr>
<tr>
<td>Location Server</td>
<td>Java</td>
</tr>
<tr>
<td>UI Console</td>
<td>Java Swing</td>
</tr>
<tr>
<td>UI Visualization</td>
<td>Prefuse visualization toolkit</td>
</tr>
</tbody>
</table>

Table 5.1: Languages used to develop the various components of Rover-II
5.5 Failures, Uncertainty and Security

Though the main focus in developing Rover-II has been in handling the context in the core and the service tier yet, some basic measures have been put in place to address issues of security, failures etc.

- **Security**: Rover II addresses the security issues such as levels of access, authentication and authorization. Applications go through an authentication process to connect to Rover-II. Based on the role of the user, with respect to the application, only appropriate authorization and access to data is permitted. Appropriate firewall mechanisms have been put in place. The security measures are not very extensive, but sufficient enough to provide a basic level of security. Consider M-Urgency (chapter 8) system, developed on Rover-II. It is a public safety system deployed at the University of Maryland Police Department which demands that security issues be addressed.

- **Failure**: Failures, with respect to Rover-II can be considered at various levels:

  - The case where the Rover-II server itself fails. We have made initial efforts in designing and implementing a distributed architecture for Rover-II which we discuss in detail in chapter 9. This addressed the issue of load balancing and fault tolerance in the distributed setup. This attempt minimizes to a significant extent the consequences of server failures.

  - Failures can happen for individual applications, at the activity level. This can be handled when defining the activity template. An alternate or default
mechanism can be specified if the activity fails to complete successfully. For example, if the M-Urgency (chapter 8) IP-based streaming service fails, M-Urgency initiates a direct 911 audio call through the phone network. It is the responsibility of the application developer to envisage possible failures and propose alternates or default mechanisms to handle them.

- **Uncertainty**: The issues of uncertainty and the like are handled at the ontology level in RoCoMO, as discussed in chapter 4. This enables Rover II to associate an uncertainty measure with contextual information in the system. The data and uncertainty measure are propagated together within the system. For example, when a caller makes an emergency call using the M-Urgency system (section 8), the caller sends both his location and whether the location was acquired from GPS or Wi-Fi. Adopting a simple probabilistic approach, Rover II can communicate the location of the caller with an uncertainty value attached to it that is reflected on the map interface with a circle of uncertainty around the location point.
Chapter 6

Relevant Context - Context of Context

In this chapter, we discuss the concept and implementation of relevant context, taking context of the context into account. An exhaustive storage of contextual information regarding every entity will be available in Rover II. The critical question to answer here is, “Is all that contextual information required at every situation?” The answer is “no”. Not every piece of contextual information will be relevant in every situation. For example, the professional information of a person involved in a road accident is of no value; rather, the person’s medical record and personal information will be relevant context in that situation.

Figures 6.1, 6.2, 6.3 and 6.4 depict some situations and points out the relevant context of a person in those situations. The relevant context of the person is highlighted in each of the situations. As in figure 6.5, when considering the weather information, the static context of the person is of no importance. Just the dynamic context like the person’s location needs to be considered in this case.

6.1 Relevance Filtering and Context Templates

Relevant context is different according to the situation in which the application is executed. Each application must be able to specify its own relevant context. We introduce context templates, with the help of which the application developers can define the relevant context for their application. The context templates for all the applications are stored.
Figure 6.1: Relevant context in the situation of an accident

Figure 6.2: Relevant context in the situation of an interview
Figure 6.3: Relevant context in the situation of an investigation

Figure 6.4: Relevant context in the situation of an hereditary disease diagnosis
Figure 6.5: Relevant context when just considering the weather

in the Template Store in the context-tier of Rover II, as shown in Figure 5.2. We term the process of filtering the available contextual information into relevant context as relevance filtering.

A context template consists of:

- **Application ID**: The ID of the application, the context template is associated with. This template is instantiated once the application establishes a connection with Rover II.

- **Relevance Filter**: The relevance filter is the critical part of the context template where we specify the relevant context for the situation for the application. We can use one or more relevance filters.

- **Aggregation**: Once each of the relevance filters has generated a set of contextual
information, we specify the aggregation mechanism that is to be performed between each of the sets, like a union, intersection, etc.

6.1.1 Relevance Filter

Each context template consists of one or more relevance filter(s). A relevance filter typically consists of four parts as listed below:

- **Source**: The contextual information of an entity to be considered for the situation.
- **Filter**: The contextual information used to filter the source.
- **Criteria**: The criteria for filtering. We have defined rules for criteria like “MATCH”, “NEARBY” etc. “MATCH” which specifies that the information from the filter should match with the source; “NEARBY” typically looks for the difference between the two values being under a specified threshold. We will eventually incorporate other filtering criteria.
- **List**: The contextual information to be listed once the filtering is performed.

The role of each of the above components in the relevance filter is explained with an example later in the section. Relevance filters can be of two types:

- **Implicit Relevance Filter**: Some information is always required for an application.
  For example, when a caller makes an emergency call using the M-Urgency application, his/her personal mobile phone number must be accessed.

- **Explicit Relevance Filter**: Other information must be dynamically accessed based on the situation. For general M-Urgency calls, medical information is not required,
Figure 6.6: A sample context template
but for a road accident, the medical information about the person may need to be accessed.

6.1.2 Relevance Predicates

The source, filter and list are specified in the form of relevance predicates (RP). With the help of each RP, we can specify which particular property of the contextual information is sought by the application. In the example below, we specify two relevance predicates. The first seeks all the entity’s personal information, and the second specifically seeks the age of the entity.

\[
\langle \text{user/personal} \rangle
\]

\[
\langle \text{user/personal/age} \rangle
\]

A sample context template is shown below. It contains the application ID that specifies the application associated with the context template and also contains three relevance filters (relFil). The first relFil accesses the user’s personal information with no filtering because no filter is specified. The information to be displayed/listed is the user’s personal information. The second filter finds medical centers close to the explicitly specified location of the application device. The criterion is to find exact matches and once a match is found, all the general information about the medical center is to be provided. Similarly the third filter looks for medical centers that have the user’s blood type available in their blood banks. Finally, the aggregation mechanism is specified. The set of medical centers obtained in the second and third filters are intersected to find medical centers that have emergency casualty services along with availability of user’s blood type in the blood
bank. The user information is combined with the resultant medical center set.

(rel:ContextTemplate rdf:application="#M-Urgency" rdf:ID="ContextTemplate1")

(rel:RelFil rdf:ID="RelFil1" rdf:type="implicit")
  (rel:Src rdf:resource="#Person1" rdf:hierarchy="personal")
  (rel:Filter rdf:resource="#")
  (rel:Criteria rdf:Resource="MATCH")
  (rel:List rdf:resource="#Person1" rdf:hierarchy="personal")
(rel:RelFil)

(rel:RelFil rdf:ID="RelFil2" rdf:type="explicit")
  (rel:Src rdf:resource="#MedicalCenter1" rdf:hierarchy="personal/address/city")
  (rel:Filter rdf:resource="#location")
  (rel:Criteria rdf:Resource="NEARBY")
  (rel:List rdf:resource="#Person1" rdf:hierarchy="general")
(rel:RelFil)

(rel:RelFil rdf:ID="RelFil3" rdf:type="explicit")
  (rel:Src rdf:resource="#MedicalCenter1" rdf:hierarchy="bank/blood")
  (rel:Filter rdf:resource="#Person1" rdf:hierarchy="medical/blood/group")
  (rel:Criteria rdf:Resource="MATCH")
  (rel:List rdf:resource="#MedicalCenter1" rdf:hierarchy="general")
(rel:RelFil)

(rel:Aggregation)
  (rel:Aggregation rdf:operation="UN" rdf:resource="#relFil1")
  (rel:Aggregation rdf:operation="UN" rdf:resource="#relFil2")
  (rel:Aggregation rdf:operation="IN" rdf:resource="#relFil3")
(rel:Aggregation)
(rel:ContextTemplate)
We do not intend to replace query languages with the *relevance filters*. Since the information is finally stored in a database, the relevance filters only complement SQL. Relevance filters are designed to be compatible with the ontological approach and convenient for the application developers to construct and specify a rule to access contextual information. The context engine internally converts the relevance filter into an appropriate query.

6.2 Context Engine

The context engine plays the role of identifying the application that has established a connection with Rover II and selecting and identifying the appropriate context template. It instantiates and parses the context template. It plays the role of the middleware between the application, the appropriate context template and the actual context store to retrieve the relevant context as shown in Figure 6.7.

6.3 Situation Graph

Situation graph, which we believe is an effective way of presenting the context of a given situation to the user. We shall explain it with respect to a situation related to M-Urgency application (Chapter 8).

The situation graph is constituted of all the four primitives, as in RoCoM (Chapter 3). It comprises the *event/activity graph* and the *relevant context graph*. The situation graph provides not just the relevant contextual information of a given situation but also the information about the activities that have taken place prior to the situation and those that...
Figure 6.7: Depiction of the process of generating the relevant context by the context engine

would take place immediately after the situation. This helps the users best understand the situation and make decisions accordingly. In applications/systems like M-Urgency, decisions about potentially life-threatening and urgent situations arise. Thus, providing the best picture of a given situation becomes very important.

6.3.1 Relevant Context Graph

Rover II maintains exhaustive contextual information associated with entities. As discussed above, for a given situation only a subset of the exhaustive contextual information is relevant. The relevant context graph represents the relevant context of a given situation, comprising the entities, their relevant contextual information and the relationships between the entities.

Relevant context graph is generated as the result of relevance filtering. The graph is
initially formed as a result of the implicit relevance filters. The graph then expands or contracts as the explicit relevance filters are added to the context template as a result of the various activities.

A relevant context graph can be represented as

\[
\text{relevant context graph } \mathbf{G} = (\mathbf{V}, \mathbf{E})
\]

where,

\[
\mathbf{V} \rightarrow e \cup p
\]

\[
\mathbf{E} \rightarrow r
\]

where the vertices could be either an entity \( e \) or one of its properties \( p \). \( r \) is a relationship between individuals or properties of the individuals; such that \( r \) could be either of the following:

\[
\begin{align*}
  r(e_n, e_m) \\
  r(e_n, p_m) \\
  r(p_n, p_m)
\end{align*}
\]

Figure 6.8 through 6.11 provide an examples of how a relevant context graph forms and contracts/expands as the context template is updated. These examples are explained assuming an emergency call in the M-Urgency system about a car accident where the caller is an accident victim.

We shall first look into the graph produced by each individual relevance filter. As an M-Urgency call is made, irrespective of why it is made, the caller’s personal information is made available to the dispatcher. Thus, the context template has an implicit relevance
filter as shown in Figure 6.8. It is later recognized that the call is made because of a road accident and thus an explicit relevance filter is added as shown in Figure 6.9, seeking information about medical center near the place of accident. Later, another relevance filter is incorporated that specifies the blood group of the victim that should be available in the medical center. Medical centers A, B and D have the blood group in stock and thus included in the graph as shown in Figure 6.10. Eventually another explicit relevance filter is added to the context template seeking the people under the relationship hierarchy of the victim’s contextual information who have the same blood group as his. The resultant graph is shown in Figure 6.11.

The final relevant Context Graph is shown in Figure 6.12. The resultant graphs of the relevance filters are combined together through the aggregation process - relFil1 \( \cup (\text{relFil2} \cap \text{relFil3}) \) \( \cup \text{relFil4} \).

6.3.2 Event/Activity Graph

As pointed out in our context model, we believe that a situation is triggered by an event. Applications would establish a connection with Rover II as a consequence of an event and the situation thus defines the context. In the example with the M-Urgency application, the accident event triggered the caller application to establish a connection with Rover II.

The event is the root of the event/activity graph, and the triggered activities, whether sequentially or concurrently executed, form the other nodes of the graph. Typically each node of the graph is a goal, as discussed in chapter 4 (RoCoMO). The goal of the event
Figure 6.8: Graph generated by relevance filter seeking personal information of the caller
Figure 6.9: Graph generated by relevance filter seeking Medical centers near the accident spot
Figure 6.10: Graph generated by relevance filter Medical centers with the appropriate blood group
Figure 6.11: Graph generated by relevance filter seeking seeking relations with same blood group
drives the whole situation, resulting in activities and each activity is driven by individual goals. The goal act as the post-condition for a given activity and the pre-condition for the following activity. Thus, the event/activity graph can be represented as:

$$\text{event/activity graph } G=(V, E)$$

where,

$$V \rightarrow e \cup g_n$$

$$E \rightarrow a_n$$

where $e$ is the event that triggers the whole situation,

$g_n$ is the goal of $n^{th}$ activity,
and \( a_n \) is the \( n^{th} \) activity, as the result and following the event.

The event/activity graph typically begins from a single node, being the event \( e \) and would converge back into a single node \( g_e \), which is the overall goal of the event. Once the overall goal of the event is achieved, the situation ceases to exist.

Figure 6.13 shows a possible event/activity graph of an accident event and the subsequent M-Urgency call. As the accident happens, the M-Urgency call is made to the emergency dispatcher through Rover II. The dispatcher gathers information about the event and assigns a police officer to the incident and a paramedic team to the event. The officer and the paramedic would carry out their respective duties. Each activity may spawn more activities. For example, after an officer assesses the situation, he may call for a vehicle towing service if vehicles are badly damaged. The graph thus expands as different activities are carried out and finally contracts as the overall goal of the event is achieved. The event/activity graph may be much more complex in real world scenario.

6.3.3 Combining the two graphs

As mentioned earlier, Event/Activity graph combined with the Relevant Context Graph forms the situation graph. A third dimension is added to the graph wherein, each node of the event/activity graph acts as a root and spans a relevant context graph.

The situation graph, combining the event/activity graph and relevant context graph, can be represented as:

\[
\text{situation graph } G=(V, E)
\]
where,

\[ V \rightarrow e \cup g_n \cup RCG \]

\[ E \rightarrow a_n \cup r \]

where,

e is the event that triggers the situation,

g_n is the goal that drives the \( n^{th} \) activity, triggered by and following the event,

RCG is a relevant context graph,

a_n is the \( n^{th} \) activity following and triggered by the event,

and r is a relationship.
The *event* and the *activities* each define a situation and influence its context. In other words, each of them may contribute a new relevance filter to the context template. Thus, each of the nodes in the Event/Activity Graph span a Relevant Context Graph. The node “Relevant Context” in the relevant context graph will be replaced by the nodes from the event/activities graph. As we progress through the Event/Activity Graph, the Relevant Context Graph expands and contracts as discussed in section 6.3.1. Figure 6.14 shows an instance of the situation graph when the information regarding the available donors is fetched, as seen in the example explaining relevant context graph. Thus at each instance of the situation graph, a complete idea about the situation can be realized, thus best understanding the situation or being effectively context-aware.
Figure 6.14: An instance of the situation graph
Chapter 7

Information Model and Information Brokering

As discussed in our proposed context model in Chapter 3, events act as a trigger to the functioning of a system involving some entities sharing relationships within themselves and activities as a consequence of the event. An context-aware application should be designed to perform these set of activities taking into account the context of each of the entities involved and activities. In this chapter we briefly discuss about event-driven systems and introduce our Information Model.

7.1 Event-Driven Systems

An event can be defined as ”a significant change in context of an entity. For example, when a consumer purchases a car, the car’s context changes from ”for sale” to ”sold”. A car dealer’s system architecture may treat this state change as an event to be produced, published, detected and consumed by various applications within the architecture.

This approach may be applied by the design and implementation of applications and systems which transmit events among loosely coupled software components and services. An event-driven system typically consists of event emitters (or agents) and event consumers (or sinks). Sinks have the responsibility of applying a reaction as soon as an event is presented. The reaction might or might not be completely provided by the sink itself. For instance, the sink might just have the responsibility to filter, transform and forward the
event to another component or it might provide a self contained reaction to such event. The first category of sinks can be based upon traditional components such as message oriented middleware while the second category of sinks (self contained online reaction) might require a more appropriate transactional executive framework.

Building applications and systems around an event-driven architecture allows these applications and systems to be constructed in a manner that facilitates more responsiveness, because event-driven systems are, by design, more normalized to unpredictable and asynchronous environments.

7.2 Our Information Model

Getting into the details of event-driven systems are beyond the scope of our work. Our focus is on applications that can benefit the most from Rover-II framework which are basically driven by one or more events. We find it best to explain our Information Model with an example. Let us assume that an application is used as a consequence of an emergency event that takes place, like a natural calamity or a fire incident. Before an event occurs, all the resources that may be needed to address the situation are located at their normal locations for storage. The situation on the ground varies widely in the area and so do the needs for help, whether it is for putting out fire, rescue from collapsed building, flood, trapped in vehicle etc., emergency medical evacuation support, transportation food shelter, etc. All such needs are only known in the local area and the information about the need, in context of the local area and its timely-ness have to be available for coordination.

In most calamities the resources needed far exceed the requirements and most of the
resources are not at the places where they are needed. In order to effectively organize the support operation the first requirement is that of the ground truth reflecting not only the needs at various locations but also the context including the urgency of support. The knowledge about the resources of various kinds is also needed. Then only any suitable plan can be prepared and executed in a coordinated manner. When such steps are not taken chaos often results. We note that getting the right information from various locations to the location where coordination can be carried out requires the movement of a lot of information. As the infrastructure for communication is often affected by such calamities, wireless communications which can continue to function play a very significant role.

Further, most of the help is provided to people affected by the calamity and the individuals not only need help but also information about the situation around them as well as about their loved ones. Thus, we believe that critical information provided by/to the people in case of emergencies or crises should not just be timely, but should be relevant to the person. This can be done only if the context of the person is understood along with the context of the situation/environment around him. Timely and critical decisions are possible based on how effective the piece of provided information is.

A lot has been discussed in the literature on how context of the situation and place is relevant when handling event. We discuss about some of the work from the literature specifically discussing emergency situations. The paper [116] reflects on how local area details provide the context to which plans are tailored. Rainsford et. al. [31] highlights how information overloading is avoided if information is provided to the user in specific context. Bahrani et. al [13] specifically stress upon context-awareness when collaborative planning is done between distributed planners. Kikiras et. al. [70] has proposed an
integration platform for autonomic computing for disaster relief. The idea here is to provide a middleware for intelligent, collaborative and context aware services using rumor spreading techniques. Siren [142] provides a foundation for gathering, integrating, and distributing contextual data, such as location and temperature to support tacit communication between firefighters with multiple levels of redundancy in both communication and user alerts. Tomaszewski et. al. [131] says information foraging and sensemaking with heterogeneous information are context-dependent activities. They attempt the challenges of constructing and representing context within visual interfaces that support analytical reasoning in crisis management and humanitarian relief. The paper [85] specifically discuss about geo-spatial information. They briefly put forth on how groups or groups of groups can work with geospatial information and technologies in crisis management.

7.2.1 Information Integration Point

When an event happens, we require an ”Information Integration Point” (IIP) where information brokering is performed. Information is acquired from varied sources can be compiled meaningfully together and effectively provided to the different categories of people - be it the general public which is getting effected or the personnel who are addressing the situation of calamity from the administration side.

We propose an Information Model as shown in figure 7.1, which depicts a continuous series of operations, or process, whose performance is enhanced at each node, and collectively through mutual access to information and collaborative utilization of information.

The “I” in the information model represents the information pool that is generated
Figure 7.1: Information Model for effective information management during an event
as the consequence of an event. By event we mean a natural calamity or a situation of humanitarian crisis. A series of activities or processes follow the event, which are represented by the rest of the nodes. The nodes revolve around information, either utilizing it or contributing to it. The nodes are inter-related with each other through the information they share, one process complementing the other.

As the event takes place, all the information regarding the event can be collected and pooled at the IIP. It is critical that that information is gathered in context, based on the situation and relevance. For example, when an earthquake tremor is felt in a particular city, information such as the weather, traffic in major roads, information related to the population of the city may all be relevant. But information such as the literacy rate or birth rate with respect to the city does now have much relevance in addressing the situation at hand. Thus, the facts are to be gathered in context at the IIP. The gathered information could be of two types: Static Contextual Information: Information that would remain unchanged over the period the relief work is on. For example, the information related to the offices and how many people work at each, the location and normal capabilities of the hospitals, etc. Dynamic Contextual Information: Information that change rapidly as the various activities are initiated. For example, the road traffic situation, weather etc.

The next step would be to gather the information about all the various resources available that need to be utilized as part of the relief work. A coordinated planning follows based on the information available about the event, the contextual related information regarding the event and the information about the resources. There may be many bodies/organizations involved in the relief work. Thus, a coordinated effort has to be facilitated by the IIP. IIP would be the core of the activities where the key decisions are
made by personnel based on the different forms of information available. Then, the IIP is responsible in initiating the execution of the plan.

This model is incomplete with just a single iteration of the above mentioned steps. As discussed before, an event will lead to more consequential events for which the whole cycle has to be repeated again. As discussed in the beginning of this section, though the earthquake was the major event, it incited more events like situations of major traffic jam, water pipeline damage which require a full iteration in the information model each.

We also note that in a relief operation there may be multiple IIPs such that each may have some dedicated responsibilities and there may be one IIP which coordinates the efforts of other IIPs.
Chapter 8

M-Urgency - an illustrative application

In this chapter, we present the application M-Urgency, built for the Rover platform. We explain the application with respect to our context model and show how the application will make use of our context architecture, in Rover-II. M-Urgency is a public safety system that significantly advances how emergency calls are handled. M-Urgency enables a person to connect with an emergency dispatcher and establish an audio and video stream. We believe that this example application is a strong proof of how effective and efficient emergency handling can become if the right contextual information is available at the point of decision making and if convenient methods are provided to them to initiate the activities.

M-Urgency presents information that facilitates time-critical decisions by the dispatcher and responder. The dispatcher and the responder are provided with contextual information such as:

- Relevant information about the user, e.g. disability or special needs, gender etc. so that they can dispatch aid accordingly.

- The users real time location that is reflected on a map interface even when he or she is mobile.

- Additional information, such as weather and traffic, to gather the context of the incident scene.
There have been attempts to provide location services during emergency calls [115][148]. We attempt to take it a step further by providing real-time location as the incident/user may not be static. As noted above, we consider many variables, in addition to the location, to define context pertaining to the user and the incident. The context can be better defined as more services are added to the service tier of Rover-II.

Since the emergency personnel are provided with all the contextual information, they are in a position to efficiently provide service accordingly. Further, M-Urgency enables the dispatcher to forward the stream and the contextual information to first responders like a police officer, ambulance, fire engine etc., assigned to handle the call, by a gesture as simple as drag and drop. In this way the responder precisely knows the latest situation even before he gets to the incident scene.

8.1 Components

There are various components of M-Urgency system that communicate with Rover-II. Figure 8.1 shows a high level architecture of the M-Urgency system. When an M-Urgency call is made from a mobile device, the audio/video stream is mediated by the Adobe Flash Media Player, forwarding it to the Dispatcher application. An option is available to split the audio from the stream and send it as a SIP call to the existing E-911 system at the dispatcher’s end. The dispatcher can assign one or more emergency responders to the incident and can forward the audio/video streams, along with all other pieces of contextual information to the responders so that they have a clear idea about the scene even before getting there physically.
8.1.1 Caller Application

It runs on a smart phone, tablets, PDA, laptop, etc., allowing the user to initiate an emergency call by the press of a button. The application communicates with Rover-II and facilitates the location and the streaming service. Thus, an audio/video stream along with the location information is sent to the PSAP. Fig 8.2 shows the screen shot of the caller application.

8.1.2 Dispatcher Console Application

This is the critical part of the M-Urgency system. Used by the PSAP, it runs on a desktop and receives emergency calls with the audio/video feeds. Fig 8.3 shows the screenshot of the dispatcher console application. It enables the dispatcher to:
• View the incoming calls (on the left) and interact with them using audio selectively as needed,

• View the real time location of the caller on a map interface along with the context information about the caller,

• View the list of available emergency responders (on the right),

• Group more than one emergency calls together, if so desired,

• Assign responder(s) to the caller/incident through drag and drop operations, etc.

We present the actual sequence of events in the subsequent sections.

8.1.3 Emergency Responder Application

It runs on laptops, typically in the emergency vehicle. Once the dispatcher assigns the responder to an incident/caller, this application receives the forwarded audio/video streams of the assigned caller(s) along with the real time location information of the same. Thus the responder gets the precise information about the emergency situation and can get there prepared accordingly. Fig 8.4 shows the screen shot of a responder application.
Figure 8.3: Dispatcher console application screenshot

Figure 8.4: Emergency Responder application screenshot
Figure 8.5: Emergency Responder application screenshot on a mobile device

In practical situations, the emergency responder cannot always be present in the emergency vehicle to receive the calls. The application can also run on a mobile phone which can receive the forwarded streams of audio and video. Fig 8.5 shows the screen shot of the mobile version of the emergency responder application.

8.2 Social Contribution in M-Urgency

We believe that the M-Urgency system could be further effective if more information could be gathered from the point of incident or from the vicinity. Installing additional sensors, security cameras or deploying additional security personnel would be an expensive option. An effective approach would be to utilize the people around, in the vicinity of the emergency incident. Social contribution from other users in the near vicinity of the M-Urgency caller can greatly help the emergency personnel understand the situation better and can even provide assistance to the caller, if required. We have extended the M-Urgency application enabling the emergency dispatcher to define a geo-fence around the caller and look for other M-Urgency users in the region. Other than just gathering information from them, the dispatcher could also group the user(s) with the caller establishing
Figure 8.6: Dispatcher creates a geo-fence around the caller’s location and initiates a call to the users within the region

a audio/video interaction between them.

As the emergency dispatcher, at the PSAP, receives an M-Urgency call, the caller’s window appears on the left side of the screen and the real time location displayed on the map interface (figure 8.3). The map is zoomed to the resolution such that all the structures and landmarks of the region can be recognized by the dispatcher. The dispatcher has the provision to mark a rectangular region around the callers’ location, defining a geo-fence to look for other users in the region. Figure 8.6 shows the callers’ location from a particular building and the dispatcher geo-fences the whole building looking for other users in the building.

M-Urgency users can opt in to be a good samaritan, ready to help in case of an emergency. When such a user activates the caller application on mobile device, it establishes a connection with Rover-II and runs in the background. The location of the users are
Figure 8.7: The caller application interface, when a call from the dispatcher is received.

provided to the server once every few minutes. Thus, the Rover-II server keeps track of active users and their locations. When the dispatcher defines a region around the caller’s location and initiates a call, all the M-Urgency users within the rectangular region are intimated. The user receives an audio alert and the caller application is automatically invoked to the foreground. The interface of the application changes, as shown in figure 8.7, wherein the user can accept or reject the call. Once the user accepts the call from the dispatcher, an audio/video stream is established with the dispatcher. The windows of such users appear at the bottom of the dispatcher console, as shown in figure 8.8.

The dispatcher can interact with each of the users and gather as much information about the situation from them. He could also hook the users up together by grouping them. The users can then interact with each other through a audio/video stream. The caller application interface is shown in figure 8.9. The caller could tap on each of the other user’s window to interact with them and to enlarge their video pane. The dispatcher will be involved in every group and has the ability to add or remove any user to/from the group.
Figure 8.8: Users who have accepted the call from dispatcher are displayed at the bottom of the dispatcher console.

Figure 8.9: Caller application interface when the users are grouped together by the dispatcher.
8.2.1 Prospective Situations

We believe the new feature in M-Urgency will be effective in many situations, few of which are listed below:

- **Situations demanding immediate additional information**: For instance, there has been an M-Urgency call made from indoors the dispatcher can well gather information from users around the building about the situation around the building. For example, a fallen tree blocking the front entrance or huge snow accumulation on the west side of the building that can hinder the rescue process etc.

- **Situation demanding different angles of view of a location**: In the event of a fire or road accident users around the location can stream videos, providing different angles of views or the users can show the dispatcher the situations on the nearby roads leading to the building.

- **Situation demanding immediate assistance**: In case of a medical emergency, a doctor (and user of M-Urgency) spotted in the same building can be requested for immediate assistance.

- **Situations demanding coordinated response**: In situations of hostage or campus shootout, various users within a building can be grouped together for a coordinated effort.
8.3 M-Urgency and RoCoM

In this section we explain M-Urgency with respect to our proposed context model. Figure 3 illustrates the involved entities, their associated context, and their relationships. M-Urgency can be represented in terms of the primitives of our context model as in the following:

1. **Event**: As discussed in section 3, an event triggers the use of the context-aware system. For M-Urgency, a road accident is a good example of a trigger event. An M-Urgency caller contacts the police dispatcher and starts the flow of video, audio, and location context into the system. This triggers the use of the system to inform and seek help of the emergency personnel, by the M-Urgency caller making a call to the police dispatcher.

2. **Entities**: Entities are the different players involved in the event. Each of the entities may have contextual information stored about them in the system. We list a few of the entities involved in the above event, along with some of their relevant contextual information:

   - **Caller** - age, location, medical history (of the victim) etc.
   - **Dispatcher** - availability, serving jurisdiction etc.
   - **Police or Medical responder** - availability, experience/expertise, location etc.
   - **Vehicle** involved in the accident - make and model, color etc.
   - **Place of accident** - location, whether a highway or a local road etc.
3. **Activities:** An event template may include numerous activities aiming at achieving the goal, created by the event. For a traffic accident, the goal is to ensure safety and well being for the involved parties. The event template has a series of activities to fulfill the goal. Each activity brings in some change in the context of the entities involved in it. A few of the activities and the subsequent contextual changes are listed below:

- *Call the police dispatcher:* the status of the dispatcher becomes busy or unavailable for another call, the context or role of the caller changes from victim or witness to an ”informer”

- *Dispatcher assigns police responder to the accident:* the status of the police responder changes to busy or assigned, dispatcher becomes available for the next call

- *Vehicle is towed away:* the context of the place changes from traffic block to slowly moving traffic, the context of the medical personnel changes to as ”attending a patient”

4. **Relationship:** The primitives have some relationship between them based on the situation and the role that they play in the situation. The relationships between the primitives involved in the accident are:

- *caller-event:* caller is a witness of the event. (It could be the victim also.)

- *vehicle-passenger:* the passenger is the owner of the car (thus, some information about the passenger could be obtained understanding this relationship).
• dispatcher-officer/medical responder: the responders accept the dispatcher’s requests and are available for service

• car-place: car will have a relationship with the place as a hindrance to the traffic flow

• medical responder-passenger: has the ability to access or even update his/her medical records

5. **Templates**: The primitive template module and activity manager in Rover-II core, function based on the templates. As an M-Urgency connection is established with Rover-II, the activity template for the same is instantiated by the activity manager. A list of activities for the MUrgencyEvent are instantiated from the ontology. These set of activities are executed by Rover-II. The primitive template module instantiates all the involved entities from the ontology, based on the templates designed for the entities with respect to M-Urgency.

6. **Rules**: The reasoning engine and the relevant context module function based on the rules specified. A simple rule could be with regards to the status of the dispatcher, who is permitted to accept only one call at a time. A busy status compels an incoming M-Urgency call to be put on hold. Another example could be the activity specified to handle call failures due to connection failures to the media server. In that case a default activity to instruct the M-Urgency caller application to force a regular 911 phone call is initiated. Many such rules have been and can be specified in Rover-II ontology with respect to each application.
8.4 M-Urgency and Rover-II

In this section we explain how the M-Urgency applications make use of Rover-II as an emergency call is made. Here, we provide only an instance of what happens in Rover when a connection is made from an M-Urgency caller. The overall functioning of the system is not discussed here due to space constraints. Consider the event of a road accident, the caller application establishes a connection with the Rover server. The Rover Core maintains an Event Template for the different applications designed to work with Rover. Once it recognizes a connection coming in from an M-Urgency caller application, it conveys to the Controller, the set of activities that are to be executed immediately. The activities could be: inform the dispatcher application about the caller, establish a connection between the caller application and the streaming server (service tier) to begin the audio/video transmission, fetch the user’s information from the context storage etc. The Controller instantiates these activities. The Activity Manager manages each activity by informing the change of context of each primitive involved, to the Controller. For example, once a call is forwarded to a dispatcher application, the context of the dispatcher changes to ’busy’. Any further immediate call is to be forwarded to another connected dispatcher. The Activity Manager invokes the Relevant Context module to filter the relevant contextual information about the user. When an M-Urgency call is made, the user’s medical history would be a piece of relevant information but not his choice of food or hobbies etc. Also, contextual information like the location of the caller is obtained from the application. The relevant information is provided to the Dispatcher application along with the audio/video stream through the streaming server, thus establishing a full connection.
8.5 M-Urgency and our Information Model

The Information Model, discussed in 7 can be well explained with the help of the M-Urgency system. Rover takes up the role of the "I" from 7.1, acting as the information center for the whole system. Rover maintains static contextual information in its context storage and also gathers the dynamic context information from the clients connected to it.

The role of Information Integration Point (IIP) is played by the Dispatcher Console. Emergency dispatchers try to make use of as much contextual information provided to them to take quick critical decisions for initiating relief activities. Say, when a call comes from the caller to the police department.

Figure 8.10: Control flow on Rover-II as M-Urgency caller application initiates a call and a Dispatcher application is already connected.
in from the caller application regarding a road accident, the dispatcher console is provided with contextual information, few of which are listed below:

- The caller’s information like age, gender etc.
- Special needs/ disabilities that the caller may have. For example, the caller is allergic to certain medications or has poor eye sight without glasses etc.
- Callers’ medical history is made available
- The video from the callers side provides a lot of visual information based on which decisions can be made
- Caller’s real time location
- Traffic information around the place of accident, so that personnel dispatched to attend the accident victims can take a route accordingly
- List of available responders organized such that the nearest one is pushed to the top
- The weather condition at the location. Say, if it is snowing, certain precautions need to be taken or if a fire incident, the wind gust and the direction are critical pieces of information.
- Twitter tweets can be pulled in, gathering additional information about an event.

Based on the contextual information, the dispatcher is enabled to take very quick decisions. At the same time the dispatcher is also provided with an interface wherein he could very easily access the information and initiate the activities with mere gestures like a mouse click operation or drag-and-drop operation etc., which is important.
Below are some screen captures of the M-Urgency dispatcher’s console showing how the dispatcher gathers additional information about the situation with simple textual descriptions/commands. This provision in M-Urgency was implemented as a proof of the concept. We believe this provision would be more effective if augmented with voice recognition, automation with sensors, enhanced with Natural Language Processing techniques etc.

Figure 8.11 shows a screenshot of the M-Urgency dispatcher with the contextual information panes, wherein he/she could opt to gather additional information from the menu on the top left corner. A text box is provided at the bottom of the console along with the contextual information pane on the right side of the screen. The dispatcher could either describe the incident or issue simple commands to gather additional contextual information. As an M-Urgency call is made, Rover-II considers the context of the event, being an MUrgencyEvent, and aggregates the basic information that the police department usually requires when an emergency call is made. The caller’s full name and the call back number is automatically made available to the dispatcher as shown in figure 8.12. Figure 8.13 is the screenshot of the contextual information pane that aggregates some additional information about the caller when required by the dispatcher. The dispatcher could similarly describe the situation specifying queries/comments like “health issues”, as shown in figure 8.14 wherein Rover-II aggregates medical information about the user. The dispatcher could, otherwise, seek twitter tweets giving basic description about the incident as in figure 8.15. Figure 8.16 shows the aggregated contextual information based on the various queries.descriptions given by the dispatcher.

The primitive module in the context tier of Rover-II instantiates all the entities directly
related to the concerned entity, to make contextual information access efficient. Say that the M-Urgency call was made related to the fire event and the caller is in danger. The dispatcher may want to pull in the information about some people related to the caller who could be informed about the situation. As in figure 8.17, the dispatcher describes the situation and Rover-II provides the dispatcher with contact information of the callers’ parents/friends (figure 8.18).

Since a fire incident is reported, Rover-II can pull out building information in the close vicinity of the caller’s location. As shown in figure 8.19, the dispatcher is shown on the map the nearby buildings that have hazardous materials stored. The dispatcher may have to make important decisions of cordoning off areas or evacuation based on that. The weather information provides the dispatcher with the wind gust speed and directions, so that the dispatcher could make sure whether or not the fire has the potentiality to spread towards very intimate buildings with hazardous storage. Likewise, Rover-II provides contextual support to the Information Integration Point (IIP), so that the situation is understood as much as possible and educated critical decisions are made based on that.

Please note that these are sample pieces of information for the purpose of demonstration and only a minimum amount is made use of to keep the example simple. As much information can be stored and made use of in real scenario.

The fire incident is the event in the information model that initiates the iteration. The event itself acts as a source of lot of information regarding the accident. As the event takes place, information is gathered at Rover and provided to the IIP (Dispatcher). As mentioned before, the static contextual information will be available at the Rover context storage, and the dynamic context information is gathered from various sources like the
Figure 8.11: A screenshot of the M-Urgency dispatcher with the contextual information panes

Figure 8.12: Considering the context of the event, initial contextual info is provided to the dispatcher
Figure 8.13: Additional information about the caller, when sought by the dispatcher

Figure 8.14: Dispatcher seeks any health issues the caller may have

Figure 8.15: Dispatcher seeks tweets related to the incident to get a better picture
Figure 8.16: Contextual information about the caller and the scene is provided to the dispatcher based on descriptions/queries put forth

Figure 8.17: Dispatcher reckons that the caller is in danger and informs Rover-II about it
Figure 8.18: Rover-II provides emergency contacts list to the dispatcher

Figure 8.19: Buildings with Hazardous Storage pointed out to the dispatcher in the event of a fire
Figure 8.20: An instance of M-Urgency with respect to our Information Model

caller application itself, responder personnel applications, location server, weather server, traffic server etc.

The Dispatcher has a list of resources available, in terms of police officers, medical responders, fire responders etc. The Dispatcher initiates a coordinated planning between the police, ambulance and fire personnel. Finally the plan is executed. Each and everyone of the five nodes have to interact with Rover, either providing information or accessing information which explains why in 7.1 we depict the inter-relationship between every node with each other and the "I" in the center.
8.6 Status and Development Details

All the functionality of the application, the important ones being presented here, has been implemented and tested. The pilot of the system has been deployed at the University of Maryland Police Department, College Park, MD, USA. The caller applications are available to the faculty, staff and students of the University community. Only the very basic functionalities of the system are discussed in this chapter. Additional functionalities and customizations have been incorporated in the actual deployed version. We are also in the process of customizing the system to many other interested City/University police departments. Many such agencies have expressed their interest in deploying M-Urgency system in their respective jurisdictions.

M-Urgency has been developed using Adobe Flex open source framework supporting desktop/laptops, android phones/tablets and iOS phones/tablets. We use Adobe Flash Media Server for the streaming of videos and establish a SIP connection with the E-911 system of UMPD through Adobe Flash Media Gateway. Other major components of the system include MySQL, PHP and Apache based web server.
Distributed Implementation of Rover-II

Another direction where efforts have been put forth by us is in designing and developing a distributed architecture for Rover-II. We have attempted to do so, especially addressing concerns regarding M-Urgency applications connecting to Rover-II. We believe that designing the distributed architecture keeping a complicated system like M-Urgency in mind would make it robust enough to handle other simple applications. Considering M-Urgency being an application that would be made use of during critical emergency situations, we discuss below some of the challenges that we face now or expect to face in the near future as the system is rolled out to the University community:

- **Bulky Data**: For every call made, we deal with real time audio/video stream which consumes high bandwidth. The police department requires good quality video which would facilitate eventual investigations.

- **Occasional, but critical heavy call rate**: Though, practically, not many emergency calls could be made simultaneously, we have learnt from the police department that on particular days (usually Thursday to Saturday) they experience a spike in the call rate. Also, an unfortunate event during a public gathering could produce heavy call rate.

- **Centralized**: The whole system is dependent on a Rover and a Streaming server. Failure of either of them would bring the whole system down; an uncalled for de-
Figure 9.1: Moving from the centralized architecture to a distributed architecture

devolution in an emergency situation.

One of the most significant issues that we have noticed in existing system is that when the number of calls on an average, exceeds 20, we experience issues such as significant delays in the stream, frequent freezing of audio/video and the overall performance degradation in the Dispatcher and Responder applications.

Taking this into account, we propose a distributed architecture for M-Urgency wherein a single Rover server is replicated and organized as a peer to peer network as depicted in Figure 9.1
9.1 Distributed Architecture

9.1.1 System Design

Our approach derives inspiration from Tapestry [149] [150] to design the distributed system. Each Rover is assigned a unique nodeid that is generated using Secure Hash Algorithm - SHA-1 [108]. Though the Rover servers are organized in a decentralized manner, as in Tapestry, our approach is partially centralized as shown in Figure 9.2. A Master node maintains certain global information, which the Rover servers share within themselves. Following a partially centralized approach helped us reduce the routing cost within the network as it substantially minimizes the number of messages sent between the Rover servers. We discuss the role of the Master node eventually.

Each Rover server (at the Interface tier) maintains the following:

- *Routing table* - identical to that in Tapestry, the table has the entries of the neighboring nodes. As SHA-1 generates 40 digit hexa-decimal nodeid for each Rover server, the routing table has rows ranging from 0 to 39 and columns ranging from
0 to F. An entry in the \( m^{th} \) row and \( n^{th} \) column signifies that the nodeid of that particular node shares the same first \( n \) digits with the node owning the routing table and the \( n+1 \)th digit is \( m \). For example, a node with nodeid as 102ABD will have 102CD2 entered in the routing table with row=3 and column=C, because they share the same first three digits (102) and the 4th digit is C.

- **Threshold value** - a limit on how many calls can the particular Rover server handles at a point of time. All the Rover servers maintain the same threshold at any given time and the master intimates each of them to increase the same as and when required.

- **Reject list** - once the number of incoming calls goes beyond the threshold, the Rover Server forwards the excessive call loads to other Rover servers. If the recipient Rover server rejects a forwarded call, the same is maintained in the Reject list, until the threshold value is updated globally.

Addition of a Rover server node into the network is the same as in Tapestry as explained in [149] and we handle the case of voluntary deletion of the node from the network in a similar way in the paper.

### 9.1.2 Master Node

Though the Rover servers are organized in a decentralized, distributed fashion, we found it important to have a partially centralized approach to maintaining certain global information. This substantially brought down the number of communication messages
between the Rover servers, thus reducing the routing cost. The Master node is assigned the following responsibilities:

- Direct incoming calls to appropriate Rover server based on the location of the caller
- Re-route calls to other Rover servers when either the appropriate rover server fails or has reached the threshold value.
- Receive regular pings from the Rover servers and keep track of number of calls handled by them
- Maintain the global threshold value wherein when every Rover server reaches the threshold, they are all instructed to increase their respective thresholds

Fig 9.3 shows the pseudo code for the Master node. The Master can receive a call request from a caller wherein it calculates the nodeid of the Rover server from the location of the caller and return the information like the ip address and the port number. The caller device then initiates a direct connection with the respective Rover server. In case the concerned Rover has failed, the details of the least busy Rover server are returned.

The Master could also receive a call forward request from a Rover server. The least busy Rover server is assigned the particular call.

The Master receives the heartbeat ping messages from every Rover server. The Rover servers intimate the Master about the number of calls they are handling at that point of time. If all the Rover servers have reached their threshold, the Master informs them to increase the threshold by the "initial threshold" value. This ensures that the incoming calls are well distributed before each Rover server can begin taking more calls. In case
any particular Rover server does not ping the Master for more than 1 second, the Master
treats it as a failure and informs all the other Rover Servers about the failure.

9.2 Algorithms

In this section we explain our approach to maintaining the load balance of incoming
calls in the distributed system and also handling cases of failures of either of the Rover
server nodes or the Master node.

9.2.1 Load Balancing

Figure 9.4 presents the algorithm for each of the Rover server, on how do they handle
the incoming calls directed to them and share the overload with the other Rover servers.

When a Rover server receives an incoming video call from a client, it simply accepts
it if the number of calls it is currently handling is below the threshold. Otherwise, it
forwards the call to the node having the longest matching prefix nodeID in the routing
table. If this neighboring node is incapable of accepting calls, it sends a reject message
after which the current node adds the call to the Reject List so that no forwarding attempt
is made to the particular node (until the threshold value is increased globally). If the host
node is unable to find a free neighboring node to forward the call to, it forwards the call
to the Master. The Master then allocates a Rover server to handle the call.

Besides handling calls, the Rover servers also periodically ping the Master by sending
heartbeat messages every 100ms, intimating the Master about the number of calls it is
currently handling. Figure 9.5 provides the pseudo code for this function. After every
initialThreshold = a
currentThreshold = initialThreshold
While(true)
{
  Wait for request
  If(request from caller)
  {
    if(appropriate Rover is alive)
      return appropriate Rover Info
    else
      return info about first Rover from the list with least clientCount
  }
  If(ping from a Rover)
  {
    update the client count value
    reset corresponding timer
    acknowledge ping
    if(client count of all Rover = currentThreshold)
    {
      currentThreshold += initialThreshold
      update all Rovers about new threshold
    }
  }
  if(forward request from a rover)
  {
    select first Rover from the list with least clientCount
  }
  if(any of the rover timer has exceeded 1 second)
  {
    Inform all Rovers about the failure
    Remove the entry of the rover information
  }
}
third ping, the Rover server waits for a response from the Master. If no response is received, the Master is considered failed and all future communication is directed to the Master2 (backup Master). The Rover server also increases its threshold as and when the Master sends the threshold update message.

9.2.1.1 Initial Load Balancing

As an attempt for better load balancing, the system has been designed in such a way that the incoming call is directed to a particular Rover server based on the location from where it originates. The Rover servers obtain their nodeid by secured hashing a string describing the geographical region. For our experiments we considered 8 regions described
9.2.2 Fault Tolerance

We can expect failures at two levels (a) any one of the Rover Servers fails or (b) the Master node fails. We have devised mechanisms for handling both the cases which we
discuss in this section.

9.2.2.1 Rover Server Failure

Master Side Recovery
Whenever a Rover server goes down, the master detects it if it doesn’t receive a ping from the server for 1 second. It updates the local information regarding the particular Rover server and informs all other Rover servers to update their routing tables.

Rover Side Recovery
The other Rover servers remove the entry of the failed node from their routing tables when they are informed by the master.

Client Side Recovery
When initiating a call, the Master automatically redirects the client to another appropriate Rover server. In case of a call that was already being handled by the failed Rover, the client reconnects to the Master. The Master then provides the information of the new Rover that is responsible for handling the client and the connection is established.

9.2.2.2 Master Failure

To ensure reliability in the event of Master’s failure, the distributed system comprises of a secondary Master. The primary Master periodically sends its bookkeeping statistics (like threshold and client-counts) to the secondary Master. This ensures that at almost all times the secondary Master has the necessary information to take over from the primary.

Rover Side Recovery
When a master node exits or goes down abruptly, the Rovers detect Master’s failure by a timeout in not receiving an acknowledgement for the pings and update their Master IP to the secondary Master.

*Master Side Recovery*

When the secondary Master receives a ping from any of the Rovers, it realizes its role as the master and becomes the new Master for the system.

*Client Side Recovery*

When a client detects that the primary Master has gone down, it automatically tries to connect to the secondary Master for any further communications.

### 9.3 Experiments and Results

Our objective at this point was to simulate the Interface Tier of the Rover server and see how they organized themselves in the distributed setup. Our main focus, in this work, is on how the incoming calls traffic is handled and Rover servers balance the load; and how quickly does the system recovers to a consistent state in case of a failure.

#### 9.3.1 Load Balancing

We considered two scenarios - (1) when the calls come in a random order from the different regions and (2) a less probable but more critical case, where all the calls originate from the same region (for example, an unfortunate incident occurs in a public place and many callers call in to report the same).
9.3.1.1 Calls from same region

We simulated 119 calls to originate from the same region, so that they are all directed to Rover S (south). We monitored the load balance at intervals after 40 calls, 97 calls and finally 119 calls. We performed the same experiment setting the initial threshold value as 5 and 3.

Tables 9.1 and 9.2 show the distribution of the calls within the eight Rover servers. It is clear from the tables that our algorithm produced a good distribution of the incoming calls. Instead of Rover S handling all the 119 calls, the load was well balanced with each Rover server handling a maximum of only 15 calls. The difference in the threshold did not show a significant difference in terms of distribution of the calls, but the number of routing messages between the Rover servers and the Master was observed to be less in case with threshold=3.

9.3.1.2 Calls from different regions

We, then, simulated 43 calls to originate from the eight different regions as shown in Figure 9.7. The calls were made to originate one by one, in a round robin fashion, beginning from the North region. Table 9.3 and 9.4 show the distribution of the calls within the 8 rover servers.

One interesting thing to notice here is the number of routing messages. The number of routing messages is significantly less than when the calls originated from the same region. This shows that our initial load balancing approach was effective. Since the calls are directed to their respective Rover servers, based on the location of the caller, the
Table 9.1: Distribution of incoming calls within the Rover servers (initial threshold=5)

<table>
<thead>
<tr>
<th></th>
<th>S</th>
<th>N</th>
<th>NW</th>
<th>E</th>
<th>Routing Messages</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>After 40 calls</strong></td>
<td>5</td>
<td>5</td>
<td>5</td>
<td>5</td>
<td>65</td>
</tr>
<tr>
<td><strong>W SE NE SW</strong></td>
<td>5</td>
<td>5</td>
<td>5</td>
<td>5</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th></th>
<th>S</th>
<th>N</th>
<th>NW</th>
<th>E</th>
<th>Routing Messages</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>After 97 calls</strong></td>
<td>15</td>
<td>15</td>
<td>15</td>
<td>12</td>
<td>132</td>
</tr>
<tr>
<td><strong>W SE NE SW</strong></td>
<td>10</td>
<td>10</td>
<td>10</td>
<td>10</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th></th>
<th>S</th>
<th>N</th>
<th>NW</th>
<th>E</th>
<th>Routing Messages</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>After 119 calls</strong></td>
<td>15</td>
<td>15</td>
<td>15</td>
<td>15</td>
<td>172</td>
</tr>
<tr>
<td><strong>W SE NE SW</strong></td>
<td>15</td>
<td>15</td>
<td>15</td>
<td>14</td>
<td></td>
</tr>
<tr>
<td></td>
<td>S</td>
<td>N</td>
<td>NW</td>
<td>E</td>
<td>Routing Messages</td>
</tr>
<tr>
<td>---------------</td>
<td>----</td>
<td>----</td>
<td>----</td>
<td>----</td>
<td>------------------</td>
</tr>
<tr>
<td>After 40 calls</td>
<td>6</td>
<td>6</td>
<td>6</td>
<td>6</td>
<td>50</td>
</tr>
<tr>
<td></td>
<td>4</td>
<td>4</td>
<td>4</td>
<td>4</td>
<td></td>
</tr>
<tr>
<td>After 97 calls</td>
<td>13</td>
<td>12</td>
<td>12</td>
<td>12</td>
<td>132</td>
</tr>
<tr>
<td></td>
<td>12</td>
<td>12</td>
<td>12</td>
<td>12</td>
<td></td>
</tr>
<tr>
<td>After 119 calls</td>
<td>15</td>
<td>15</td>
<td>15</td>
<td>15</td>
<td>163</td>
</tr>
<tr>
<td></td>
<td>15</td>
<td>15</td>
<td>15</td>
<td>14</td>
<td></td>
</tr>
</tbody>
</table>

Table 9.2: Distribution of incoming calls within the Rover servers (initial threshold=3)
Figure 9.7: Number of calls originating from each region

Table 9.3: Distribution of incoming calls originating from different regions (initial threshold=5)

<table>
<thead>
<tr>
<th></th>
<th>S</th>
<th>N</th>
<th>NW</th>
<th>E</th>
<th>Routing Messages</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>5</td>
<td>6</td>
<td>5</td>
<td>5</td>
<td></td>
</tr>
<tr>
<td>W</td>
<td>SE</td>
<td>NE</td>
<td>SW</td>
<td></td>
<td>25</td>
</tr>
<tr>
<td></td>
<td>5</td>
<td>5</td>
<td>7</td>
<td>5</td>
<td></td>
</tr>
</tbody>
</table>

Table 9.4: Distribution of incoming calls originating from different regions (initial threshold=3)

<table>
<thead>
<tr>
<th></th>
<th>S</th>
<th>N</th>
<th>NW</th>
<th>E</th>
<th>Routing Messages</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>6</td>
<td>6</td>
<td>3</td>
<td>6</td>
<td></td>
</tr>
<tr>
<td>W</td>
<td>SE</td>
<td>NE</td>
<td>SW</td>
<td></td>
<td>17</td>
</tr>
<tr>
<td></td>
<td>6</td>
<td>6</td>
<td>6</td>
<td>4</td>
<td></td>
</tr>
</tbody>
</table>
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number of routing messages sent between the Rover servers is significantly low as the
Rovers automatically receive the incoming calls in a distributed manner. We can compare
the number of messages after 40 calls in Table 1 with the number of messages in table 3
(after 43 calls). With initial load balancing, the number of messages is about 62

9.3.2 Fault Tolerance

We conducted experiments with 3 scenarios. In scenario 1, we brought down a Rover
and observed the behavior of the system. We noticed that the system converged to a
consistent state within 2 seconds (i.e. the other Rovers updated the routing information
accordingly). In scenario 2, we brought down a Master and observed that the Rovers
detected the failure and contacted the secondary Master within 2.5 seconds. In scenario
3, we brought down a master and a rover together and observed that the system converged
to a consistent state within 4.5 seconds.

We noticed that calls originating from client, within the above mentioned period of
recovery time, were handled successfully by the Master by forwarding it to another active
Rover.

9.3.3 Inferences

We list a few inferences that we have made from our experimental results:

• Our approach does produce a good level of distribution of incoming calls within the
  Rover servers, thus enabling good load balancing.

• The initial load balancing helped us significantly bring down the number of routing
messages, thus reducing cost.

- We also observed in our experiments that the performance of the system depends on:
  
  - Number of Rover server nodes in the network
  
  - The way the network is formed (with links between the Rovers) based on the nodeid assigned to them
  
  - Number of neighbors a node, that receives significantly high number of calls, has.
  
  - The initial threshold value

9.4 Related Work

A lot of emphasis has already been made, in the literature, regarding the significance of a distributed architecture over a centralized approach. Many have exhibited the advantages of a distributed approach like in [109][40].

The first generation of peer-to-peer applications, like Napster and Gnutella had restricting limitations such as a central directory for Napster and scoped broadcast queries for Gnutella limiting scalability [112]. To address these problems a second generation of P2P mechanisms were developed like Tapestry [149][150], Chord [126], Pastry [110], and CAN [106]. Our approach derives its approach from that of Tapestry. Tapestry is an extensible infrastructure that provides decentralized object location and routing focusing on efficiency and minimizing message latency. This is achieved since Tapestry constructs
locally optimal routing tables from initialization and maintains them in order to reduce routing stretch. Chord is a protocol and algorithm for a peer-to-peer distributed hash table. A distributed hash table stores key-value pairs by assigning keys to different computers (known as “nodes”); a node will store the values for all the keys for which it is responsible. Chord specifies how keys are assigned to nodes, and how a node can discover the value for a given key by first locating the node responsible for that key. Pastry is an overlay and routing network for the implementation of a distributed hash table similar to Chord. The protocol is bootstrapped by supplying it with the IP address of a peer already in the network and from then on via the routing table which is dynamically built and repaired. Because of its redundant and decentralized nature there is no single point of failure and any single node can leave the network at any time without warning and with little or no chance of data loss.

A number of approaches for distributed video streaming have been discussed in the literature [92][91][26], addressing issues of source and channel coding, implementation of transport protocols, or modifying system architectures in order to deal with delay, loss, and time-varying nature of Internet. Our focus is mainly on how to bring in a p2p approach in handling and routing of video streams.

Coolstreaming [112] is a P2P data driven Overlay distributed users. Notable features of the protocol network for live media streaming that achieves good streaming quality for globally include its intelligent scheduling algorithm that copes well with the bandwidth differences of uploading clients and thus minimizes skipping during playback, and its swarm-style architecture that uses a directed graph based on gossip algorithms to broadcast content availability.
Though the critical parts of our system are totally decentralized, we drew inspiration of having a partially centralized approach from [80][51]. Though they adopted this approach in a different context, it proved beneficial for us.
Chapter 10

Conclusion and Future Work

We believe we have laid a strong foundation by introducing our context model - Rover Context Model (RoCoM), based on our ontology - Rover Context Model Ontology (Ro-CoMO) and proposed a middleware approach by designing and implementing a general framework - Rover-II that can (i) efficiently maintain, represent and integrate contextual information, (ii) act as an integration platform where different applications can share contexts and (iii) provide relevant services to make efficient use of the contextual information.

We presented Rover Context Model (RoCoM) that is generic, extensible and practically usable; structured around four primitives: entities, events, relationships, and activities. RoCoM has been designed based on our ontology Rover Context Model Ontology (Ro-CoMO) - an efficient mechanism to represent, store and manage contextual information.

We introduced the concept of Relevant Context - context of context, to efficiently and effectively model and understand the context of a given situation. Our concepts has taken shape in form of Rover II, a middleware for contextual information integration, that could be used not just to store and represent contextual information, but also integrate relevant services to efficiently use the same. We discussed our initial step towards the design and implementation of a distributed architecture for Rover-II, following a P2P arrangement inspired by Tapestry. We finally presented M-Urgency - a next-generation public safety system, a practical application as proof of our concepts.
10.1 Contribution

The main contribution of our work has been towards the following:

- Introducing and conceptualizing a generic, extensible and practically usable context model - Rover Context Model (RoCoM) that is structured around four primitives: entities, events, relationships, and activities; built using Rover Context Model Ontology (RoCoMO).

- Introducing the concept of relevant context and implementing the same using relevance filtering, context templates and context engine for efficiently handling and making best use of context information.

- Designing, implementing and deploying a context middleware - Rover-II, an advance to Rover [6][7], based on our context model which serves as a framework for contextual information integration, that could not just be used to store and represent ontological contextual information, but also integrate relevant services to efficiently use the same for applications.

- Developing and implementing M-Urgency, a full fledged public safety system built on Rover-II, as a practical proof of our concepts and ideas. Though this example we have exhibited how an application built on Rover-II can avail the context and services provided by Rover-II. These provisions could be made use of, by other applications, as deemed proper and appropriate for them.

- Initial designing and implementation of a distributed architecture for Rover-II, following a P2P arrangement inspired from Tapestry [149].
10.2 Future work

We have taken firm initial steps, paving a new direction, in the field of context-aware computing. It has been a challenging and audacious endeavor, comprising of multiple research problems that cannot be all addressed in a single PhD dissertation. We are convinced that we have laid a strong foundation and a lot can be built upon it. We have set a good starting point for many more dissertations to come in the future. There are many areas that need to be specifically researched and addressed, some of which we discuss in appropriate sections below:

1. *Context Model Ontology - RoCoMO*

   (a) Lot of information is currently stored along with the ontology itself, which results in data access delays. There has been some work done in storing ontologies in databases [49][151][66][137][10]. Research and implementation of an efficient storage mechanism for Rover-II needs to be done.

   (b) The ontology needs to be expanded as much as possible, adding more of the primitives (entities, activities and events) to it. We see this taking place as more context-aware applications are developed on Rover-II as the entities and activities specific to those applications would get added to RoCoMO.

2. *Middleware - Rover-II*

   (a) Any context-aware system is incomplete until complimented by learning. The learning engine module is yet to be designed and implemented. Rover-II will be at its best if it could react to a situation based on knowledge gathered from
previous similar instances and context history. It needs to graduate from being just a reactive system to also a proactive system. It remains an open problem.

(b) Gathering static context needs to designed to make it interactive. An interactive process helps gather better and more information about individuals or other entities. Gathering information from Facebook and Twitter profiles and posts will be very useful.

(c) The User Interface console in the Rover-II core is presently designed to serve the basic purpose. So as to make it effective, a significant amount of work can be done in researching, designing and implementing various visualizations for keeping track of the state of the system, connections, load, networks etc.

(d) It would also be desirable to design and implement a visualization for the situation graph to enable the users to grasp a given situation most effectively.

(e) As part of the Data Service in the Service Tier of Rover-II, there is a large scope for data services that could tap useful information from the many available data sources to understand a situation better. Many more such services can be added to the service tier.

(f) As part of the dissertation, we have discussed only the initial study and feasibility of a distributed architecture for Rover-II. The work can be extended to a full fledged implementation as failures and fault are common in real world scenario and one point failure is not desirable.

(g) Though Rover-II is being developed keeping in mind that it needs to have a full fledged wrapper that enables a third party application developer to make use
of the platform; having the ability to make changes in how Rover-II handles their application. We have addressed this concern to a large extent with the help of the ontologies, wherein all specific instructions to the system could be provided. But we feel, this concern has not been completely addressed yet, considering all angles from a developers point of view.

(h) In twitter service, we have employed very basic filtering techniques, as of now. The same can be enhanced and made more effective making use of filtering based on natural language processing techniques or other third party libraries.

3. Information Model

(a) The interface provided at the Information Integration Point (IIP) to gather information can be well enhanced with voice recognition and Natural Language Processing techniques. Steps needs to be taken to enable Rover-II to support such provisions.
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